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Abstract—A large number of Wireless Sensor Network (WSN) security schemes have been proposed in the literature, relying primarily on symmetric key cryptography. To enable those, Random Key pre-Distribution (RKD) systems have been widely accepted. However, WSN nodes are vulnerable to physical compromise. Capturing one or more nodes operating with RKD would give the adversary keys to compromise communication of other benign nodes. Thus the challenge is to enhance resilience of WSN to node capture, while maintaining the flexibility and low-cost features of RKD. We address this problem, without any special-purpose hardware, proposing a new and simple idea: key splitting. Our scheme does not increase per-node storage, and computation and communication overheads, and it can increase connectivity. More important, it achieves a significant increase in resilience to compromise compared to the state of the art, notably when the adversary does not have overwhelming computational power.

I. INTRODUCTION

Wireless Sensor Networks (WSNs) can serve numerous applications, including monitoring for industrial processes, environmental pollution, and agriculture, as well as environmental monitoring, forest fire detection, health care, traffic control and home automation. In principle, WSN nodes have limited computing and storage capabilities and operate on a stringent energy budget. At the same time, without appropriate security mechanisms, WSNs are vulnerable to a broad range of attacks.

This has been understood early and a gamut of security schemes have been proposed. Asymmetric key cryptography, while feasible [1], has high cost (computation, communication overhead, and thus power) [2] and its use is limited to infrequent operations (e.g., [3]) or it is precluded altogether. Given the resource constraints of WSN nodes, symmetric key cryptography is widely accepted to secure WSNs. Each key shared by a pair of nodes is used to secure their communication. Keys can be shared by neighboring (i.e., in direct communication) but also physically remote nodes and can be used to establish in both cases security associations and secure links and be used in different ways to secure the WSN protocols.

However, WSN nodes are low-cost small-footprint platforms. This makes it impossible to offer tamper-resistant features [4]. Moreover, they operate unattended [5]. As a result, nodes may be physically compromised: an adversary can extract their symmetric keys and then use them to attack the WSN protocols. Equipped with captured keys, adversaries masquerade legitimate nodes and inject arbitrary messages that are still authenticated.

The harm that can be done when a node is captured depends on the way keys are managed and used by WSN nodes. Each node is equipped with multiple symmetric keys. One option is to make a centralized assignment that prescribes exactly the keys each node can use for specific peers (other nodes) [6], [7]. In that case, if each key is used only for one link, i.e., one pair of nodes, a captured node can at most misbehave to its a priori associated peers.

On the other hand, a looser yet more flexible and scalable approach can be used: nodes are first given a randomly chosen set of keys (called the key ring) from a large pool, then they discover which symmetric keys (if any) they share with which peers, and finally use the resultant key to securely communicate with the related peer [8], [9]. The flip-side of broader applicability for those RKD schemes, e.g., compared to the aforementioned pair-wise schemes [6], [7], is higher vulnerability to node capture. A compromised key ring allows attacks against the associated peers. More important, it includes keys that may be used by other nodes that had no association with the captured victim. This means that the adversary could compromise secure communication of other node pairs. Intuitively, the more numerous the captured nodes the more likely the compromise of other secure links in the network.

Given the advantages of RKD, is it possible to enhance its resilience to node capture? Can we do this without altering its salient features, reducing its efficiency, or without special purpose tamper-resistant hardware? This work addresses this problem: we propose a simple, yet as shown, a very effective solution we term key splitting. Our solution is applicable and can extend any RKD scheme.

In a nutshell, rather than using key rings we use rings of key parts, which can be put together to form entire keys. Rather than looking for matching keys, any two peers search for a sufficient number of parts; if they have them in common, they establish a secure link using a transformation of these parts as the shared key. The improvement in resilience is significant: as our analysis shows, the probability of link compromise we
achieve can be up to half of that for existing widely used schemes. At the same time, we maintain the same storage requirements: simply put, rather than keeping a ring of \(m\) keys, we keep a ring of \(m \times z\) key parts each \(1/z\)-th of the key. Moreover, the connectivity, i.e., the likelihood two nodes be securely associated, can be enhanced.

In the rest of the paper, we first briefly define our system and adversary models and the problem at hand (Sec. II). We discuss related work in Sec. III and then we present our key splitting scheme in Sec. IV. We perform a detailed analysis of its resilience in Sec. V. We conclude with a discussion of future work.

II. PROBLEM STATEMENT & SYSTEM MODEL

System Model. Each WSN node, \(V\) is assigned a set of \(m\) keys, \(K_V = k_1 \ldots k_m\), termed the key ring. Keys are randomly chosen from a key pool, of size \(P\), and they are stored at each node before its deployment. At any point in time, two sensors can run a Key Discovery Protocol (KDP) to discover their common keys, in order to then establish a secure communication link. Consider two sensors \(V_1\) and \(V_2\) that wish to communicate securely and run the KDP. In the basic RKD approach [8], only one common key \(k_{V_1,V_2}\) is required to establish secure connection. In a widely referenced variant of the basic scheme, the so-called q-composite RKD approach, \(V_1\) and \(V_2\) have to have (and discover) at least \(q\) common keys \(k_{V_1,V_2}^1 \ldots k_{V_1,V_2}^q\) in order to establish a secure connection [9]. For the rest of the paper, we use both the basic and the q-composite RKD schemes.

Adversary Model. We assume an adversary, \(Adv\), that can capture a number of wireless sensors, and thus construct a set \(S\) of compromised key rings, \(S = \{K_{V_1}, \ldots, K_{V_t}\}\). A secure link between a pair of sensors can be compromised if the gamut of captured keys by \(Adv\) includes all those used to establish the link. If \(Adv\) wants to compromise the link between two nodes \(V_1\) and \(V_2\) using the basic scheme, \(k_{V_1,V_2}\) should be included in \(S\). If \(V_1\) and \(V_2\) use the q-composite scheme, then all the \(x \geq q\) keys shared between the nodes need to be stolen to compromise the link.

\(Adv\) does not have a priori knowledge of the keys that two nodes share. It can capture nodes at a rate of \(R_c\) nodes per time unit. Moreover, we assume that the adversary’s computational power allows \(C_l\) cryptographic operations per time unit. We define \(C_l\) as the total number of operations brute-force check all possible \(2^l\) inputs per time unit. We do not make any specific assumption on either parameter. Rather, we show in Sec. V how the relative power (“skills”) of the adversary can affect the WSN resilience.

Problem Statement. An adversary \(Adv\) compromises a number of nodes and obtains their key rings. Links between benign nodes are vulnerable if their corresponding shared keys are included in the captured set of keys. As a result of the node compromise a fraction, \(\alpha\), of the WSN links between benign, non-compromised nodes is compromised, that is, \(Adv\) possesses the corresponding shared key(s). Or \(Adv\) knows for another fraction, \(\beta\), of the WSN links, a part of the key(s) shared and used by the non-compromised nodes. In the latter case, \(Adv\) can attempt to compute the missing key(s) and compromise the link.

Overall, the challenge is how to enhance RKD resilience against node capture, in particular how to reduce link compromise. Given the above-defined adversary attacking over a period of time \([0,t]\), we assume that there is no reparative action by the WSN. Thus, \(s = R_c \times t\) nodes are captured and their keys are compromised during that period. Then, assuming a set processing power, we want to minimize the total fraction of compromised links at time \(t\). In particular, minimize the compromised link fraction, given \(s, CL_s(t)\).

Notation:
- \(n\): network size, in nodes.
- \(P\): Key Pool Size.
- \(V\): a benign node.
- \(K_V\): \(V\)’s key ring.
- \(m\): size of the key ring.
- \(q\): the minimum number of shared keys for two nodes to have a secure link.
- \(L\): the length of a key in bits.
- \(k\): an original key of full length.
- \(k_i\): a split of the original key, of fewer length.
- \(p_c\): probability that a pair of node share \(q\) keys (to have a secure link).
- \(p(i)\): probability of two nodes sharing exactly \(i\) keys.

III. RELATED WORK

An overview of the large palette of security problems in WSNs is given in [10], [11], [12]. Some of the most important security attacks are tampering of sensors and node capture [4], Denial of Service [13], secure routing and secure neighbour discovery [14], [15] and Sybil attacks [6], [16]. Security challenges of sensor networks are unique in nature, due to their limitations in storage, computation and communication capabilities. Traditional security approaches, such as public key cryptography, are therefore unsuitable for frequent usage [2]. Symmetric key approaches, relying on RKD schemes have been proposed instead, to overcome these limitations [8], [9], [7], [17].

Each sensor is equipped with a set of symmetric keys called the key ring, randomly chosen from a key pool. RKD schemes define the way that two sensors can establish a common symmetric key, using the overlaps in their key rings. To discover common keys, a KDP has to be run. The main RKD schemes proposed are the basic [8], the q-composite [9] and the random pairwise schemes [17], [7], [9]. The first two are briefly discussed in Sec. II. The random pairwise scheme associates a sensor identity with one key from the sensor’s key ring and a comparison of the schemes with regard to node capture resilience is given below.

The starting point for many attacks is an adversary who compromises a sensor and obtains its key ring. A node replication attack is described in [18] a collusion attack against random pairwise schemes in [19]. Tamper-resistant devices can be used to protect against node capture. However, the increased
cost of tamper-resistant devices is a limiting parameter for extended usage of such devices [10].

Communication links between sensors may be compromised by adversaries who manage to capture the keys used to set-up the secure connection [9], [7], [17]. Having captured a number of nodes, the adversary can derive the secret keys used for communication between two sensors. RKD schemes play an important role in the resiliency against the attack. For a network of 10,000 randomly deployed sensors and \( m = 200 \) keys stored per sensor, an adversary has to capture 50 nodes to compromise 10\% of the links [9]. For the same set-up, the 2-composite scheme has better resilience against the attack, and more than 70 nodes have to be captured to compromise the same percentage of links. The random pairwise scheme achieves increased resilience, since at most \( m \) links can be compromised from one captured node. Advanced stealthy strategies from colluding adversaries are studied in [20], where adversarial nodes combine their knowledge of captured keys to maximize their link compromise.

Despite the obvious advantages of the random pairwise scheme, it introduces restrictions in the maximum supported network size. The total size it can support can be computed as \( n = m/p_c \), and is directly constrained by the sensors’ limited memory [9], [7]. This limitation may render the random pairwise schemes unsuitable for a number of applications. Large and flexible network deployments, as well as frequent addition of new nodes are better handled by the q-composite or the basic scheme. However, the security vulnerabilities of these schemes, bring out new challenges on how to make these schemes more resilient against attacks.

IV. THE KEY SPLITTING SCHEME

The key splitting scheme is a method to increase the resilience against node capture attacks. We split each of the keys in \( P \), in \( z \) equal parts, creating a new key pool of size \( z \times P \).

**Example: Basic Scheme.** Nodes \( A \) and \( B \) with key rings of size \( m \) use the basic RKD scheme. Each key \( k \) has a length of \( L \) bits, and therefore each sensor needs \( m \times L \) of storage for its key ring. Fig. 1 shows an instance of a KDP run between \( A \) and \( B \). After completing the KDP protocol, the two nodes discover they share \( k_7 \). This key can then be used to establish a secure channel. Now consider the adversary \( \text{Adv} \); if it was “lucky” enough to capture a node with \( k_7 \) stored in its memory, then it is only a matter of time and a few trials to compromise the link of \( A \) and \( B \).

**Example: Key Splitting Scheme.** Consider again \( A \) and \( B \); now each key in \( P \) is split in \( z \) equal parts. Each of the new key parts, will now have a length of \( L/z \) bits. With the same memory usage at each sensor, \( z \times m \) keys can now be stored, creating a key ring of \( z \times m \) keys. For the example, let \( z = 2 \), i.e., we split keys in two equal parts. \( A \) and \( B \) run the KDP to find common key parts. To preserve the same security level with a symmetric key of size \( L \), we require that \( A \) and \( B \) should now discover two key parts of size \( L/2 \), instead of just one. Fig. 2 illustrates that. Having discovered \( k_3 \) and \( k_1 \), \( A \) and \( B \) can establish a symmetric key of size \( L \) as in the previous example.

Now they have a great advantage over \( \text{Adv} \) who tries to compromise their link. Instead of having to guess one key, as in the previous example, the adversary has to guess two key parts now. Having compromised the same number of nodes in both cases, \( \text{Adv} \) is less likely to hold both secret pieces in the second case than it is for one. Building on this observation, we analytically prove in Sec. V the effectiveness of the scheme, and we verify that network connectivity is not deteriorated.

The steps of the key splitting scheme are:

- **Split the keys:** Each key in \( P \) of size \( L \) is split in \( z \) equal parts of length \( L/z \). The new key pool has a size of \( z \times P \).
- **Assign the keys to sensors:** \( m \times z \) keys are randomly assigned to each sensor.
- **Establish secure connections:** Sensors run the KDP in \( z \) pairs and discover \( z \) keys in common, with \( z = 2 \) the simplest case.

V. SCHEME ANALYSIS

We analyze the resilience to node capture; for easier presentation, first analyze the case of a single node/key ring captured, and then the case of multiple key rings compromised. Finally, we analyze performance issues, notably the connectivity and memory storage. In brief, we find that key splitting increases resilience against node capture, as long as the adversary does not have overwhelming computational power.

We calculate the probability that an adversary possesses all of the key parts and compare this probability with the probability that adversary possesses all of the keys in q-composite scheme as well as probability of link compromise in the basic RKD scheme. Then, we consider the case of a subset of the key parts for a link are compromised.

A. Security Analysis

The main metric of interest is the resilience against node capture. In particular, we are interested in compromised secure links, i.e., secure communication, between pairs of benign
nodes. This is expressed by the measure \( \text{Fail}(s)|N \rightarrow [0,1] \), where \( s \) is the number of compromised nodes or equivalently key rings. This is the fraction of compromised links of a WSN, given the adversary captured \( s \) key rings.

\[
\text{Fail}(s) = \frac{\text{Num. of comp. links given } s \text{ comp. nodes}}{\text{Number of all network links}}
\]  

(1)

In what follows, unless mentioned otherwise, we analyze the resilience when keys are split in two pieces each. Moreover, we assume that the adversary knows the number of shared keys.\(^1\)

**Single Node Capture.** Consider \( \text{Fail}() \) with \( s = 1 \). Let a link \( V_1,V_2 \) in the network and \( V \) the captured node; we need to compute the probability of the event \( A=\{ \text{the link is compromised} \} \). Let \( B \) be the event \( \{ V = V_1 \text{ or } V = V_2 \} \), that is the captured node is one of the end-nodes of the considered link. \( \text{Fail}(1) \) is equal to \( Pr\{A\} \).

**Single Node Capture: Basic scheme.** We show that \( \text{Fail}(1) \) is \( \frac{2}{n} + \frac{m}{P} \). Bayes’ rule gives us:

\[
\text{Fail}(1) = Pr\{A\} = Pr\{A|B\}Pr\{B\} + Pr\{A|B'\}Pr\{B'\}
\]  

(2)

\( Pr\{B\} = \frac{2}{n} \), as there are \( n \) nodes in the network and each link has two end nodes. Thus, \( Pr\{B'\} = 1 - \frac{2}{n} \). Moreover, \( Pr\{A|B\} = 1 \), i.e., all secure links of the captured node are certainly compromised. Finally, for \( Pr\{A|B'\} \); recall that when a node is captured, \( m \) keys are compromised. The considered link uses a key from the key pool. There are \( P \) options for this link, while \( m \) keys are compromised. So, the probability that the link is broken becomes \( \frac{m}{P} \):

\[
Pr\{A|B'\} = \frac{m}{P}
\]  

(3)

By substitution and assuming \( n \rightarrow \infty \):

\[
\text{Fail}(1) = 1 \times \frac{2}{n} + \frac{m}{P} \times (1 - \frac{2}{n}) \approx \frac{2}{n} + \frac{m}{P}
\]  

(4)

**Single Node Capture: Key Splitting scheme** For the key splitting scheme, consider the case that each pair of nodes use only two half-part keys even if they have more. The fail function, as per Eq. (2), we also have \( Pr\{B\} = \frac{2}{n} \) and \( Pr\{B'\} = 1 - \frac{2}{n} \), and \( Pr\{A|B\} = 1 \). Now, for the \( Pr\{A|B'\} \); note that when a node is captured, \( 2m \) key slices are compromised. The considered link uses two halves of keys from the key pool and it will be compromised if both of them are known to the adversary, i.e. \( (2m/2P)^2 = (m/P)^2 \). Note that if one half of the key is revealed and one remains secure (unknown to the adversary), we do not count such link as a compromised link. We discuss specifically the ramifications of the adversary having partial knowledge of the key splits further below. Thus, we get:

\[
Pr\{A|B'\} = \left(\frac{m}{P}\right)^2
\]  

(5)

By substitution we have:

\[
\text{Fail}(1) = 1 \times \frac{2}{n} + \left(\frac{m}{P}\right)^2 \times (1 - \frac{2}{n}) \approx \frac{2}{n} + \left(\frac{m}{P}\right)^2
\]  

(6)

\(^1\)This is essentially a worst case for the scheme, or a best case for the adversary; it removes uncertainty for the adversary.

From Eq.(4) and Eq.(6), we see that the \( \text{Fail} \) metric is much lower for the key splitting scheme compared to the basic RKD scheme. Note that the result can be even better in favor of key splitting if nodes use more than two key slices, as mentioned in the protocol. We show that in the next part.

**Multiple Node Capture.**

**Multiple Node Capture: Basic scheme.** Recall the probability from Eq.(3); thus, the probability to not reveal a key is \( (1 - \frac{m}{P}) \). When \( s \) nodes are captured, the probability that a key is not revealed is: \( (1 - \frac{m}{P})^s \). As a result, the probability that a key, and consequently a link that uses the key, is comprised:

\[
1 - (1 - \frac{m}{P})^s
\]  

(7)

**Multiple Node Capture: q-composite scheme \( [9] \).** For the q-composite scheme, assume that nodes share \( i \) keys (with \( i \geq q \)). \( p(i) \) is the probability that two nodes have \( i \) keys in common, i.e.,

\[
p(i) = \frac{\binom{m}{i} \times \binom{P-m}{m-i}}{\binom{P}{m}}
\]  

(8)

and \( p_c \) denotes the probability that two nodes can establish a secure link, i.e. \( p_c = p(q) + p(q+1) + \cdots + p(m) \).

Then, with \( s \) compromised nodes, the probability of that link being compromised is: \( (1 - (1 - \frac{m}{P})^s) \). Hence, the probability that any link between two benign (non-compromised) nodes is compromised is:

\[
\sum_{i=q}^{m} (1 - (1 - \frac{m}{P})^s)^i \times \frac{p(i)}{p_c}
\]  

(9)

**Multiple Node Capture: Key Splitting scheme.** A link would be compromised if all of \( i \) key parts (splits) shared by the two incident nodes are known to the adversary. Let \( p'(i) \) be the probability that the two nodes have \( i \) key parts in common:

\[
p'(i) = \frac{\binom{2m}{i} \times \binom{P-2m}{m-i}}{\binom{2P}{m}}
\]  

(10)

where \( p_c \) again denotes the probability that two nodes can establish a secure link, i.e. \( p_c = p(2) + p(3) + \cdots + p(2m) \).

Then, the probability for a link to be compromised is:

\[
\sum_{i=2}^{2m} (1 - (1 - \frac{m}{P})^s)^i \times \frac{p'(i)}{p_c}
\]  

(11)

In Fig. 3, we plot the probability of compromising a link when \( s \) nodes are captured for different schemes:

- Basic RKD scheme (Eq.(7)),
- q-composite scheme with \( q = 1 \) (Eq. (9) with \( q = 1 \))
- q-composite scheme with \( q = 2 \) (Eq. (9) with \( q = 2 \))
- Key splitting scheme (Eq. (11)).

We observe that our key splitting scheme achieves a lower probability of link compromise. For example, if 50 nodes in the network are captured, 29.1% and 24.2% of other links would be compromised with basic scheme and 2-composite scheme, respectively; while, in the key splitting, only 7.6% of links are compromised.
In the Key Splitting scheme, it is probable that an adversary gets all half keys except one of them. In this case, we have an information leakage. But given that the key parts are inputs to a one-way hash function, $f$ to produce the key, the adversary cannot obtain the link key. The only option would be to brute-force check all possible missing key parts. We calculate this probability, that out of $i$ shared key parts one of them is missing and plot it in Fig. 4.

$$\sum_{i=2}^{2m} \frac{i}{i-1} \left(1 - \frac{m}{P}\right)^r \left(1 - \left(1 - \frac{m}{P}\right)^r\right)^{i-1} \times \frac{p'(i)}{p_c} \quad (12)$$

**Computational compromise of links.** We can see the trade-off of the key splitting when we consider the relative strengths of the adversary, notably $R_c$ and $C_l$. In the case of two key parts, the brute force check would require strings of 64 bits long. Essentially, depending on how fast the adversary can do that, it can compromise additional links. With node capture rate $R_c$ equal for all schemes, we add this latter factor to key splitting in Fig. 5.

We assume a network with 100,000 links and an adversary that can capture 1 node per time unit. We also assume really the worst case for our scheme, where the adversary is able to run 10 brute-force checks in a time unit, i.e. run $10 \times 2^{64}$ computations per time. We plot the number of compromised links during the time. We observe that the curve for key splitting arises slightly only. Of course, this really depends on what the adversary is capable of. Still, key splitting raises the bar.

**B. Performance Analysis**

We consider next the connectivity achieved by our scheme in comparison with the basic and q-composite RKD schemes. Consider a key pool of size $P$ and sensor nodes with memory $m$. The probability that two nodes have at least a common key in the basic scheme is:

$$p_{c,basic} = \sum_{i=1}^{m} p(i) \quad (13)$$

where $p(i)$ denotes the probability that two nodes share exactly $i$ keys (Eq. 8). For the q-composite scheme, the conditions are tighter. Two nodes can communicate securely if they have at least $q$ common keys. Thus, the connectivity decreases to:

$$p_{c,q-comp} = \sum_{i=q}^{m} p(i) \quad (14)$$

For key splitting, note that the key pool has $2P$ half keys and each WSN node stores $2m$ such key parts. Two nodes can establish a connection if they share at least two half keys:

$$p_{c,split} = \sum_{i=2}^{2m} p'(i) \quad (15)$$

where $p'(i)$ is given in Eq. (10) above.

We plot $p_c$ in Fig.6, for different values of $m$ in a constant pool size (in bits) and compare the schemes. For the q-composite scheme, we consider the case $q = 2$ (For $q = 1$, its connectivity is the same as that of the basic scheme).

We observe that the key splitting scheme achieves much better connectivity than the q-composite scheme. Since there is a trade-off between connectivity and memory usage of this scheme, one may be interested in reducing the memory usage by remaining the connectivity constant. Besides, reducing the memory usage leads to an improvement in resiliency against node capture; because, the resiliency against node capture is related to the memory usage in a reverse manner. In comparison with the basic scheme, sometimes we get a better
connectivity, while sometimes the connectivity is lower. We also consider the case that keys are split into four parts.

This figure shows that for example if we consider the memory usage \( m = 140 \) (140 complete keys, 280 half-part keys, 560 quarter-part keys), then the value of \( p_c \) will be 0.863, 0.9056 and 0.9549 for the three schemes, respectively. This means a 5% and 11% improvement in \( p_c \) in two versions of our scheme rather than the basic scheme. To address the importance of such improvement, consider as an example that we have a network with \( n = 10,000 \) nodes and we want to increase the probability that the network be connected from 0.99999 to 0.999999. Such increase needs an 11% improvement over \( p_c \).

On the other hand, if we are interested in a connectivity that corresponds to \( p_c = 0.9 \), the amount of memory usage will be 151, 139 and 129, respectively; i.e. an 8% and 15% reduction in memory usage. Such reduction could be so important in memory constraint devices as sensor nodes, where a 4KB RAM memory is very typical. Also, remember that decreasing the memory usage yields in increasing the resiliency against node capture, since an adversary gets a lower number of keys by capturing a constant number of nodes.

VI. CONCLUSION AND FUTURE WORKS

We considered the problem of increasing the resilience of RKD schemes to node capture. We proposed a new scheme, key splitting, which can significantly increase resilience compared to existing schemes. This can be achieved as long as the adversary does not have overwhelming computational power, to brute-force links for which it has partial knowledge of the secret material. Essentially, key splitting raises the bar against a powerful and sophisticated adversary.

We focused on key splitting using two parts of key, with aggregate length equal to the original key length. We achieve a significantly lower fraction of compromised links esp. when the number of compromised nodes increases. In future work, we will analyze the general case, splitting keys in more than two parts. Then, we will analyze the cases of different fractions of the key material (number of parts) being known to the adversary, and investigate further the trade off and effect of node compromise vs. computational power of the adversary.
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