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Near Field Communication (NFC) refers to a communication technology that
enables an effortless connection and data transfers between two devices by putting
them in a close proximity. Besides contactless payment and ticketing applications,
which were the original key drivers of this technology, a large number of novel use
cases can benefit from this rapidly developing technology, as has been illustrated
in various NFC-enabled application proposals and pilot trials.

Typical NFC-enabled systems combine NFC tags, NFC-enabled mobile phones,
and online servers. This thesis explores the trust relationships, security
requirements, and security protocol design in these complex systems. We study
how to apply the security features of different types of NFC tags to secure NFC
applications. We first examine potential weaknesses and problems in some novel
use cases where NFC can be employed. Thereafter, we analyze the requirements
and propose our system design to secure each use case. In addition, we developed
proof-of-concept implementations for two of our proposed protocols: an NFC-
enabled security-guard monitoring system and an NFC-enabled restaurant menu.
For the former use case, we also formally verified our proposed security protocol.

Our analysis shows that among the discussed tags, the NFC tags based on secure
memory cards have the least capability and flexibility. Their built-in three-pass
mutual authentication can be used to prove the freshness of the event when the tag
is tapped. The programmable contactless smart cards are more flexible because
they can be programmed to implement new security protocols. In addition, they
are able to keep track of a sequence number and can be used in systems that
do not require application-specific software on the mobile phone. The sequence
number enforces the order of events, thus providing a certain level of replay
prevention. The most powerful type of tag is the emulated card since it provides
a clock, greater computational capacity, and possibly its own Internet connection,
naturally at higher cost of deployment.
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Övervakare: Professor Tuomas Aura
Professor Gerald Q. Maguire Jr

Handledare: Sandeep Tamrakar, M.Sc. (Tech.)

Near Field Communication (NFC) hänvisar till en kommunikationsteknik som
möjliggör en enkel anslutning och dataöverföring mellan tv̊a enheter genom
att sätta dem i en närhet. Förutom kontaktlös betalning och biljetthantering
ansökningar, vilket var den ursprungliga viktiga drivkrafter för denna teknik, kan
ett stort antal nya användningsfall dra nytta av denna snabbt växande teknik,
som har visats i olika NFC-aktiverade program förslag och pilotförsök.

Typiska NFC-applikationer kombinerar NFC-taggar, NFC-kompatibla mobil-
telefoner och online-servrar. Denna avhandling utforskar förtroenderelationer,
säkerhetskrav och säkerhetsprotokoll utformning i dessa komplexa system. Vi
studerar hur man kan tillämpa de säkerhetsfunktioner för olika typer av
NFC-taggar för att säkra NFC-applikationer. Vi undersöker först potentiella
svagheter och problem i vissa nya användningsfall där NFC kan användas.
Därefter analyserar vi de krav och föresl̊a v̊art system design för att säkra
varje användningsfall. Dessutom utvecklade vi proof-of-concept implementationer
för tv̊a av v̊ara föreslagna protokoll: en NFC-aktiverad säkerhet-guard
övervakningssystem och en NFC-aktiverad restaurang meny. Dessutom, för fd
bruk fallet, kontrollerade vi formellt v̊ar föreslagna säkerhetsprotokoll.

V̊ar analys visar att bland de diskuterade taggar, NFC taggar som baseras
p̊a säkra minneskort har minst kapacitet och flexibilitet. Deras inbyggda tre-
pass ömsesidig autentisering kan användas för att bevisa färskhet av händelsen
när taggen tappas. De programmerbara beröringsfria smarta kort är mer
flexibla eftersom de kan programmeras för att genomföra nya säkerhetsprotokoll.
Dessutom kan de h̊alla reda p̊a ett löpnummer och kan användas i system som inte
kräver ansökan-specifik mjukvara p̊a mobiltelefonen. Sekvensnumret framtvingar
ordning av händelser, vilket ger en viss niv̊a av replay förebyggande. Den mest
kraftfulla typen av taggen är den emulerade kortet eftersom det ger en klocka,
större beräkningskapacitet, och möjligen sin egen Internet-anslutning, naturligtvis
till högre kostnad för utplacering.

Nyckelord: NFC, säkerhetsprotokoll, DESFire, Java kort, kort emulering,
restaurang, varuautomat, säkerhetsvakt
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AID Application Identifier
CC Capability Container
CPU Central Processing Unit
DoS Denial of Service
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Chapter 1

Introduction

Near Field Communication (NFC) is a short-range radio communication
technology that promises to enhance our everyday tasks by the convenience
of its “tap and go” principle [2], i.e. enabling users to simply touch two
NFC-enabled devices together to establish a communication session between
them, thus making applications and data exchange easy and convenient. The
primary drivers promoting the adoption of NFC are contactless payments
and ticketing applications, but the expected success of NFC has expanded
and covered a wide variety of other applications [3], such as location-based
services, gaming, access controls, and device pairing.

A typical NFC application is a distributed system which consists of
three main components, specifically NFC tags, NFC readers or NFC-
enabled mobile phones, and online servers, as shown in Figure 1.1. These
three components communicate and coordinate their actions by passing
messages. To be more specific, the NFC readers or the NFC-enabled phones
communicate with the NFC tags over NFC, while the NFC readers or the
NFC phones and the servers can communicate over the Internet. Therefore, a
system of this type introduces a new type of security protocol which involves
the three components and the communication channels between them in
order to secure NFC applications.

Figure 1.1: Architecture of an NFC-enabled system

1



CHAPTER 1. INTRODUCTION 2

As with all modern communication systems, security and system usability
are important in NFC-enabled systems. However, since potential NFC-
enabled systems are nearly endless and various types of NFC devices can
be involved in these systems, there is no “one size fits all” security solution
for all NFC systems. Instead, the set of possible security designs for a
specific application heavily depends on the types of NFC tags used in the
application. This is because different NFC tags provide different security
features and capabilities. For example, some NFC tags are just memory
tags and thus extremely constrained in terms of computational capabilities.
On the contrary, more powerful tags, such as Java cards and NFC readers
running in card emulation mode, can provide more intelligent functionality,
such as the ability to be programmed and to perform calculations.

However, many NFC applications that have been proposed in the
literature do not carefully consider the types and capabilities of NFC tags
before applying them to the systems. This results in some designs which
exhibit poor usability and potential security flaws. Therefore, in this thesis,
we present some of the problems which we have found in several proposed
NFC applications, and then design security protocols to secure them by
considering the security requirements of the systems, user experience, and
the types of NFC tags that should be employed in the systems. In our
conclusions, we discuss the general principles of using different NFC tags for
securing NFC applications.

1.1 Problem Statement and Methodology

As presented above, there is a wide, ever expanding range of uses for NFC
that is being explored and made available in the world. The technology
promises to benefit a variety of areas via numerous applications. However,
different NFC applications have different security requirements and rely on
different security features and other capabilities of the NFC devices involved
in the applications. Therefore, the NFC tag capabilities and application
requirements should be carefully considered when designing a system. In
addition, usability is another important aspect contributing to the success of
a system, hence this too must be considered during the design process.

The problem addressed in this thesis is how to exploit the different
capabilities of NFC tags to secure NFC applications. To reach an answer,
we follow these steps:

• We study some specific use cases in which NFC can be used to make
these use cases more convenient to use and more secure.
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• Study the security requirements of these specific use cases and design
security protocols for them.

• Develop proof-of-concept implementations for two of our proposed
protocols.

• Generalize the principles of using different NFC tags in the security of
NFC applications.

1.2 Use cases

The following sub-sections introduce the use cases that are examined in this
thesis.

1.2.1 NFC-enabled restaurant menu

Our proposed scenario for an NFC-supported restaurant menu is as follows:
a customer (Bob) who has an NFC-enabled Internet-connected phone goes to
a restaurant. Instead of waiting for the waiter, he taps his phone on an NFC
tag glued to a table in the restaurant and his phone’s browser is redirected
to the restaurant’s web page that lists all the meal options. He chooses some
food, submits his choice; then the restaurant’s kitchen will prepare the food
and serve him when it is ready. Before leaving the restaurant, the customer
pays for his meal by using his bank card or cash like in normal restaurants.

The security problem that we aim to solve in this scenario is the following:
the food ordering is web-based and does not require users to log in to be able
to use the service. Thus, anyone can order the food without revealing his
identity. This means that if the URL of the web page is stored or remembered,
then a dishonest person could stay at home, access the webpage and make as
many food orders as he wants. Since the kitchen does not know that these
submissions are fake, they prepare the food even though no one is there
to pay for it. Therefore, we need to prevent this problem from occurring by
applying security mechanisms. Additionally, the service is general and should
be open to all people who enter the restaurant with an NFC-enabled phone.
Therefore, our design do not require users to install a dedicated application
in their phones to be able to use the service.

1.2.2 Security guard monitoring system

Most of our workplaces and offices have information or equipment that must
be kept safe. Along with alarm systems, security guards frequently make
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rounds to check that locks are locked, doors are closed, and if direct actions
need to be taken. Hence, the presence of guards at checkpoints at their
scheduled time is important and needs to be monitored. The current widely
used technique is to employ rugged readers and checkpoint tags which are
available in different forms, such as RFID tags, and barcodes [4]. There are
also some NFC-based security guard monitoring systems available on the
market that use NFC-enabled phones and NFC tags attached to checkpoints
[5–7]. At predefined intervals, each security guard uses a dedicated device
to scan the barcode or RFID tag, or uses an NFC phone with a dedicated
application to scan the NFC tag at a checkpoint, to prove his or her presence
at this checkpoint.

However, we have found that both solutions exhibit security problems,
as will be explained in detail in Section 3.1.1. Basically, these current
solutions allow dishonest security guards to make copies of the barcodes or
tags. This means that dishonest security guards could confirm their presence
at a checkpoint while they actually do not come to work. Therefore, the
main security goal in this use case is to guarantee that it is not possible
for the security guards to create fake presence confirmations without doing
their actual rounds. This scenario is different from the restaurant scenario
in that the number of users is limited and the users belong to a specialized
group. Therefore, the security guards could be provided with a dedicated
phone having a dedicated application installed.

1.2.3 Vending machines

Recently, SMS-enabled vending machines have become popular. Instead of
using coins or bank notes, a customer could use his or her phone to pay
for products from the vending machines. Specifically, in order to buy an
item from a vending machine, the customer composes an SMS message that
contains the machine ID and the item’s price, then sends the message to
a short code. However, machines of this type have two security problems.
Firstly, it allows a person who is not close to a vending machine to buy items
from it. This is a problem if we think about a situation where Alice is talking
to Bob who is a prankster. Alice goes out for several minutes and leaves her
phone on the table. Bob may use Alice’s phone to buy products from a
possibly remote vending machine without Alice’s permission. Secondly, a
dishonest person could change the machine ID written on a machine named
A to the ID of machine B. Then he waits in front of machine B to collect the
beverage which someone else purchases from machine A.

Our observation is that NFC can be used to facilitate SMS message
composition. In addition, we can design security protocols to deal with the
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two security problems presented above. Specifically, there are two security
goals that we aim to achieve in this use case: (i) preventing a person who is
not close to a specific vending machine from buying items from that machine,
and (ii) preventing a malicious person from getting free items by changing
the machine ID of a machine to the ID of another machine.

1.2.4 School attendance monitoring systems

Student absenteeism is a significant problem at many educational institutions
and a major concern for educators. It results in high rates of course failure
and, over the long term, greater likelihood of dropping out of school. In
addition, at many schools where education is free, students can register for
as many courses as they want, but never show up for any of these classes. This
leads to waste of resources that have been invested in education. Therefore,
a mandatory class attendance policy has been applied in many institutions
to force students to attend all their scheduled classes. In addition, in some
countries, such as India, a teacher attendance policy is also enforced. There
are some solutions for student and employee attendance monitoring systems
that have been proposed in the literature (Section 2.10). However, these
solutions provide poor user experience, as will be explained in Section 3.4.
Therefore, in this use case, our solution aims to provide a reliable and effective
NFC-enabled system that facilitates school attendance supervision for both
students and teachers.

1.3 Structure of the thesis

The rest of this thesis is divided into four chapters. Chapter 2 starts by
describing NFC technology and NFC devices, along with an introduction to
NFC type 4 tags and NFC Data Exchange Formats (NDEF). It then discusses
the security mechanisms defined in NFC and security threats relevant to
NFC, followed by specific types of NFC tags that are used in the four specific
use cases described in Section 1.2. It concludes with an overview of NFC
applications that have been previously proposed in the literature. Chapter
3 presents detailed secure NFC-enabled application designs for the four use
case mentioned above. Specifically, in each use case, we review its current
solutions and potential security problems in these solutions. Thereafter,
we present our design goals, our proposed system design, and analysis of
the solution. Chapter 4 presents the implementation of two use cases,
specifically the NFC-enabled restaurant menu and the NFC-enabled security
guard monitoring system. Chapter 5 generalizes the uses of different NFC tag
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types to secure NFC applications and explains how we verified our proposed
protocols. Finally, Chapter 6 provides a summary of the thesis and suggest
potential future work.



Chapter 2

Background

This chapter begins by describing NFC technology and NFC devices,
followed by an introduction to NFC type 4 tags and NFC Data Exchange
Formats (NDEF). Since we analyse security requirements and design security
protocols for NFC applications, the security mechanisms defined in NFC and
security threats relevant to NFC are presented. Thereafter, we discuss Mifare
DESFire EV1 secure memory cards, programmable Java card technology,
and NFC card emulation on an embedded computer, which are the three
specific tags used in this thesis. The last section of the chapter describes
NFC applications that have been proposed in the literature.

2.1 NFC

Near Field Communication (NFC) is a wireless proximity communication
technology that enables data transfers between two devices which are close
to each other, typically to a distance of less than 10 centimeters [8]. This
simple means of establishing a connection is a major advantage of NFC over
other wireless communication technologies, such as Bluetooth [9] and Wi-
Fi [10]. However, compared to connection speeds of Bluetooth and Wi-Fi,
NFC provides slower data transmission rate of up to 424 kilobits per seconds
(kbps) [8]. In addition, the communication range of NFC is shorter than
that of other communication technologies. However, this is not considered
a drawback, but an inherent characteristic and a technical advantage of this
technology. To be more specific, the close communication range enables
intuitive transfers of data by tapping one device against a desired peer
device and ignoring other devices that are outside this communication range.
This not only helps to prevent signal interference between devices, but also
secures users and applications, since users must be close enough to an NFC

7
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device to be able to nearly “touch” it, or in other words, in most cases, they
intentionally wish to use the application.

NFC is based on the Radio Frequency Identification (RFID) technology.
It operates at 13.56 MHz and relies on ISO14443 and ISO 18092 for low-
level data exchange between two NFC devices [8]. Specifically, these two
ISO standards specify the operating frequency, modulation, coding schemes,
anti-collision routines, and communication protocols. NFC data exchange
formats and NFC tag formats are defined by the NFC Forum1.

NFC devices can be divided into two categories: active and passive
devices. An active device, such as an NFC-enabled phone or an NFC
card reader, is always connected to a power source or has batteries
attached. Moreover, it generates an electromagnetic field when it wishes
to communicate with its desired NFC peer. On the contrary, a passive
device often does not have any power source, except the electromagnetic
field generated by active devices that is in proximity of the passive device.
Because of this, active devices must continuously poll for passive devices to
detect if there is a passive device available in its range. Examples of passive
devices are NFC tags, contactless smart cards, and NFC-enabled phones in
card emulation mode. More details about active devices and passive devices
are presented in the following sections.

2.1.1 NFC Active Devices

Active NFC devices can operate in three different modes [11]:

1. Reader/writer mode: In this mode, an active device is capable of
reading and modifying data stored in passive devices. This mode is
standardized in the ISO 14443 standard [12].

2. NFC peer-to-peer mode: The physical and data link layer of NFC
peer-to-peer mode is standardized in ISO 18092 [13]. This mode
allows a bidirectional data exchange between two active devices. For
example, Bluetooth pairing parameters or virtual business cards could
be exchanged between two NFC-enabled phones.

3. Card emulation mode: This mode uses ISO 14443 as standard for its
physical and data link layer. An active NFC device operating in this
mode appears to an external active device much the same as a passive
device. For example, a phone working in emulation mode can present
itself as a contactless credit or debit card. To make a payment, a user

1http://www.nfc-forum.org
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simply selects the payment application, and holds the phone in front of
a contactless reader. Therefore, we can design contactless payments
and ticketing applications on mobile phones without changing the
existing infrastructure.

2.1.2 NFC Tags

An NFC tag, for example a sticker or a wristband, is a passive device
that consists of a small microchip, a little antenna, and a small memory
to store data for transfer to active devices. Each tag is identified by its
unique identifier (UID). In addition, different tags have different memory
capacities, communication speed, and security features. For example, a
Mifare Ultralight [14] tag is able to hold at most 48 bytes of data, whereas
a Mifare DESFire EV1 tag [15] can store up to 8KB of data. A Mifare
Ultralight tag does not support authentication of the card reader before
reading or modifying of the data stored in the tag, while this feature is
provided by some other tags, such as Mifare DESFire EV1 and Mifare
Ultralight C [16] tags.

An NFC tag can store one or more application-defined data as payloads.
Usually, these payloads are encapsulated first into a single NFC Data
Exchange Format (NDEF) message, and then mapped into the data structure
specified by the tag platform. The NDEF message and the tag platform
encapsulations are used to identify the type of application data and to
guarantee interoperability and co-existence between applications [17]. More
detail about NDEF messages is presented in Section 2.2.

So far, the NFC Forum has defined four types of tags [18]. The following
section discusses the NFC type 4 tags.

2.2 NFC Type 4 Tags

An NFC type 4 tag can store one or more NDEF applications which are
identified by their application identifiers (AID). Each application contains a
Capability Container (CC) file and one or more NDEF files. Each NDEF file
can contain multiple NDEF messages [19]. Figure 2.1 illustrates an example
of an NDEF tag application that contains two NDEF files.

In an NDEF application, a CC file with value 0xE103 indicates to the
reader that the tag contains NDEF messages so that the reader can access
and modify the data accordingly. The CC file is read-only and contains the
following information:
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• CC Length: This field is 2 bytes long and specifies the size of the CC
file (this field included).

• Mapping Version: This field is 1 byte in length and indicates the
mapping specification version with which this CC file is compliant.

• MLe: This 2-byte field specifies the maximum data size (in bytes) that
can be read from the tag using a single read command

• MLc: This field is 2 bytes long, defining the maximum data size that
can be sent to the tag using a single update or write command

• One or more NDEF File Control TLV (Type - Length - Value) blocks:
A TLV block contains information to control and manage an NDEF file.
Specifically, an NDEF file control TLV has T equal to 0x04, L equal to
0x06, and the value field is composed of 6 bytes that specify the size,
read and write access conditions, and the identifier of the NDEF file
which points to another file in the tag file system.

Figure 2.1: An NDEF application with two NDEF files
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2.3 NDEF Messages

The NDEF specification [1] defines a message encapsulation format to
exchange information between NFC devices, e.g. between a reader and a
tag.

Figure 2.2 illustrates the general structure of an NDEF message. Specifi-
cally, an NDEF message contains one or more NDEF records (Section 2.3.1).
These records can be chained together to support a larger payload. Each
NDEF record uses three parameters: payload length, payload type, and an
optional payload identifier to describe its payload. The first NDEF record
in an NDEF message has the MB (Message Begin) flag set, while the last
NDEF record is marked with an ME (Message End) flag. This means that
an NDEF message with only one NDEF record has both MB and ME flags
set.

Figure 2.2: Structure of an NDEF message with three NDEF records

2.3.1 NDEF Records

An NDEF record is the unit for carrying a payload within an NDEF message.
The record layout is shown in Figure 2.3, followed by descriptions of each
field.
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Figure 2.3: NDEF record layout [1]

MB: Message Begin flag, set to 1 when the record is the first record of an
NDEF message, 0 otherwise.

ME: Message End flag, set to 1 when the record is the last record of an
NDEF message, 0 otherwise.

CF: Chunk flag, indicating that this is either the first record chunk or a
middle record chuck of a chunked payload.

SR: Short Record flag. If this flag is set, the PAYLOAD LENGTH is a
single octet instead of 4 octets as shown in the figure 2.3.

IL: The IL flag is a 1-bit field indicating that the ID LENGTH field is
present in the header or not.

TNF (Type Name Format): This 3-bit long field indicates the structure of
the value of the TYPE field defined in Table 2.1.
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TYPE LENGTH: an unsigned 8-bit integer specifying the length in octets
of the TYPE field. This field is always 0 for certain values of the TNF
field.

ID LENGTH: specifies the length in octets of the ID field. This field is
present only if the IL flag is set to 1.

PAYLOAD LENGTH: specifies the length in octets of the PAYLOAD field.
The size of this field could be 1 or 4 octets depending on the value of
the SR flag.

TYPE: describes the type of the payload. The value of TYPE field must
follow the structure, encoding and format implied by the value of the
TNF field.

ID: an identifier in the form of a URI reference.

PAYLOAD: contains the payload.

Type Name Format Value
Empty 0x00
NFC Forum well-known type 0x01
Media-type as defined in RFC 2046 0x02
Absolute URI as defined in RFC 3986 0x03
NFC Forum external type 0x04
Unknown 0x05
Unchanged 0x06
Reserved 0x07

Table 2.1: TNF field values

2.4 NDEF Read and Write Procedure in

NFC Type 4 Tags

When a tag is in the proximity of a reader, the reader starts sending
commands to the tag to detect if the tag contains any NDEF messages or
not. It is worth mentioning that in this detection process, the NDEF file
referenced by the NDEF TLV block at offset 0x0007 of the CC file is used.
The procedure is described in Figure 2.4 [1].
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Figure 2.4: The NDEF detection procedure

If the NDEF length returned by the tag is in a valid range, the NFC
reader knows that the tag contains at least one NDEF message. Depending
on the tag communication settings and its read and write access rights,
an authentication procedure between the reader and the tag may need to
be carried out before these operations can take place. The following parts
present read and update procedures when the NFC tag does not have any
security settings.

NDEF Read Procedure NDEF read operations (Figure 2.5) happen
after the reader successfully finds an NDEF message in the tag (Figure 2.4).
If the requested NDEF file is the NDEF file that is referenced by the NDEF
TLV block at offset 0x0007 in the CC file of the application, then the third
and the fourth steps in the read procedure illustrated in Figure 2.5 can be
skipped [1].

Figure 2.5: The NDEF read procedure
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NDEF Write or Update Procedure NDEF write or update operations
happen after the card NDEF detection procedure presented in Figure 2.4
is successfully completed and the NDEF length returned from the tag is
greater than or equal to 0x0000. The write or update procedure is shown in
Figure 2.6 [1]. In this procedure, if the requested NDEF file is the NDEF file
that is referenced by the NDEF TLV block at offset 0x0007 in the CC file
of the application, then the third and the fourth steps in the read procedure
can be skipped. In addition, the messages in the fifth, sixth, and seventh
steps can occur in a single update command if the desired written content
fits inside the data field of an NDEF update command [1].

Figure 2.6: The NDEF write procedure

Example of the NDEF Read Procedure The following is a an example
of the NDEF read procedure between a reader and a tag using the command
set specified in ISO 7816-4 [20].

READER: 00 a4 04 00 07 d2 76 00 00 85 01 01 00

TAG : 90 00 (CORRECT EXECUTION)

READER: 00 a4 00 0c 02 e1 03 (SELECT CC FILE (ID: 0xE103))

TAG: 90 00 (CORRECT EXECUTION)

READER: 00 b0 00 00 0f (READ CC FILE)

TAG: 00 0f 20 00 54 00 ff 04 06 e1 04 ff fe 00 00 90 00

READER:00 a4 00 0c 02 e1 04 (SELECT NDEF FILE)

TAG: 90 00 (CORRECT EXECUTION)

READER: 00 b0 00 00 02 (READ NDEF LEN)

TAG: 00 11 90 00 (NDEF LEN + CORRECT EXECUTION)
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READER: 00 a4 00 0c 02 e1 04

(SELECT NDEF FILE (ISO FILE IS 0xE104))

TAG: 90 00 (CORRECT EXECUTION)

READER: 00 b0 00 00 11 (READ NDEF FILE)

TAG: 00 0f d1 01 0b 55 01 67 6f 6f 67 6c 65 2e 63 6f 6d 90 00

2.5 Security Mechanisms Defined in NFC

Low-level protocols in NFC, including ISO 14443 and ISO 18092, do
not specify any specific encryption or security mechanisms to secure data
transfered between two NFC devices [21]. However, NDEF specifications
define a signature scheme for integrity and authenticity of NFC tag content,
i.e. the data records within an NFC tag can be signed. The NFC tag signature
scheme is presented in the next section.

2.5.1 The NFC Tag Signature Mechanism

A signature record is calculated over all records that start either from the first
record of the NDEF message or from the first record following the preceding
signature record, as shown in Figure 2.7. A signature record itself is not
signed. The signature applies to the Type, ID (if present), and Payload
fields of all records to be signed. However, the first byte of the NDEF
header, including MB, ME, CF, SR, IL and TNF fields, is excluded [22]. In
addition, it is worth noting that the signature scheme ignores the tag UID,
thus allowing tag cloning. Also, it does not include reader authentication for
access control.

Figure 2.7: NDEF signature

Roland et al. presented a record composition attack which aims at
composing records in such a way that the digital signature remains valid
[23]. Saeed and Walter [22] presented procedures to hide records in an
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NDEF message, but still keeping its signature valid. They also extend the
decomposition attacks presented by Roland et al. [23]. The attack works as
follows: the text of a smart poster states: “Do not board the train until you
have a valid ticket”. This text is digitally signed and the signature is stored
in a signature record. An attacker may split this message into two separate
records. The first record stating “Do not board the train” is visible to the
user, whereas the second record stating “until you have a valid ticket” does
not appear to the user since the NDEF type of this part has been changed
to an NFC unknown type. However, the digital signature remains valid and
the user will consider the whole message as a valid message.

2.6 Security Threats Relevant to NFC

1. Denial of Service: In NFC, a DoS attack is possible because when an
NFC reader and a tag are close enough, the reader will start reading
the tag even if the tag is empty. This is because the tag is passive
and harvests energy from the signal from the reader. Thus, the reader
must continuously poll for tags to detect if there is a tag available in
its range. This means that the NFC reader could be occupied or kept
busy by putting an NFC tag within the reader’s proximity [21]. To
avoid this, most mobile phones automatically turn off their NFC read
and write functionality when the screen is off.

2. NFC relay attack: It has been suggested that NFC systems are
particularly vulnerable to relay attacks. Francis et al. [24] presented
a practical relay attack on NFC peer-to-peer mode using Near Field
Communication Interface and Protocol (NFCIP) between two NFC-
enabled mobile phones. The set up of this relay attack is shown in
Figure 2.8. Specifically, two proxy NFC phones that are 100 meters
away from each other establish a Bluetooth connection to forward
messages from the initiator device to the target device. One of the
proxy phones presents itself as the target phone to the initiator while
the other one presents itself as the initiator to the target phone.

An NFC relay attack is possible not only in peer-to-peer mode, but also
in reader/writer mode. Francis et al. [25] presented a proof-of-concept
relay experiment. To be more specific, two proxy enabled phones
establish a Bluetooth connection between them to forward messages
between a contactless smart card and a reader. One of the proxy phones
presents itself as the contactless smart card to the original reader while
the other presents itself as the reader to the contactless smart card.
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Although both relay experiments used a Bluetooth connection between
the two relay phones, any high-speed and reliable communication link
between them would work.

Figure 2.8: NFC relay attack in peer-to-peer mode

Figure 2.9: NFC relay attack in reader/writer mode

3. Spoof the tag content: An attacker could supply false information, such
as a worm-URL or a false short code, to a user’s device. For example,
a tag in a smart poster which supports purchase of bus tickets via SMS
messages could be replaced with another tag that contains an SMS
message to a premium-rate service. When a user his or her phone to
tap on the tag, the phone receives a pre-composed SMS message from
the tag. After that, the user is asked if he or she wants to send the
message. However, a user in a hurry might not check the SMS message
carefully and hence might send the false SMS message.

4. Tag cloning: As presented in Section 2.2, the NDEF signature scheme
ignores the tag UID. This means that an NDEF message written on
a tag can be copied and written to another tag. However, some tags,
such as DESFire EV1, and Ultralight C [16] tags, can be set to require
user authentication before changing the data stored on them. This
mechanism helps to lower the risk of tag cloning since only readers
that share a secret key with the tag can access the data stored in the
tag. However, if one of these readers is dishonest, it can reproduce the
tag content without any obstacle.

5. Tag replacement or tag stacking: An attacker can replace a tag with
his or her own tag that contains whatever malicious contents he or she
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wishes. He or she could also stack a fake tag on top of the original tag
to achieve the same goal as a tag replacement attack. However, in the
latter case, if the tag supports collision detection, such as NFC type
4 tags, then NFC readers might detect the collision and take proper
counteractions [26].

2.7 Mifare DESFire EV1 Tags

NXP semiconductors2 developed the Mifare DESFire EV1 (MF3 IC D41)
tag [15] which relies on the ISO 14443 Type A specification for contactless
communication and can be formatted as a NFC type 4 tag. The Mifare
DESFire EV1 tag is a tag based on secure memory cards. Specifically, the
MF3 IC D41 chip has a central processing unit (CPU) which contains an
asynchronous CPU core and a crypto co-processor [15]. However, it does not
support customer-defined code, but only a pre-defined set of commands. In
fact, people often say “program an NDEF application in a DESFire EV1 tag”,
but this actually means “write an NDEF message to the DESFire EV1 tag”
by using the write command defined by the DESFire EV1 tag specification.

A Mifare DESFire EV1 tag can have 2KB, 4KB, or 8KB of memory
depending on its specific version and allows up to 28 different NDEF
applications to be stored on it. Each tag has a master key that is used for
authentication with readers. In addition, each NDEF application in the tag
can have up to 14 different DES/3DES keys which are used to perform three-
pass mutual authentication between the tag and its communicating reader.
After the authentication is completed, the reader and the card calculate a
session key to protect the communication channel between them. To be
more specific, three levels of communication security are supported: plain
data transfer, plain data transfer with DES/3DES cryptographic checksum,
and DES/3DES encrypted data transfer [15].

The three-pass mutual authentication procedure between a DESFire EV1
tag and a reader is shown in Figure 2.10 [27].

Specifically, the authentication steps are as follows:

1. The NFC reader starts the authentication procedure by sending
an Authenticate command with a key number as parameter of the
command. If the key number is 0x00, the master key of the tag is used
for authentication.

2. If the requested key number is not correct, then an error code is
sent back to the reader. Otherwise, the tag generates an 8-byte

2http://www.nxp.com/
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random number RndB, encrypts this number using DES/3DES with
the selected key K, and sends the result back to the reader.

3. The reader runs a DES/3DES deciphering operation using the key K
on the response from the tag to retrieve RndB. This RndB is then
rotated left by 8 bits to result in RndB’. In addition, the reader itself
generates an 8-byte random number RndA. This RndA is concatenated
with RndB’ and DES/3DES deciphered in CBC mode using the key K.

4. The tag performs a DES/3DES encryption on the received tokens. The
tag can now verify the sent RndB’ by comparing it with the RndB’
obtained by rotating the original RndB left by 8 bits internally. If the
verification succeeds, the tag rotates the RndA value to the left by 8
bits to gain RndA’. This RndA’ is then DES/3DES enciphered using
the key K and is sent back to the reader.

5. The reader runs a DES/3DES decryption on the response from the
tag. The result is compared with the original RndA value internally
remembered by the reader.

6. The tag sets the authentication state for the currently selected
application.

Provided that the authentication was successful, a 16 byte session key is
calculated by employing RndA and RndB:
session key = RndA1sthalf + RndB1sthalf + RndA2ndhalf + RndB2ndhalf

Figure 2.10: DESFire mutual authentication procedure
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2.8 Java Card Technology

This section discusses Java cards which have more capabilities and more
intelligence than the tags described above.

2.8.1 Programmable Contactless Smart Cards

A programmable contactless smart card provides portability and built-in
computational power. It has a single integrated circuit (IC) that contains
a processor, memory, and I/O support. The card can be used for securing
applications that use public-key or shared-key algorithms [28].

There are several similarities between a Mifare DESFire EV1 tag (as
described in Section 2.7) and a programmable contactless smart card. Firstly,
they are both passive devices which are powered by the electromagnetic
field generated by a card reader and remain active only during the session
with the reader. Secondly, both of them can be used for data storage and
can host multiple applications on the same card. However, the types of
applications stored in the two types of cards are different. Specifically, the
DESFire EV1 tag is capable of executing a few pre-defined operations with
limited functions. Therefore, it can store NDEF applications that do not
require computations. On the contrary, a programmable contactless smart
card can store and execute applications written in a high-level programing
language, such as Java. This is because the microprocessor inside this type
of card acts much the same as a CPU inside a personal computer and thus
can be optimized for different user-defined applications that require dynamic
computations

2.8.2 Java cards

A Java card is a programmable contactless smart card that is capable of
running Java applets. This means that it has the flexibility and intelligence
of a programmable contactless smart card. In addition, it supports a subset
of the Java programming language with a runtime environment optimized
for smart cards and other memory-constrained devices [28]. Thus, cards of
this type also have the advantages of the Java programming language, such
as security, robustness, and portability. The general architecture of a Java
card is shown in Figure 2.11. Specifically, it consists of the following main
components:

• Applets: They are Java applications which are compiled into bytecode
instructions and installed in Java cards. They process incoming
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command requests and respond by sending data back to the reader.

• The Java Card Virtual Machine (JCVM): This defines a subset of
the Java programming language and virtual machine specifications for
smart card applications.

• The Java Card Runtime Environment (JCRE): This defines the Java
Card runtime environment behavior, such as memory management,
application management, security enforcement, and other runtime
features.

• The Java Card API: This standardizes the set of core and extension
Java card packages and classes for programming smart card applica-
tions.

Figure 2.11: The Java card architecture

2.9 NFC Card Emulation

An NFC reader connected to an embedded computer (e.g. a micro-controller
inside a vending machine) can emulate a tag. The emulated tag acts just like
a real NFC tag, but it has more powerful capabilities and flexibility compared
to a Java card or a DESFire EV1 tag. This is because the computer can
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have a software installed that controls the behavior of the emulated card.
In addition, the computer has a clock and possibly Internet connectivity.
An illustration of how an emulated card works is shown in Figure 2.12.
Specifically, once the emulated card (reader A) receives messages from reader
B, the emulated card forwards these messages to the software running in the
connected computer. The software processes these messages and sends the
result back to the emulated card so that the messages can be forwarded to
reader B. Therefore, the computational capabilities of this card emulation
are the capabilities of the connected computer and the software installed in
the computer.

Figure 2.12: Card emulation mode

2.10 NFC Applications

The NFC Forum describes three key areas of NFC applications: service
initiation, peer-to-peer, and payment and ticketing applications [29]. In the
following three subsections, we describe some NFC applications presented in
the literature and in industrial pilots. We categorize these applications based
on the key areas that they belong to.

2.10.1 Service initiation

Various service initiation applications based on NFC tags and NFC-enabled
phones have been proposed. These applications are built due to the fact
that an NFC tag can store certain information, such as application-defined
data or NDEF messages. In these applications, when a phone taps a tag,
information stored in the tag is sent to the phone. Once the phone finishes
processing this information, it presents the results to the user. For example,
each exhibit in a museum can have an NFC tag that is placed close to the
exhibit. By using an NFC-enabled phone to touch this tag, visitors can
access more detailed information about the exhibit, such as photos, audio
commentary, and video content. The information provided by the tag in this
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case is the exhibit identifier stored in the attached tag, for example a URL
pointing to a web page that provides additional information about the object
that was touched.

Smart posters The most common NFC application of this category is
smart posters. A smart poster is a printed paper poster with an NFC tag
attached to it. The tag can store some information, such as a URL for buying
sports tickets or a timetable displayed at a bus stop [30]. However, as smart
posters are deployed in public places that are vulnerable to security attacks,
tags can be overwritten or even replaced by other tags. Therefore, Fischer
[26] suggested that owners of the tags should consider write-protecting their
tags unless the tags need to be re-written and then use an NDEF signature
to provide integrity and authenticity for the tag content. However, the fact
that anyone can place their own tags over the original tag is similar to
someone putting his advertisement over the original poster (this operation is
essentially for free in the case of normal posters). One way to protect smart
posters would be to hide the tag in such a way that it would be visually
detected that the tag was tampered with (e.g., removed). If another tag
were to just be placed on top of it, collision detection would reveal that two
tags are present [26].

Real-time reporting of security guards Incentive Lynx Security [5]
uses a system based on NFC tags to provide real-time reporting of security
guards and the locations they check when they carry out their patrols.
Basically, an NFC tag is mounted on a checkpoint in a building to represent
a location. By scanning a tag using an NFC-enabled phone with a dedicated
application to retrieve the tag UID and then sending this UID to the
application server over the Internet in real time, a security guard can prove
that he is present at the checkpoint at the time the tag is tapped. More
analysis of this use case will be presented in Section 3.1.1.

NFC-enabled restaurant A restaurant named “Pannu” in Oulu Finland
offers meal ordering via NFC-enabled phones which have installed a dedicated
application called Restaurant Pannu [30]. When a customer uses his NFC
phone to tap on an NFC tag on a table in the restaurant, the Restaurant
Pannu application is automatically run and displays a menu to the customer.
When the customer finishes choosing his food, the application sends the
customer’s order to the back-end system over the Internet. The back-end
system will notify the restaurant’s payment system and kitchen about the
order. A detailed analysis of this system will be discussed in Section 3.2.



CHAPTER 2. BACKGROUND 25

NFC-enabled vending machine Mulliner [31] described how to apply
NFC to SMS-enabled Selecta [32] vending machines. Specifically, a vending
machine of this type can feature a tag containing an SMS message consisting
of the machine ID and a short code to which the SMS message should be
sent. A customer Alice who has a paybox3 account uses her NFC-enabled
phone to tap on the tag to retrieve the SMS message inside it. Once Alice
sends the SMS message, the vending machine displays that it is ready to
dispense an item. Alice selects her desired item and the amount of money
is charged to her paybox account. This system will be analyzed in detail in
Section 3.3.

NFC-enabled slide-show presentations Andersen and Karlsen [33]
presented an NFC-based application that simplifies the user-computer
interaction to set up a slide-show presentation. The scenario is as follows:
Alice is going to have a presentation. Instead of manually connecting her
laptop to a projector or downloading her presentation file from a file hosting
service, she selects her file on her mobile phone, then taps her phone on an
NFC tag placed at the presentation location. The information exchanged
between the application and the NFC tag is not the presentation file, but
actually is a URL that directs her phone’s browser to a server running
on a local presentation computer. This server is already connected to the
projector. The application uploads the presentation file to the server specified
by the URL. The server starts the presentation and a dedicated application
on the phone can now be used to control moving slides forward, backward,
or pause.

NFC-based pervasive games Garrido et al. [34] presented a use case of
NFC-based pervasive games to encourage learning and to motivate students.
In the game, players are given NFC-enabled phones that have a dedicated
game application installed. In addition, there are hidden augmented objects
placed at several places that students have to find. Each hidden object has
an NFC tag attached to it. Once a student (Alice) finds an object, she uses
her phone to tap on the tag on that object to get a bonus questionnaire.
The tap event triggers the game application to connect to a game server over
the Internet in order to download a questionnaire. Now, she has to answer
the questions correctly in order to get points. Then the application provides
players with instructions to reach the next destination in the game.

3http://www1.paybox.com/
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NFC-based class attendance checking system Bueno-Delgado et
al. [35] presented an NFC-based system to check student attendance in
laboratory and theory lessons. This system includes three components:
an NFC reader connected to a computer that is already available in every
classroom, back-end systems such as servers to store user credentials, and
NFC-enabled phones with a dedicated application. When a teacher (Alice)
enters a class, she taps her phone on the reader to start the application
running on her phone. She then logs in and indicates which group she wants
to activate. This information is forwarded to the back-end server via the
NFC reader and its connected computer. Once group activation is completed,
students can enter the class. They tap their phones on the NFC reader to
activate the application running on their own phones and then fill in their
login name and password. This information is forwarded to the back-end
server via the NFC reader and its connected computer. More analysis of this
use case will be explained in Section 3.4.

NFC-based employee attendance checking system Patela et al. [36]
presented an NFC-based mobile phone attendance checking system for
employees. Basically, each employee is assigned a contactless smart card
that stores his or her information, such as employee ID and name. When an
employee (Alice) comes to work, she taps her card on an NFC reader at her
workplace. Then her personal information is sent in real time to a mobile
phone of the Human Resources (HR) department via the NFC reader. The
HR employee looks up her employee ID in a database and then records Alice’s
attendance. These steps are repeated for all employees.

NFC-based meal delivery service In 2006 in Oulu Finland, an NFC-
based meal delivery service was implemented and tested [37]. In this pilot,
elderly clients ordered meals for home delivery services by tapping their NFC-
enabled phones on the NFC tags placed on a daily menu. Later, the meals
were delivered to the meal recipients by Oulu Logistic. In addition, each
driver used a Nokia phone with a dedicated application to tap on an NFC
tag at his workplace at the start of his delivery rounds to prove that he had
started delivering food. Upon successful delivery at the recipient’s home, the
delivery man was required to tap his phone on the NFC tag glued to the
home’s door to prove that he had completed his task. He had to tap on the
NFC tag at his workplace again when he finally completed his rounds.
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2.10.2 Peer to peer

Among the three key areas of NFC applications, peer-to-peer applications
seem to be the least popular [3]. In this mode, NFC is used to facilitate
communication between two NFC-enabled devices. If the amount of data is
small (less than 1KB, for example when sharing business cards), the data
could be transmitted over NFC itself. Otherwise, NFC can be used to
exchange parameters required to establish another wireless connection link,
such as Bluetooth or Wi-Fi, to share information between the two devices
[29]. For example, two mobile phone users wish to share photos with each
other via a Bluetooth connection. They simply touch their two devices
against each other to establish the Bluetooth paring and keying via NFC.
After that, data can be shared over the Bluetooth connection which was just
established [38].

NFC-enabled Bluetooth pairing Steffen et al. [39] proposed that NFC
can simplify the Bluetooth pairing process between a mobile phone and a
car’s hands-free equipment. Specifically, a user taps her NFC-enabled phone
on the car’s NFC device. During this tap, the car transmits the necessary
pairing information, such as its Bluetooth Address, PIN code, and its device
name, via NFC to the mobile phone. After that, the Bluetooth interfaces
of both the car and the mobile phone are activated, the pairing process is
completed, and a secure link between two devices is established.

NFC-enabled health care service NFC could help to facilitate health-
care services by providing user-friendly remote health monitoring, tracking,
and control systems. Strommer et al. [40] observed that in off-line health
monitoring, the heath parameters of a patient, such as heart-rate, weight, or
blood pressure, can be measured off-line. After that, the data is transferred
to the terminal, then analyzed and visualized for the user. However, this
information is not utilized efficiently by many users, mostly because of
the cumbersome data transfer from the measurement device to a personal
computer or a mobile terminal. NFC could facilitate the transfer of data
from the measurement device to a mobile terminal by having the patient tap
their phone on the device.

2.10.3 Contactless payment and ticketing applications

Contactless payment and ticketing applications are currently the primary
driver for the adoption of NFC on cell phones. In these system, the ticket or
micro payment data is stored in a secure device, such as a contactless smart
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card or a mobile phone. When a user (Bob) wants to make a payment or
to use his stored ticket, he presents his mobile phone or his card to a reader
associated with his desired service. Usually, his card or his mobile phone
and the reader use an application-specific protocol to process the payment.
In the case of mobile phones, dedicated applications can be installed to load
money or to buy tickets.

NFC in public transportation systems We have witnessed a great
success of NFC in the area of contactless smart cards. For example, these
cards have been widely used in some Asian countries and Scandinavian
countries in public transportation systems. These systems are mostly based
on proprietary solutions which use NFC tags to store credit (i.e. value) [41].
The Smart card Alliance has proposed an open payment ticketing system. In
this system, each traveler has a travel account in a cloud, which is operated
by a service provider (SP). The travel card does not store value but simply
stores the user’s identity and credentials. This identity and credentials are
read by a reader at station gates and sent to a back-end server. The ticket
identity and travel information are sent to a back-end server. Then, the back-
end server calculates the fare based on the traveling distance and forwards
the information to the SP for payment collection [41].

Google Wallet An example of mobile NFC payment is Google Wallet. In
this system, the credit card or bank account information of a user is stored
in Google’s cloud. The secure element on the user’s phone stores a virtual
payment card identity. During payment, the user selects the payment card
from a payment application on his phone. After that, the phone presents
itself as a card to the point-of-sale (POS) terminal. Google then collects the
payment from the user’s credit card or bank account and makes the payment
to the merchant [42].

NFC-enabled coupons Dominikus et al. [43] presented an NFC-enabled
coupon application named mCoupon. This work is interesting because it
proposed an application-specific security protocol for NFC tags and mobile
phones. The authors proposed two security protocols to prevent an NFC-
enabled coupon from being used multiple times, unauthorized generation,
manipulation, and unauthorized copying by applying client authentication in
the mCoupon system, as shown in Figure 2.13. Specifically, in both protocols,
a passive NFC device plays the role of an issuer. In the simple protocol
(Figure 2.13), a user touches the issuer with his mobile device to start the
mCoupon application. After that, the application generates a challenge (RM)
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and sends it to the issuer. The issuer attaches some informative data (Data),
e.g. about the type, issuing time, and validity range of the coupon; and
encrypts the challenge and additional data using the secret key KI . Then, it
sends a valid mCoupon to the client’s mobile device. The mCoupon consists
of the issuer identifier (ID), the challenge, the additional informative data,
and the encryption result, which is the response to the challenge. In the
advanced protocol (Figure 2.13), a customer (Bob) uses his phone (M) to
tap on the issuer to initiate the application. After that, the application
sends a request to get a valid mCoupon containing the challenge RM for
the issuer (I). In this protocol, the issuer wants the customer’s phone to
authenticate it, so the issuer also sends a challenge (RI) to the customer’s
phone. The phone signs this challenge by using its private key (PrKM). It
sends the signature and its identifier (IDM) to the issuer. The issuer is not
able to verify the signature, but uses the authentication data as input for
an AES encryption. It attaches additional informative data (Data) and the
authentication data to the challenge and encrypts this input using AES. As
in the simple protocol, the valid mCoupon consists of the issuer ID, the client
challenge, and the encryption result.

However, these two protocols are unrealistic for the current mass-
produced passive NFC tags since these passive (i.e. batteryless) NFC tags
cannot be programmed to implement application-specific cryptographic
protocols and do not have a clock for freshness. Therefore, they cannot
be used as an issuer. In addition, the advanced protocol has a potential
security flaw in that the third message can be forwarded. However, this can
be fixed if the issuer identifier (IDI) is added to the signature in the third
message.

Figure 2.13: Procedures to issue an mCoupon



Chapter 3

Secure NFC-enabled Application
Designs

In this chapter, we present our security designs for the four use cases
which was briefly explained in Section 1.2, specifically the security guard
monitoring system, the NFC-enabled restaurant menu, the NFC-enabled
vending machine, and the student attendance monitoring system. These four
applications were chosen because they have different security requirements
and different target users. Hence, they provide different points of view re-
garding the security needed for NFC-enabled applications. Each application
is presented in a separate section in which we review its current solutions,
and potential security and usability problems in these solutions. Thereafter,
we present our design goals, our system design, and analysis of the proposed
solution.

3.1 NFC-enabled security guard monitoring

system

In this section, we first describe some current solutions for the security guard
monitoring use case that are available on the market. Thereafter, we present
an analysis of the security requirements of a guard monitoring system, our
security protocols to secure this system, and an analysis of our protocols.

3.1.1 Current solutions

Security guards have to make security rounds at non-regular intervals to
inspect certain areas of a facility to make sure that there are no intruders and
that no damage has occurred to the building or equipment. They also have to

30
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guarantee that gates and doors are locked during certain times, such as after
business hours. Therefore, it is important to monitor the work attendance of
security guards. To automate the monitoring process and to enable customers
to check the time and the frequency of security guards’ visits, there are two
types of security guard monitoring systems on the market: NFC-enabled
systems and non-NFC systems.

Non-NFC guard monitoring systems These systems employ rugged
readers and checkpoint tags which are available in at least three forms: touch
memory buttons, RFID tags, and barcodes [4]. Although these checkpoint
tags are different in form, they have one property in common, i.e., each
tag has its own unique identifier (UID). Therefore, each tag can represent a
location that security guards have to visit during their patrols. To confirm
a visit at a certain place, a security guard uses his rugged reader to scan the
checkpoint tag bound to that place. During this scan, the reader records the
tag UID and stores this UID along with the current time in its memory. At
the completion of each round, the security guard uploads the data stored in
the reader memory to a computer or a server.

There are several issues in these systems. Firstly, the reader does not
prevent a dishonest security guard from changing the clock of his reader
to his future patrol schedule, scanning a tag to have several records stored
in the reader. When his reporting time comes, he can upload the record
corresponding to the report time without being present at the checkpoints.
Moreover, the dishonest security can tamper with the timestamp of the
records stored in the reader’s memory. Secondly, systems that use barcodes
are easier to attack than systems that use touch memory buttons or RFID
tags. This is because the barcodes can easily be copied. Thus, a security
guard can copy all barcodes on his round, bring them home and produce the
reports without going to work.

NFC-enabled guard monitoring systems There are NFC-enabled
security guard monitoring systems on the market, such as Incentive Lynx
Security (Section 2.10), inViu NFC-tracker [6], and NFC Patrol [7]. They
are based upon installing NFC tags at checkpoints in the guarded areas.
A security guard uses an NFC-enabled phone with a dedicated guard
application to tap on each tag on his or her patrol round. During this tapping
time (hereafter we call it a tap event), the tag UID is collected and sent to
an application server in real time over the Internet. Some systems, such as
Incentive Lynx Security, also employ the Global Positioning System (GPS)
in the phone to keep track of the positions of the security guards. Although



CHAPTER 3. SECURE NFC-ENABLED APPLICATION DESIGNS 32

this solution adds more accuracy to the monitoring, it does not always work
since GPS signals are not available inside buildings.

These systems are more advanced than the non-NFC guard monitoring
systems presented above in that they provide real-time reports and do not
require the security guard to carry one more piece of equipment. However,
since the tag UID is fixed, it allows a dishonest security guard to adjust
the clock on his phone, scan a tag several times to have several records
stored locally in his phone, and upload each of them to the server when his
reporting time comes. He could also manipulate the log file or generate fake
reports if he knows the tag’s UID. In addition, advanced equipment which is
currently available to research laboratories (e.g. proxmark3 [44]) can be used
to copy and spoof the tag UIDs. Therefore, the current NFC-enabled guard
monitoring systems on the market do not guarantee that reports sent from
the guard application can be trustworthy.

3.1.2 Attacker Model

In the NFC-enabled guard monitoring system, we consider the phone used by
the security guards and the applications installed in the phone are untrusted
while the tag and the back-end server are trusted. This is because, firstly,
the phone may be lost or stolen. The 2011/12 Crime Survey for England and
Wales reported that around 2% of mobile phone owners experienced a phone
theft in 12 months [45]. Secondly, the phone may be used by a dishonest
security guard, i.e. an inside attacker, who may want to generate presence
confirmations without doing his or her actual rounds. Therefore, he or she
may compromise the security of the phone and the applications installed in
it for his or her purpose. For example, a malicious security guard can have
root access to the phone, thus having complete control of the phone and its
software stack [46]. This means that if we put secret information in the phone,
such as a secret key, then it is possible that the security guard knows the
key. Moreover, mobile malware has rapidly become a serious threat [46] and
may tamper with the secret information and applications on the phone. In
addition, it is not secure to store secret key in the phone since we do not have
access to the secure element (SE) of the phone. Specifically, the dedicated
SE embedded onto the phone during the manufacturing stage does not have
the communication to the NFC controller in the phone and only proprietary
protocols can be used so far [47]. What is more, some phones support a
UICC-based SE [47], but they do not have a public API for accessing this
SE [48].
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3.1.3 Design Goals

Our proposed design aims to implement an effective and reliable security
guard monitoring system. Specifically, it solves all the problems noted in the
NFC-enabled security guard solutions explained in Section 3.1.1. In addition,
our system facilitates transparency of guard operations and provides real-
time as well as historical reporting capabilities. Moreover, it guarantees that
the reports sent from the guard application are not possible to fake.

These goals can be achieved by a challenge-response protocol between
NFC tags at the checkpoints and an application server. This leads to two
possibilities: (i) using the three-pass mutual authentication provided by tags
based on secure memory cards, such as DESFire EV1 tags (Section 2.7), or
(ii) building a challenge-response protocol using programmable contactless
smart cards, such as Java cards. Due to differences between the features
of DESFire EV1 tags and Java cards, the requirements and design of the
security guard application based on these two possibilities are different, as
will be explained in Sections 3.1.5 and 3.1.6. However, the general structure
of both system is the same as described in the next section.

3.1.4 The general system architecture

The general structure of both systems is the same and is depicted in
Figure 3.1. Specifically, they include the following main components:

• Checkpoint tags: Checkpoint tags could be DESFire EV1 tags or Java
cards. A checkpoint tag is attached to a checkpoint on a patrol round
to represent a location.

• NFC-enabled phone with a dedicated application: NFC-enabled phones
are assigned to security guards. A dedicated guard application needs
to be installed in each phone before the system is used. To activate
the guard application, a security guard uses his or her phone to
tap on a checkpoint tag. After that, the application acts as a
proxy to facilitate message exchanges between the checkpoint tag
and a remote application server. We assume that there is a server-
authenticated Transport Layer Security (TLS) [49] session between the
guard application and the application server.

• Application server: The application server on the Internet is able to
respond to requests sent from the guard application and processes these
requests. It also keeps track of all the sessions that are on-going between
it and the checkpoint tags.
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• Database: A database is used to store shared keys between the
application server and the checkpoint tags. In addition, the database
stores information about all the sessions that have occurred between
the server and the checkpoint tags.

Figure 3.1: Overall architecture of the security guard system

3.1.5 A secure guard monitoring system using Java
cards

In this system, the specific type of the checkpoint tags is Java card. The Java
card has an applet that keeps track of a sequence number and increases this
sequence number by one when a phone taps on the card. In addition, the
card has a shared key K (which is shared with the application server). The
applet responds to commands (see below) sent from the guard application
running in the guard’s NFC-equipped phone. Moreover, it is able to log a
number of the last events in case information about historical events needs
to be retrieved from the card.

As regards the guard application on the phone, besides the general
functions presented in Section 3.1.3, this application is also able to check
for the availability of Internet connectivity before it attempts to send data
to the application server. If an Internet connection is available, the data is
sent instantly to the application server. Otherwise, the application stores
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this data locally until it senses that the connectivity status of the phone has
changed and network is reachable.

3.1.5.1 Process

An illustration of the messages exchanged between the Java card at a
checkpoint and the application server during a tap event is shown in
Figure 3.2. Specifically, it comprises the following steps:

1. The guard application is automatically activated when the phone taps
on the card. The phone receives the UID of the card once it finds the
card.

2. The guard application checks if a network connection is available or
not. If a connection to the server is available, then the application
sends the card’s UID to the server along with a request for a challenge.
Otherwise, this step and the third step are skipped.

3. When the server receives a challenge request, it generates a random
number R and sends this R back to the guard application. This
challenge is also stored in the back-end database to keep track of the
challenge-response session.

4. The guard application composes a challenge command which contains
the phone identifier, IMSI and IMEI, and the current time on the phone.
If the second and the third steps were done, then this command also
carries the challenge R received in the third step. Now, the guard
application sends this command to the Java card.

5. Once the card receives the challenge command, the applet on the
card extracts the phone identifier, IMSI, IMEI, the time, and the
challenge number R, if this value is present. It calculates a keyed
hash (HMAC) MACK([R], seq, card UID, phone ID, time, IMEI,
IMSI, time) using the shared key K. The applet writes this sequence
number seq along with the challenge command and the MAC into its
log file. Additionally, it returns the MAC value and the current value
of sequence number to the guard application. Finally, it increments the
sequence number stored in the card by one.

6. Once the guard application receives the response from the card, it
checks for the availability of Internet connectivity. If an Internet
connection is found, it forwards the response along with the card’s UID
to the application server. The server checks the MAC on the response
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and updates the entry in the database that is associated with this
challenge-response session. If an Internet connection is not available,
the response from the card is locally stored in the local database of the
guard application. A beep is locally generated to inform the guard that
he or she can move the phone away from the card and continue his or
her round. Once the phone finds an Internet connection, it immediately
sends all the pending data to the server. The server checks the sequence
number, the challenge R (if this value is present) and the MAC on these
submissions. The server then updates its database accordingly.

Figure 3.2: Security guard monitoring system using Java card

3.1.5.2 Protocol analysis

In this section, we present an analysis of the protocol described above to
prove that it meets our stated goals. In addition, we explain the limitations
remaining in our design.

Reliable security guard monitoring system A challenge-response
session between the Java card and the server ensures that a tap event is
fresh, since the challenge sent by the server is a random number. In addition,
the phone identifier sent along with the challenge number helps to bind the
identity of the phone to all these sessions. Replay attacks are prevented by
using a HMAC [50] over all information that the card receives from the phone.
By this, we make maximal information available for checking consistency of
an authentication session [51].

Good usability The guard application automatically starts without any
manual action or additional inputs from security guards. In addition, the
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sequence number that is maintained by each Java card and the application
server helps to deal with intermittent Internet connections between the phone
and the server. Let us assume, at time t1, the phone has Internet connectivity,
and a security guard uses this phone to scan a card. This means that, at
the end of the session, the database at the server side has an entry for this
challenge-response session which contains the time a challenge was sent to the
card, the time a response from the card was returned, the challenge number,
and the sequence number. At time t2, another guard uses the phone but there
is no Internet connectivity when it taps on the card. This second scan is not
submitted to the server until the phone can establish an Internet connection.
Once the phone is connected to the Internet, all pending submissions are sent
to the server at time t3. The server checks if the HMAC and the sequence
number that are submitted by the guard application are correct or not and
then updates its database. As part of this check, it can examine the time and
sequence numbers of guard visits to a given tag. If the sequence numbers
are not strictly increasing in time, it can generate an alert that there is a
problem.

At time t4, the phone has Internet connectivity, and another security
guard uses this phone to scan the same card. The database at the server side
has an entry for this scan. This means that, at time t2, only the sequence
number is used and the time sent in the response is from the phone, which
is not trusted. Nevertheless, we have the upper and lower bounds on the
time t2 when the off-line session took place based on its previous and next
sessions: t1 ≤ t2 ≤ min{t3, t4}.

Historical reports The log in the Java card which stores a number of last
sessions helps to provide historical information and to protect against data
loss. The server can send a special command to the phone to retrieve the log
data. This may help in situation where a phone that has some pending data
to submit breaks before it gets Internet connectivity and the pending data
is lost.

Further narrowing the time window The time window can be further
narrowed down by using the following scheme: the phone can retrieve UID-
independent challenges periodically from the server and use the last challenge
that it receives from the server if there is no Internet connectivity at the
time it taps on the tag. However, this requires a thorough investigation of
the interval between these challenge requests if we are to prevent the battery
drain problem on the phone.
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Limitations The system described above has some limitations that should
be understood. Let us imagine a guarded area that has no wireless Internet
coverage. In this case, messages exchanged between the Java card and the
application server occur as shown in Figure 3.3. If we assume that there is
only one security guard who performs security checks and that this guard
is dishonest, then this guard can change the clock on his phone and scan a
Java card several times to have several records stored locally in the guard
application. Later, the guard submits each of these records to the server
when the reporting time comes. This is possible since the time supplied by
the phone is not trusted and the guard can change it to any value he or she
wants. However, if at least two guards do security checks alternatingly and at
least one of them is honest, then the dishonest security guards cannot cheat.
This is because each time the tag is tapped, the sequence number stored in
it is automatically increased by one. To illustrate this, consider the case of
two security guards Eve and Bob. These guards are assigned to do checking
rounds every day at 8.00PM and 10.00PM respectively. Assume that the
current sequence number is one. Eve, who is dishonest, is performing her
check and wishes to skip her work tomorrow. She scans the Java card twice
so that she has one record to report for now, and one for tomorrow. These
two records have sequence numbers 1 and 2, respectively, and the sequence
number remembered by the Java card is now 3. At 10.00PM, Bob, who
is honest, does his check and submits to the server a record with sequence
number 3. This means that the application server has records with sequence
numbers 1 and 3, while sequence number 2 has not been submitted yet. From
that, the administrator can learn that the sequence numbers and times of
visits to this tag are not monotonically increasing. Thus the administrator
knows that one of the guards has tampered with the checking process.

Figure 3.3: Security guard monitoring system using Java card (offline case)
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Another limitation of the system is that it is vulnerable to the kind of relay
attacks mentioned in Section 2.6. Specifically, the scenario is as depicted
in Figure 3.4. There can be a person with a phone that does not need
to have a security guard application installed. This phone has a reliable
Internet connection to the security guard’s phone which has a security guard
application installed. All messages exchanged between the Java card and the
application server are tunneled via both phones without being noticed by the
server since the challenge-response session still takes place between the server
and the card. However, this is not a significant problem with this use case
since this still means that at least a person is present at the checkpoint at
the checking time. It is possible that the person visiting this checkpoint does
not do any of the observations or checks that the guard is supposed to do.
However, this is just the same as the case that a non-enthusiastic security
guard does not do any checks around the checkpoint after he or she scans
the checkpoint tag to register his or her attendance.

Figure 3.4: Relay attacks in the security guard use case

3.1.6 A secure system using DESFire EV1 tags

In this system, the NFC tags are DESFire EV1 tags, which cannot
be programmed to implement arbitrary commands but have pre-defined
commands for authentication, reading, and writing NDEF messages. Each
DESFire EV1 tag has an NDEF application designed for the security guard
system. The tag shares a key K with the application server. The system is
designed based on the authentication protocol presented in Section 2.7.

3.1.6.1 Process

An illustration of the messages exchanged between a DESFire EV1 tag
at a checkpoint and the application server during a tap event is shown
in Figure 3.5. It is worth noting that this is the normal DESFire EV1
authentication protocol (Section 2.7) where the phone acts as the reader
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and the secret key is stored in the remote server. To be more specific, the
process consists of the following steps:

1. The guard application on the phone is automatically activated when
the phone taps on the tag. The application receives the tag’s UID
once it finds the tag. After that, the guard application sends a select-
application command to the tag and it waits for the status response
from the tag.

2. If the response from the tag is correct, then the application sends
the authenticate command to the tag. The key number sent in this
command is the key number associated with the NDEF application
that is written in the DESFire EV1 tag.

3. The tag generates an 8-byte random number RndB and encrypts this
number using the DES algorithm with the shared key K. The result
is sent back to the guard application. When the guard application
receives the encrypted value of RndB, it forwards this value along with
the tag’s UID to the server. Based on the tag’s UID, the server looks
up the corresponding secret key K and decrypts the challenge value
from the tag to retrieve RndB. This RndB is then rotated left by 8 bits
to obtain RndB’. After that, the server generates an 8-byte random
number RndA and concatenates it with RndB’. This combination is
then decrypted using the DES algorithm with the key K. The value
decK(RndA + RndB′) is sent back to the guard application.

4. The guard application forwards decK(RndA+RndB′) to the tag. The
tag can now verify the RndB’ sent from the application by comparing
it with the RndB’ obtained by rotating the original RndB left by 8 bits
internally. If this verification succeeds, the tag rotates the RndA value
to the left by 8 bits to produce RndA’. This RndA’ is then enciphered
using DES with the key K and is sent back to the guard application on
the phone.

5. The value encK(RndA′) is forwarded to the server. The server performs
a DES decryption on that value. Finally, the result is compared with
the server’s internally rotated RndA’. The server can now store the
result of the session into its database. The verification result (Success
or Failure) is sent back to the guard application and a beep is locally
generated to notify the security guard that he can remove the phone
away from the tag.
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Figure 3.5: Security guard monitoring system using DESFire EV1 tags

3.1.6.2 Protocol analysis

In this section, we analyse our protocol to prove that it meets our design
goals. In addition, we explain the limitations remaining in our design.

Reliable security guard monitoring system The challenge-response
session between the tag and the server guarantees the freshness of a tap event.
This is because RndA and RndB are random numbers, thus preventing the
messages sent from the fourth step to the ninth step in Figure 3.5 from being
replayed.

The application key is used instead of the master key of the
tag As explained in Section 2.7, a DESFire tag can store multiple NDEF
applications. This means that the checkpoint tag may store some other
applications besides the NDEF guard application. Thus, in our design, the
key of the NDEF application is used instead of the master key of the card.
This is a good security practice because if the master key of the card is used
and an attacker gains access to the database of the application server, he or
she knows the master key. This allows the attacker to change the keys of all
the applications in the tags and do whatever he or she wishes.

Good usability The guard application automatically starts without any
manual action or additional inputs from security guards. In addition, based
upon our testing (Section 4.2.3), we found that adding some delay to the
message exchanges between the tag and the guard application on the phone
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did not affect the session. Therefore, we do not need to worry about the
delay that may be added by network connections.

Limitations This design has some limitations that should be explained.
Firstly, it requires the guard application to have an Internet connection
during a tap event. Therefore, compared to the solution using Java cards
presented in Section 3.1.5, this design is less flexible. Secondly, just as
the case for the security guard application using Java cards, this design is
also vulnerable to relay threats as presented in Section 3.1.5 (Figure 3.4).
However, with the same reasons as presented in the system using Java cards,
this is not a serious problem since this still means that at least a person
is present at the checkpoint at the checking time. The possibility that the
person visiting this checkpoint does not do any of checks at the checkpoint
is just the same as the case that a non-enthusiastic security guard scans
the checkpoint tag to register his or her attendance but does not do any
observations.

3.2 NFC-enabled restaurant menu

In this section, we first review some current use cases of NFC in restaurants.
Following this, we present an analysis of the security requirements of an
NFC-enabled restaurant, our security protocol to secure this system, and an
analysis of our proposed design.

3.2.1 Current solutions

In Section 2.10, the Pannu [30] restaurant was described to illustrate that
NFC can be used in restaurants to facilitate the food ordering process,
especially during the peak time, thus allowing restaurants to hire fewer
waiters. What is more, assuming a person travels to a foreign country where
he does not understand the language at all, this solution will allow him to
intuitively point at and select food items. However, the Pannu restaurant
requires customers to install a dedicated application on their phones in order
to order a meal. This requirement might be a hindrance to the customers
since installation of the application might be cumbersome and complicated.
This results in poor user experience and system usability.
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3.2.2 Design goals

Since restaurants are frequented by many different customers, the require-
ment that customers must install a dedicated application in their NFC-
enabled phones to be able to order food is a disadvantage. Therefore, based
on the fact that most NFC-enabled phones support web browsers, our design
aims to make use of both the web browser and NFC features of the phone.
Specifically, our proposed scenario is as follows: a customer (Alice) goes to
a restaurant, she taps her NFC-enabled phone on a Java card attached on a
table in the restaurant to retrieve a URL that directs her to the restaurant’s
web page. After studying the menu, she chooses her meal and then submits
her order. The waiter will bring the food to her when the kitchen has
finished preparing her order. As already implemented in many restaurants,
the system helps the cooks to keep track of pending orders by having client
computers in the kitchen that continuously display all the pending requests
that have been submitted by customers. When an order is ready, the cooks
delete the order from the list of pending orders.

The security problem that we want to solve in our system design for
the scenario described above is the fact that the URL could be remembered
or saved. As a consequence, a malicious person could stay at home and
access the web page of the restaurant. He or she could then submit several
food orders, but never come to the restaurant to pay and take away this
food. Therefore, it is important that the system design has a mechanism to
prevent fake food orders.

3.2.3 The system architecture

An illustration of the system is shown in Figure 3.6. Specifically, the system
consists of the following components:

• Java cards: A Java card is glued onto each table in the restaurant.
It contains a shared key K (which is shared with the server). In
addition, it keeps track of a sequence number, which starts from zero
and increases this sequence number by one when a phone taps on it.

• NFC phones: NFC phones are used by customers. The phones are
not required to have any dedicated application installed but have to
support a web browser. In addition, the phones need to have Internet
connectivity.

• A web server: The web server hosts a web page that provides the menu
and further information about the restaurant.
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• A database: The database stores the secret keys that the Java cards
on the tables share with the web server. The database also keeps track
of all the orders that have been placed and processed.

• A websocket server: The websocket server connects to the database
to retrieve new meal orders and pushes these new orders to the client
computers in the kitchen.

• Client computers in the kitchen: There are client computers in the
kitchen that continuously update the list of the food orders that are
waiting to be served.

Figure 3.6: NFC Restaurant

3.2.4 Process

Details about the message exchanged between the components of the design
presented in Figure 3.6 are:

1. Assume that the menu URL is http://www.restaurant.com/mn.php, and
a Java card is glued to table 1. Both the Java card and the web server
keep track of the sequence number seq, which initially starts at zero.
They also share a secret key K.
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2. When a customer (Alice) taps her phone on the Java card, the card cal-
culates the keyed hash MACK(table number, seq, card UID) using key
K. This keyed hash and the table number (t = 1) are used to compose a
URL of the form: http://restaurant.com/mn.php?s=seq&hash=keyed-
hash-value&t=1. After that, the Java card encapsulates this URL
into an NDEF message and sends it to the phone. It is important
to note that NFC tags based on secure memory cards are not able to
generate such dynamic URLs, while the programmable smart card can
be programmed to do so. When the phone receives this NDEF message,
its web browser initiates an HTTP request to the web server using the
retrieved URL and waits for an HTTP response from the server.

3. When the server receives an HTTP request from a possible client, it
checks if the sequence number and HMAC provided by the HTTP
request are correct or not. If they are correct, a new entry corre-
sponding to this session is inserted to the database. In addition, the
server responds to the HTTP request with the menu page in an HTTP
response. Otherwise, an error is returned in the HTTP response.

4. When the customer receives the menu page, she chooses her meals and
submits her order.

5. Once the server receives a submission, it compares the sequence number
and HMAC provided in the submission with the corresponding entry
in the database to decide whether to accept the submission or not.
The server must decide whether the submitted sequence number is
valid and the keyed hash sequence is correct. Unfortunately, it is not
the case that only the last sequence number is correct. For example,
a group of people, let us say Alice and Bob, go to a table in the
restaurant. Alice and Bob both tap their phones on the tag to access
the menu. Since Alice tapped first, Alice’s sequence number is smaller
than Bob’s. However, Bob finishes his submission before Alice and the
sequence and HMAC in his submission are correct. In this case, it
is important that if Alice’s HMAC is correct, her submission should
also be considered valid even though her sequence number is smaller
than Bob’s. In addition, some users may use their phones to tap on
the card multiple times for no particular reason. Therefore, in the
protocol, we define a sliding window. The size of the the window
(WINDOW ) of each table should be set to at least the number of
seats at that table. When the submission of the last sequence number
(LAST SEQ) is done, the submissions of all sequence numbers in the
range [LAST SEQ − WINDOW,LAST SEQ] within a predefined



CHAPTER 3. SECURE NFC-ENABLED APPLICATION DESIGNS 46

amount of time (e.g. 20 minutes after the submission of the order with
last sequence number) are considered valid.

6. The websocket server continuously checks the database to retrieve new
meal orders. Whenever a new meal order is found, the websocket server
pushes this order to the client computers in the kitchen in real time.
When an order is completed, the cooks click on the order to delete it
from the list.

3.2.5 Protocol analysis

In this section, we analyze our system design to prove that it meets our stated
goals.

Good usability As our system is web based, customers are not required
to have a dedicated application in their phones in order to be able to place
meal orders. Therefore, the proposed design provide good system usability
and user experience.

Protection from fake orders The use of HMAC values attached to the
URL prevents dishonest people from staying home and placing orders at the
restaurant. To be more specific, the card calculates the HMAC over the
sequence number, the table number, and the card UID by using the shared
key between the card and the application server. This HMAC is different
each time the Java card is tapped due to the changes in the sequence number
maintained by the card. This means that the HMAC value enables the card
to return different URLs to the phone for different tap events. If the key
used to calculate the HMAC is cryptographically strong, it is impossible for
a malicious attacker to create a valid URL to generate fake submissions.

Error recovery Since we aim to provide customers with good service, we
need an error recovery mechanism in the design. It is possible that a user
(Bob) does not know that tapping on the tag is required for security purpose.
This leads to situation where the user goes to the restaurant and taps on a
card to order food, thus having the URL of the menu in the history of his
phone browser. Next time when he goes to the restaurant, he thinks that
the saved URL can be used, he opens it to order food. Since the sequence
number is not correct, the web server should display a message suggesting
him to speak to the waiters for confirmation of the order, or to tap on the
card again, or ask if he wants to be redirected to a home-delivery ordering
service.
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Tag replacement or tag stacking It is possible that the card glued onto
the table is replaced by a malicious person or another card is glued on top
of the authentic one. In this case, customers can still call waiters for help.
Therefore, in this use case, such attacks are not a serious problem.

3.3 NFC-enabled vending machines

In public places, such as schools or train stations, there are vending machines
that dispense items, such as snacks and beverages, to customers after they
have paid for the selected items. In addition to vending machines that
support traditional payment methods, such as coins, printed notes, and
bank cards, there are SMS-enabled vending machines. NFC can be used in
these SMS-enabled vending machines to facilitate SMS message composition.
Moreover, the addition of NFC can provide greater security to these vending
machines. This section presents current solutions and how we can apply NFC
to improve the usability and security of SMS-enabled vending machines.

3.3.1 Current solutions

The general architecture of an SMS-enabled vending machine is as shown in
Figure 3.7 [52, 53]. To be more specific, to buy an item, a customer sends an
SMS message with text consisting of the machine ID and payment amount
to a short code of the beverage vendor. This message is routed through the
mobile network to the mobile payment service. The mobile payment service
parses the message as the price of the item and the machine ID. Then, it may
send a confirmation request [54] or a receipt [52] to the customer. The cost
of the purchase is added to the monthly phone bill or deducted from a pre-
paid balance by the mobile phone operator. After that, the mobile payment
provider communicates with the vending machine whose ID was in the SMS
message to inform it about the credit value. The vending machine displays
the customer’s available credit (based upon the price that was sent), and the
customer chooses his or her desired item. Thereafter, a receipt message is
sent to the customer’s phone.

As presented in Section 2.10, Mulliner [31] described how to apply NFC
to SMS-enabled vending machines. Although this NFC solution facilitates
SMS message composition, it does not make the vending machines more
secure. Specifically, both the proposed NFC and non-NFC solutions exhibit
two security problems. Firstly, a dishonest person could change the machine
ID written on a vending machine A to the ID of a vending machine B. Then
this person just waits in front of machine B to receive all the beverages when
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someone tries to buy a beverage from machine A. Secondly, since the short
code could be saved in the phone or remembered by people, then a person
who is not close to the vending machine could compose SMS messages to
buy items from it. This results in problems, such as a dishonest person could
borrow his friend’s phone and use the phone to pay for a soft drink from a
remote vending machine without his friend permission even if they are not
at the machine.

Figure 3.7: Mobile payment system for vending machines

3.3.2 Design goals

The aim of our proposed system is to overcome all the flaws indicated in
Section 3.3.1. To be more specific, it prevents the following threats. Firstly,
it prevents a person who is not close to a vending machine from buying items
from that machine. Secondly, it prevents a malicious person from getting
free items by changing the machine ID of a machine to the ID of another
machine. In addition, our design does not require customers to install a
dedicated application in order to buy items.

Our observation is that each vending machine already has a micro-
controller which is connected to the Internet. Therefore, we can connect
an NFC reader to this micro-controller to operate the NFC reader in card
emulation mode or peer-to-peer mode. However, if we do not want to make
change to the micro-controller (for example, making changes to the micro-
controller might be difficult and costly due to its physical design) but we
still wish to facilitate SMS composition and make the vending machine more
secure than its current solutions, then we could use Java cards. The following
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subsections (Section 3.3.3 and 3.3.4) present designs for both cases: a security
design for a vending machine that uses an NFC reader connected to the micro-
controller inside the machine, and a secure design that uses Java cards.

3.3.3 A system using NFC reader

This section describes a security design for a vending machine that uses an
NFC reader connected to the micro-controller inside the vending machine.
The reader can run in card emulation mode or peer-to-peer mode.

3.3.3.1 The system architecture

The system consists of four main components as illustrated in Figure 3.8:

1. A vending machine: The vending machine is capable of payments via
SMS messages.

2. An NFC reader connected to the micro-controller in the vending
machine: This enables the reader to emulate a card or run in peer-
to-peer mode.

3. A mobile payment provider: The mobile payment provider is connected
to mobile phone network operators and to the vending machine via
secure channels. This provider implements a billing service to deduct
money from the customers’ mobile balances.

4. NFC-enabled phones: These phones are used by customers.

3.3.3.2 Process

Details about messages exchanged between the different components of the
system are depicted in Figure 3.8. Specifically, a customer (Bob) has to
follow the following steps to buy to a soft drink from the vending machine:

1. He presses the button that corresponds to the his desired item. Since
the vending machine has a list of items and their prices, the system
can look up the price of the item that Bob chose. This press event is
remembered by the micro controller in the vending machine.

2. He then taps his phone on the NFC reader attached to the micro
controller. The micro controller will generate a random number. This
random number along with the machine ID and the item price will be
put in an NDEF record for an SMS message. This record is sent to
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his mobile phone via the reader that runs in card emulation mode or
peer-to-peer mode.

3. After he sends the SMS message and the message reaches the mobile
payment provider, the mobile payment provider communicates with
the vending machine whose ID number is specified in the SMS. After
that, the mobile payment provider requests the micro-controller in
that machine to return the latest random number and the time that
the micro-controller generated this number. The returned value is
compared with the random number provided in the SMS message that
was sent by Bob. The mobile payment provider also checks if the
message is received within a short period (e.g. less than 5 minutes) from
the time when the random number is generated. If everything matches,
then the mobile payment provider knows that the message is correct.
Depending on the operator’s policy, it may send back an SMS to the
customer to ask him for confirmation (for example, by replying with
a “YES” message). In addition, the mobile payment provider sends
the credit value to the micro-controller. Now, the vending machine
displays the credit value and Bob selects his desired item. If the price
of the item is equal to or smaller than the credit value, then the vending
machine dispenses the item.

Figure 3.8: NFC-enabled SMS Vending machine
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3.3.3.3 Protocol analysis

In this section, we analyse our protocol to prove that it meets our stated
goals. In addition, we explain the limitations that remain in our design.

Freshness for SMS messages A random number added to each SMS
message provides a proof of freshness for the SMS message. This occurs
because different SMS messages have different random numbers, and hence
an attacker cannot guess the next random number and manually compose
a valid SMS message to buy an item from the a possibly remote vending
machine.

A malicious person cannot change the ID of a vending machine
This is because all the information needed to buy an item is sent from the
NFC reader. This reader is controlled by the micro-controller inside the
vending machine. Thus, it is impossible for a malicious person to change the
ID of a machine unless he has access to the micro-controller of the machine.

Another way to provide freshness for SMS messages It is worth
mentioning that, as the micro-controller already supports a built-in clock,
rather than using a random number in the message, we could use an HMAC
of the tapping time. This provides the same security level as the above
design. This is possible because HMAC values of different values of time are
different, hence also adding a proof of freshness to SMS messages [50].

Limitations A limitation of our solution is that it does not prevent relay
attacks: a person Charlie is far from the machine. He asks his friend Bob
who has an NFC-enabled phone to go close to the machine. Bob taps his
phone on the machine to get the SMS message and forwards that message to
Charlie, or sends the random number to Charlie and Charlie will compose the
SMS message himself. By doing this, Charlie can buy the beverage without
being close to the machine. Thus, to be precise, our protocol guarantees that
the buyer or the buyer’s agent is near the vending machine.

3.3.4 A system using Java cards

This section presents a solution for SMS-enabled vending machines that uses
Java cards. This design does not require any changes in the physical design
of the micro-controller. Instead, we only need to upgrade the software in the
micro-controller.



CHAPTER 3. SECURE NFC-ENABLED APPLICATION DESIGNS 52

3.3.4.1 The system architecture

In this design, the system consists of four main components (as shown in
Figure 3.9):

1. A vending machine: The vending machine is capable of payments via
SMS messages.

2. Java cards: Java cards are glued to the vending machine. Each card
maintains a sequence number and a secret key K, which is shared with
the micro-controller inside the vending machine. It is worth noting
that a Java card does not have interfaces to communicate with other
devices, except through NFC readers, and thus a card cannot know
which item the user has selected. Therefore, in this case, a separate
card represents each type of item that is sold by the vending machine.

3. A mobile payment provider: The mobile payment provider is connected
to mobile phone network operators and to the vending machine via
secure channels. This provider implements a billing service to deduct
money from the customers’ mobile balances.

4. NFC-enabled phones: These phones are used by customers.

3.3.4.2 Process

Details about messages exchanged between the different components of the
system are depicted in Figure 3.9. To be more specific, a customer (Alice)
has to follow the steps described below in order to buy to an item from the
vending machine:

1. Alice taps her phone on the Java card corresponding to her desired
item.

2. When the card is tapped, it calculates a HMAC over the current
sequence number, the machine ID, the Java card’s UID, and the credit
value using the key K : MACK(price, seq, machine ID, card UID). After
that, the card composes an SMS message consisting of the machine ID,
the item’s price, the sequence number seq, the card UID, and the MAC
value, wraps this SMS message in an NDEF message and sends it to
the phone.

3. Alice sends the message using her phone. When the message reaches
the mobile payment provider, the payment provider queries the micro-
controller of the vending machine whose ID is sent in the SMS message
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to check if the sequence number and the MAC provided by the SMS
message are valid. It is worth noting that, although the sequence
numbers maintained by the Java card and by the micro-controller
initially start at the same value, they are not synchronized since there
are cases where a customer taps his phone on the card to receive the
SMS message but never sends this message. Therefore, a sequence
number in an SMS message is considered valid by the micro-controller if
it is greater than or equal to the current sequence number known by the
micro-controller. If so, the micro-controller computes an HMAC over
the machine ID, the sequence number, the card UID, and the credit
value provided by the message and then compares with the HMAC in
SMS message. If the message passes all these checks, Alice is allowed
to continue to proceed to buy the item.

Figure 3.9: NFC-enabled SMS Vending machine using Java cards

3.3.4.3 Protocol analysis

This section presents an analysis of our proposed design.

Freshness for SMS messages The HMAC value of the sequence number
added to each SMS message provides a proof of freshness for the SMS
message. This occurs because different SMS messages have different HMAC
values [50], and hence an attacker who does not have the secret key cannot



CHAPTER 3. SECURE NFC-ENABLED APPLICATION DESIGNS 54

calculate an HMAC and compose a valid SMS message to buy an item from
a possibly remote vending machine.

Limitations A limitation in our solution is that it does not prevent relay
attacks as already described in the system using NFC readers (Section 3.3.3).
Therefore, to be precise, our protocol ensures that the buyer or the buyer’s
agent is near the vending machine. In addition, it is important to keep in
mind that, compared to the card emulation solution, Java cards are more
vulnerable to card replacement attacks. This means that a dishonest person
could switch Java cards between two machines. Then he just waits in front of
one machine to receive all the beverages when someone tries to buy beverages
from the other machine. Therefore, these Java cards should be glued or
placed in such a way that it is difficult to replace them. For example, we
could place these tags behind a plexiglass window so that it is difficult for a
malicious party to tamper with the cards.

3.4 School attendance monitoring system

In this section, we first review some current solutions for the school
attendance monitoring use case. Following this, we present an analysis of
the security requirements, our security protocol to secure this system, and
an analysis of our proposed design.

3.4.1 Current solutions

The traditional way to check student attendance in a class is a roll call: the
teacher has a list of students registered for his course and he calls, one by
one, the names of the students in the classroom. Alternatively, the teacher
circulates a piece of paper within the classroom and students write their
attendance directly on the paper. In the latter case, some students can write
the names of other students who are not presented in the class.

As explained in Section 2.10, Bueno-Delgado et al. [35] presented an NFC-
based system to check the attendance of students in laboratory and theory
lessons. However, this solution requires students to tap their phones on
an NFC reader to activate the application and then continue to keep their
phones within the reader’s range while entering their login information to
the application. This requirement results in poor usability since it is difficult
to keep the phone in the reader’s range while entering information into the
phone. It can happen that the connection between the student’s phone and
the reader is torn down in the middle of the session (for example, due to the
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movement of the phone while typing on it). As a consequence, a second tap
is required. In addition, manually entering login names and passwords to the
application is error prone and time consuming.

The attendance checking system for employees presented by Patela et
al. [36] (see Section 2.10) is not efficient because it requires a lot of manual
work. There is no point in sending the employee information to the
HR representative’s mobile phone. Instead, during each tap event, the
information can be sent directly to a back-end server via the NFC reader.
Afterwards, the server uses this information to look up the employee in order
to do further processing. HR representatives can query the back-end server
for information whenever they want.

3.4.2 Design goals

The main goal of our proposed system is to achieve an effective and reliable
attendance checking system. Firstly, this system checks the attendance of
both teachers and students. It ensures that it is not possible for teachers
and students to report their attendance when they are not present in class.
Secondly, it is fast and does not require manual inputs from the students.
Thirdly, the system provides real-time reporting capabilities.

3.4.3 The system architecture

The system architecture is shown in Figure 3.10. To be more specific, the
system consists of five main components:

1. Location tags: A DESFire EV1 tag is glued to the door of the
classroom.

2. Each teacher and student has a DESFire EV1 tag. This tag stores a
URL which includes the ID of the tag owner, such as his or her employee
ID or his or her student ID.

3. An NFC-enabled phone: This phone is used by the teacher. The
phone has an application installed, which is similar to the application
presented in Section 3.1.6. In addition, we assume that the phone
always has Internet connectivity during the time it taps on an NFC
tag.

4. A database: This database stores the student ID and credentials, list
of courses, list of students enrolled in each course, and the name and
ID of the teacher who is responsible for the course. Moreover, it stores
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the shared keys between the location tags and the server. In addition,
it stores information about all the sessions that have occurred between
the server and the location tags.

5. A server: The server has a connection to the database and processes
HTTP requests generated when a student or a teacher taps his tag on
the teacher’s phone.

Figure 3.10: A school attendance monitoring system

3.4.4 Process

Details about the messages exchanged between the different components of
the design presented in Figure 3.10 are the followings:

1. The teacher (Bob) proves that he is present at his scheduled time. This
is done as follows: each teacher is equipped with an NFC-enabled phone
with a dedicated application. In front of the door of each classroom,
there is a location tag, which the teacher taps on with her NFC phone
to prove that he has been present at the classroom. The design,
processing, and messages exchanged between the location tag and the
web server are the same as the system presented in Section 3.1.6.
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2. The teacher taps his phone on the tag to get the URL. The browser of
his phone sends an HTTP request to the server. The server requests the
teacher to log in before allowing him to use the system. When this log-
in is completed successfully, the server sends back an HTTP response,
which contains a session cookie. This cookie has the expiration time
set to the scheduled duration of the class.

3. When a student (Alice) enters the classroom, she taps her tag on the
teacher’s phone. Based on the URL stored in this tag, an HTTP
request with the session cookie are sent to the web server to register the
attendance of this student in the system. In this way, students do not
need to do anything other than tap their tags on the teacher’s phone.
Also only the teacher needs to have a compatible phone.

3.4.5 Protocol analysis

In this section, we analyse our protocol to prove that it provides good
usability and reliability. In addition, we explain the limitations that remain
in our design.

Good usability and reliability Firstly, the system guarantees that a
teacher must be present at the classroom in order to register his attendance
with the same reasons as presented in Section 3.1.6. Secondly, it does not
require students to have an NFC phone to be able to register their attendance,
but rather each student has to have a student tag. In addition, it does
not require additional actions from students after they tap their tag on
the teacher’s phone; thus the attendance registration process is fast and
convenient. Thirdly, since every HTTP request sent to the server to register
a student attendance has the session cookie attached, and this cookie expires
after a preset time, a student cannot create a valid attendance registration
unless he comes to the class on time.

Limitations There are some weaknesses remaining in this protocol that
should be explained. Firstly, the design poses a transitive relation between
different components as shown in Figure 3.11. Specifically, the teacher and
his phone proves his attendance by tapping on the location tag on the door
of the class room. Thereafter, the students tap their ID tags on the teacher’s
phone to prove their attendance. This means that if one component in the
chain of trust is broken, then the security of the system fails. Secondly,
a person and his tag are not fixed to each other. For example, a student
can give his ID tag to his friend to help him to register for his attendance.
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This problem can be limited if the ID tag binds more important personal
information of its owner, such as access control to the university computer
system, so that the owner may not want to give it to other people.

Figure 3.11: Transitive attendance verification



Chapter 4

Implementation

This chapter describes the implementations of two of the secure NFC-enabled
systems presented in Chapter 3: the NFC-enabled restaurant menu and the
NFC-enabled security guard monitoring system. These two systems were
selected from the four use cases because they have different requirements
and use different types of tags: a system uses DESFire EV1 tags, a system
uses Java cards which requires a dedicated application on the phone, and a
system that uses Java cards but uses web browsers in the phone instead of a
dedicated application.

4.1 Devices and Programming Environments

All applications were implemented and tested in a Google Nexus S phone
which runs Android version 4.1.2. As for all Android phones, this phone
automatically looks for NFC tags when its NFC function is enabled and its
screen is unlocked. When the phone finds an NFC tag close to it, it starts
an NDEF detection procedure, as presented in Section 2.4. Once the phone
finds an NDEF message in a tag, it encapsulates the message into an intent
which is then used to locate applications that are interested in the type of
data stored in the message [55]. If more than one application can handle the
scanned data, an Activity Chooser is displayed on the phone so that users
can choose the appropriate application.

In all proof-of-concept prototypes, we did not work on real Java cards.
Instead, we emulated the functionality of Java cards by using a reader
connected to a computer. The NFC reader used in this thesis is the ACR122U
NFC reader [56]. We first connected the reader to a 64-bit x86 Linux
machine which has the libnfc [57] library version 1.4.2 installed. This libnfc
library is an open source library written in the C programming language to

59
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support research on the hardware and protocol levels of NFC. The purpose
of the libnfc library is to provide developers with a way to work with NFC
hardware at a higher level of abstraction, but with complete coverage of
low-level PN53x [58] chipset commands. It supports both ISO 14443 and
ISO 18092 standards; and can be used to transform an NFC device into
an active or a passive device. The program to emulate an NFC reader as
a Java card was written in the standard C99 programming language. The
code for the emulated card for the security guard monitoring use case is
provided in Appendix A.1.5. The code for the Java card emulation in the
restaurant use case is provided in Appendix A.2.1. When these two card
emulation programs were successfully implemented, we attached the reader
to a Raspberry Pi [59] (RP) model B which uses the Debian operating system
and compiled the code on this platform by using its default GNU compiler
collection (GCC).

The DESFire tags used in this thesis was the Mifare DESFire EV1 with
4KB of memory. This card was formatted to be used as an NFC type 4 tag.
The code used to format the tag and write an NDEF message to the tag is
described in Appendix A.1.4.

4.2 NFC-enabled guard monitoring systems

Since all of our systems aim to automate the work or security guards as
much as possible, we attempt to avoid the Activity Chooser in the phone from
appearing. To do so, in each system, instead of using well-known MIME types
(TNF = 0x01), we define our own MIME type (TNF = 0x02) (Section 2.3.1).
Each application registers an Intent filter to handle data of the application-
specific MIME type defined by us.

4.2.1 Guard monitoring system using Java cards

Application server The application server for this security guard use
case was implemented in a 64-bit x86 Linux machine by using the Jersey1

library for building RESTful web services. The server is able to generate
random numbers by using the SecureRandom class supported by Java. In
addition, it handles HTTP requests sent from the phone application. It is
connected to a MySQL database that stores shared keys (in this case shared
between the server and Java cards) and information about all the sessions
between the server and the Java cards. Details about the code are provided
in Appendix A.1.1.

1https://jersey.java.net/
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The security guard application on the phone Details about the code
of this guard application are shown in Appendix A.1.2. The guard application
is automatically started when the phone finds an NDEF message of MIME
type application/guard stored in a Java card close to the phone. This is done
by an intent filter defined as shown in Figure 4.1.

Figure 4.1: Intent filter

The guard application communicates with the application server by using
HTTP GET requests. As regards the communication between the Java card
and the guard application, an illustration of commands sent between the
phone and the Java card until the guard application is activated is shown in
Figure 4.2 (extracted from our running code). After the guard application
in the phone is activated, the communication between the Java card, the
guard application, and the application server is as described in the protocol
design (Section 3.1.5). Basically, the guard application uses the HTTP GET
method to request the application server for a challenge number, if it finds
that the application server is reachable. Thereafter, it composes a challenge
command and sends this command to the Java card. In this implementation,
we defined the challenge command of form: 0x11 [number of values] [length
of each value] [values]. In this prototype implementation, the Java card and
the server use the SHA1 algorithm [60] to calculate the HMAC.

To store pending records when the application does not have Internet
connectivity, we implemented an SQLite database [61] inside the application.
In addition, the application has a connectivity-change receiver that is able to
sense changes in the Internet connectivity status of the phone. This receiver
extends the BroadcastReceiver class provided by Java, which always listens
to broadcast events sent by Android. Therefore, the application is able to
know that the network connectivity status has changed and that the network
is now reachable. Thus, the application will start to send all data stored in
its SQLite database.

The emulated Java card The code for the emulated card in this use case
is provided in Appendix A.1.5. When the phone taps on the emulated card,
the card responds to the NDEF detection procedure of Android phones (as
shown in Figure 4.2). Specifically, the NDEF message that the card sends to
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the phone during this procedure has the MIME type application/guard ; thus
the phone knows that it has to activate our guard application. After that,
it responds to the challenge command sent from the guard application. In
addition, before the Java card responds to a challenge command sent from
the guard application, it records all of the information about this session
into its log file. Then, the card increases the sequence number stored in it
by one. In this implementation, the log file in the Java card stores the last
ten sessions between the card and the application server.

Figure 4.2: Activate application

Administrative functions There are two additional functions for admin-
istrators provided by this guard application. Firstly, it has a button to view
all pending data stored locally in the application. Secondly, the administrator
can tap a phone with the guard application installed on a Java card to get
this application run, then the administrator can press a button labelled View
Log to view the last ten records stored in the Java card.

4.2.2 Guard monitoring system using DESFire tags

DESFire tag Our DESFire tag stores an NDEF application which contains
an NDEF message with type application/guardDESFire. The key that the
NDEF application uses to do authentication with the server is key number
0x00 on the DESFire tag.

The guard application The guard application in the phone registers an
intent filter to handle NFC tags with the MIME type application/guard-
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DESFire. Compared to the guard application presented in Section 4.2.1,
this application is much simpler; it does not have a connectivity-change
receiver nor a database inside the application. The only function of this
application is to relay messages between the tag and the server. The guard
application uses the HTTP GET method to send requests to the application
server. In addition, it uses commands defined by the DESFire specification to
communicate with the DESFire tag. Figure 4.3 is an example of a successful
session between the DESFire tag and the application server. This example
is extracted from our running code (the messages exchanged between the
phone and the application server are not shown in this figure).

Figure 4.3: DESFire security guard message flow

The application server The application server was implemented in a 64-
bit x86 Linux machine by using the Jersey library for building RESTful web
services. The server is connected to a MySQL database that stores shared
keys between the server and DESFire EV1 tags and information about all
the sessions between the server and the DESFire EV1 tags. Details about
the code are provided in Appendix A.1.1. The server is able to generate
random numbers by using the SecureRandom class supported by Java. In
addition, it handles HTTP GET requests sent from the phone application.
Details about the code are shown in Appendix A.1.3.

4.2.3 Effect of network latency

In order to measure the amount of network latency that the DESFire EV1
mutual authentication session can tolerate, we configured the Android phone
and the application server to use the same network of our department. In
addition, we delayed the messages that were sent from the server to the tag in
the authentication session. Specifically, when the guard application received
the value decK(RndA+RndB′) from the application server (the sixth message
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in Figure 3.5), instead of instantly forwarding this value to the tag, we set
the application to sleep for a period equaling to the delay that we wanted to
add, as shown in Figure 4.4. The piece of code to make the application sleep
for predefined DELAY milliseconds: SystemClock.sleep(DELAY).

We run the experiment with different DELAY values, specifically 30
seconds, 60 seconds, and 120 seconds. For each value, we run the experiment
for 5 times. We observed that for all the experiments, the delay did not break
the session.

Figure 4.4: Experiment to measure the network latency

4.3 NFC-enabled restaurant menu

The NFC-enabled restaurant use case does not require a dedicated applica-
tion installed in the phone. Instead, it uses the browser in the phone.

Java card Our emulated Java card keeps track of a sequence number
and has a secret key that is shared with the web server. When the phone
taps on the card, the card calculates an HMAC using the SHA1 algorithm
over the sequence number, the table number and the card’s UID. The
HMAC, sequence number, and table number are appended to the URL of
the restaurant’s web page.

Web server Our web server is an Apache server version 2.2.20. The server
connect to a MySQL database, named Restaurant, that stores the secret
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keys of the Java cards associated with the restaurant tables. This database
also stores all the orders that have been placed and processed. When an
HTTP request comes to the server and the sequence number and the HMAC
value provided by the HTTP request pass all the checks on the server, then
the server returns a menu in the HTTP response. When the customer has
decided on his meal, he submits his choice. The submission also includes the
sequence number, HMAC, and table number - as in the earlier URL. Thus,
the server can check that this is a valid submission. The idea of storing all
the orders that have been placed and processed is not new and has been
supported by many restaurants.

Websocket server The websocket server was implemented by using the
nodejs2 platform version 0.10.10. The reason for the use of websocket [62] is
that it supports bidirectional communication between a client and a server
without the need to use the polling mechanism of traditional HTTP. The
websocket server has access to the Restaurant database to get new orders and
continuously pushes these new order to the websocket-supporting browsers
in the client computers. These browsers have permanent connections to a
websocket server in order to keep them updated with new orders. Once an
order is completed, the cook selects the entry in the list and clicks on the
Delete button. This delete event is processed by the websocket server to
delete the corresponding entry in the Restaurant database.

2http://nodejs.org/
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Discussion

In this chapter, we generalize the uses of general NFC tags for different
security requirements and considerations. We then briefly summarize the
methodological principles used in this thesis. Thereafter, we present how we
used proverif, a protocol verifier, to verify some of our protocols. Following
this, we discuss some reflections on economic, social, and ethical issues
associated with this thesis project.

5.1 Security Generalization

In previous chapters, we presented several specific NFC-enabled use cases
using different NFC tags, specifically DESFire EV1 tags, Java cards, and
NFC card emulation using an NFC reader connected to a computer. All
presented solutions use off-the-shelf devices which are readily available on
the market. This means that our solutions can be easily deployed in real
world.

All the presented use cases illustrate that NFC-enabled systems are
distributed systems involving three main components: an NFC tag, an
NFC-enabled phone with or without a dedicated application, and a back-
end server. The NFC-enabled phone and the dedicated application help to
relay messages exchanged between the NFC tag and the back-end server.
In addition, the security of NFC-enabled systems depends on the Internet
connectivity of the phone at the time the phone taps on the NFC tag. The
general principles of using NFC tags for securing NFC-enabled systems with
different Internet connectivity status is summarized are Figure 5.1.

As explained throughout the thesis, NFC tags comprise tags based
on secure memory cards (e.g. Mifare DESFire EV1 tag), programmable
contactless smart cards (e.g. Java cards), and emulated cards. Other than

66



CHAPTER 5. DISCUSSION 67

these three types of tags, NFC tags can be simple NDEF tags that are capable
of storing NDEF messages but do not support any built-in authentication
mechanisms. For example, Mifare Ultralight tags [14] are simple NDEF tags.
These types of tags can be used in a variety of service-initiation applications,
as described in Section 2.10. It is worth mentioning that, in these systems,
we do not need a dedicated application installed on the phone. Instead, we
can use the web browser or the SMS application supported by the phone. In
addition, systems based on simple NDEF tags do not require the phone to
have Internet connectivity. They also do not provide any authentication or
replay protection.

In the following sections, we present a detailed discussion about the prin-
ciples of using the NFC tags based on secure memory cards, programmable
contactless smart cards, and card emulation.

Figure 5.1: General principles of using NFC tags
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5.1.1 Tags based on secure memory cards

The tag based on secure memory cards used in all the use cases presented
in Chapter 3 is the DESFire EV1 tag. Some other examples of tags based
on secure memory cards are Mifare Ultralight C [16] and Mifare Classic
[63] tags. A tag of this kind is capable of storing application-defined data
and allows application developers to control the read and write access to
this data by using the card’s built-in nonce-based shared-key three-pass
mutual authentication between the tag and the NFC reader. This built-in
authentication mechanism for read and write access controls is more advanced
than the irreversible lock-byte mechanism in some type 2 tags with static
memory structures [64], such as MiFare Ultralight [14] tags. The reason is
that a secure memory tag allows the tag owner who has the key to change
the tag content whenever he wants. In contrast, once a MiFare Ultralight
tag is set to the read-only state, its content cannot be changed any more.

Apart from the read and write access controls using the built-in authen-
tication mechanism, an authentication session between a secure memory tag
and a back-end server via an NFC phone can prove to the back-end server
that the user or its agent is close to the tag at the time the session takes
place. Since a tag can represent a location due to its unique tag UID,
an authentication session between the tag and the back-end server via the
phone can prove that the phone is at that specific location. This feature
has been employed in the security guard monitoring system presented in
Section 3.1.6, and in the school attendance monitoring system presented in
Section 3.4. This can also be used in the food delivery application presented
in Section 2.10 by using the same design as in the guard monitoring system. It
is worth noting that, in order to use this built-in authentication mechanism, a
dedicated application installed on the phone is necessary to facilitate message
exchanges between the tag and the application server. In addition, it is
compulsory to have an Internet connection between the phone and the server
at the time the tag is tapped. Our experiments (Section 4.2.3) showed that
some delay in the network connection does not break the authentication
sessions.

If the location has no wireless Internet coverage and the phone does not
have Internet connectivity at the time it taps on the tag, then the tag’s built-
in authentication between the tag and the server cannot be executed. In this
case, if we have a dedicated application on the phone, the application can
scan and store the tag’s UID and sends this data to the application server
when the phone gets connected to the Internet. However, the application on
the phone can be tampered with. Thus, data stored in the application can
be changed by attackers. In addition, if only the UID is used to verify the
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freshness of a session, then an attacker can manually generate this data. To
illustrate this, Henzl [65] examined several access control systems and found
that the tested systems use only the UID of the card for verifying the user
identity and that there is no authentication between the card and the reader
or encrypted communication. Therefore, the author was able to get the UID
without authenticating to the card and then replay it to get access to the
locked door.

As mentioned before, there are various tags based on secure memory
cards, such as the Mifare Classic tag [63], and the Mifare Ultralight C
tag [16]. However, it is important to examine the security strength of
the authentication protocol provided by each tag. For example, any bad
properties in the random number generator could compromise the security
of the whole authentication protocol. Merhi et al. [66] confirmed that the
random number generator of Mifare Ultralight C card is a major improvement
over that of Mifare Classic. Nohl et al. [67] performed reverse engineering on
the Mifare Classic tag and found that the nonce generated by this tag is not
random, which enables the attacker to replay the authentication. Moreover,
Koning et al. [68] exploited the weakness on the random number generator
of Mifare Classic card to recover the keystream generated by the card. In
addition, they were able to read all memory blocks of the first sector of
the card and modify memory blocks on the card. What is more, Garcia
et al. [69] were able to extract the secret key from just two eavesdropped
authentications between a card and a genuine reader. This is a significant
problem since the Mifare Classic tag is the most widely used contactless
smart card in the market (covering more than 70% of contactless cards in
the market, as claimed by Garcia et al. [70]). Oswald et al. [71] presented a
side-channel attack on Mifare DESFire (MF3ICD40 chip) tags. Specifically,
with about 1 000 000 measurements they are able to fully recover the 3DES
key stored on a Mifare DESFire card. However, their side-channel attack is
currently not applicable to the DESFire EV1 tag [27], which is the specific
DESFire tag used in this thesis.

5.1.2 Programmable contactless smart cards

As explained in Section 2.8.1, Java card is an example of programmable
contactless smart cards. It is more intelligent than a secure memory tag in
that it is programmable; thus it can keep track of a sequence number and
perform computations. However, there is no built-in authentication protocol
defined by this type of card and the security mechanism must be implemented
by the application in the card. As with the secure memory tags, security of
NFC-enabled systems using programmable contactless smart cards depends
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on the Internet connectivity of the phone and the applications on the phone,
as explained below.

Reliable connectivity If we have reliable wireless Internet coverage at
the location of the tags, the programmable contactless smart card enables us
to design nonce-based mutual authentication protocols that fit our security
requirements and make them as flexible as we want. In addition, as with
the secure memory tags, we need a dedicated application installed on the
phone in order to facilitate message exchanges between the card and the
application server. To illustrate that the programmable card is more flexible
than the secure memory tag, let us consider the two security guard systems
described in Section 3.1.5 and 3.1.6. Specifically, in the security guard
system using DESFire EV1 tags (Section 3.1.6), the card with its built-in
three-pass mutual authentication protocol helps to authenticate the reader
and the tag to each other. Although we understand that, in this use case,
authenticating the reader side is not necessary since it does not add more
security to the system, we cannot customize the protocol. In contrast, when
using Java cards in the same use case, we can design a challenge-response
protocol that meets our requirements with fewer round messages and more
functionality, as explained in Section 3.1.5.

This card can also be used in NFC-enabled systems that use web browser
or built-in SMS application on the phone instead of a dedicated application.
Specifically, due to the ability to keep track of a sequence number in the
programmable smart card, an authenticated message which contains an
HMAC or a signature can be sent from the card to the server to provide
replay protection. For example, in the NFC-enabled restaurant use case
presented in Section 3.2, a sequence number and its HMAC are added to
an URL to prove the freshness of an HTTP request. Another example, in
the vending machine system using Java card, the sequence number and its
HMAC are added to the SMS message to prevent replay attacks.

Intermittent connectivity Lack of reliable Internet connectivity at the
location of the tags means that we need a dedicated application installed
in the phone to buffer messages from the card to the server. If the phone
does not have Internet connectivity during the time it taps on the tag, the
sequence number maintained by the card can provide a certain level of replay
protection by verifying the causal order between taps by non-colluding users.
Specifically, the authenticated message can contain an HMAC or a signature
over the sequence number maintained by the card. This was applied and
analysed in Section 3.1.5. However, as explained in Section 3.1.5, the order
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of events cannot guarantee the trustworthiness of a report if all users collude
or if there is only one user using the system. In order to limit the replay
window, we can use a buffered, relatively recent nonce sent from the server
when the phone does not have Internet connectivity at the time it taps on
the tag.

In addition, to understand the general principles of using programmable
smart cards, it is important to understand and make use of security
mechanisms that are enforced by the card platform in the implementation of
the system. For example, the Java card relies on the JCVM abstraction
layer which provides several security services to the application layer.
Specifically, its firewall mechanism provides secure and isolated execution
of applets [72]. In addition, illegal memory accesses are prevented by stack
and buffer overflow checking. Moreover, in the last version of the Java
Card specifications, the bytecode verifier is embedded on card, making the
bytecode verification process mandatory. This mechanism guarantees that
an application that is not conform to the Java Card specifications cannot
be loaded onto the Java card. However, there are some attacks against this
platform, such as fault attacks [73] and combined attacks [74]. In addition,
the attacker may collect information on the card to elaborate hardware and
software attacks, or attack the virtual machine and the firewall between
applications on the card [75].

5.1.3 Card emulation

An NFC reader connected to a computer can emulate an NFC tag. This
emulated tag appears to a reader much the same as a real NFC tag, such
as a DESFire EV1 tag or a Java card, but it is more powerful than those
tags. Specifically, once an emulated card receives messages from a reader,
these messages are interpreted and processed by the computer to which the
emulated card is connected; thus, the computational capabilities of this card
emulation are the same as the capabilities of the connected computer. In
addition, the emulated card can provide a clock and possibly its own Internet
connection. However, one disadvantage of emulated cards is that the system
can be bulky since it needs to be connected to a computer, even if the
computer is as small as a Raspberry Pi. Also, not all computers have built-in
NFC support. For example, in the vending machine presented in Section 3.3,
it may be difficult to change the micro-controller inside the machine so that
we can attach an NFC reader to it for card emulation. The security of NFC-
enabled systems using NFC readers running in card emulation mode depends
on Internet connectivity of the phone, as explained below:
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Reliable connectivity Assuming that the location of the tags has a
reliable wireless Internet coverage, as for the programmable contactless
smart card, the emulated card allows us to design nonce-based mutual
authentication protocols that fit our security requirements and make them
as flexible as we want. In addition, as with the two types of tags mentioned
above, we need a dedicated application installed on the phone in order to
facilitate message exchanges between the card and the application server.

This card can also be used in NFC-enabled systems that use web browser
or built-in SMS application on the phone instead of a dedicated application.
Specifically, due to the ability to support timestamp, an authenticated
message, which contains an HMAC or a signature over the timestamp, can be
sent from the card to the server to provide replay protection. It is important
to note that an HMAC over the timestamp provides more security than an
HMAC over the sequence number. This is because the timestamp is more
fine-grained than the sequence number, or in other words, the replay window
of the timestamp is smaller than that of the sequence number.

Intermittent connectivity If we cannot have a reliable wireless Internet
coverage at the location of the tags, provided that the phone has a dedicated
application installed, the HMAC calculated over the timestamp can provide
replay protection. To illustrate this, in the vending machine application
(Section 3.3), timestamp in a message that is protected by HMAC guarantees
the freshness of the message. In order to limit the replay window, we can
use a buffered, relatively recent nonce sent from the server in case the phone
does not have Internet connectivity at the time it taps on the tag.

5.2 Protocol verification

In Chapter 3, we proposed several security protocols with different security
properties. In each security protocol design, we presented our theoretical
protocol analysis of the design. In order to ensure that our designs meet
the security goals, we tried to use proverif [76], a security protocol verifier,
to verify our protocols. Unfortunately, this tool does not provide recursion
or loop. Thus, we can just have an approximate model of the sequence
number. In order to simplify the verification, we verified a simpler version
of the security protocol for the guard monitoring system using Java cards
(Section 3.1.5), as shown below. Specifically, the sequence number is removed
from the protocol to simplify the verification.
1. S -> C: R
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2. M -> C: R, phoneInfor

3. C -> S: UID, R, phoneInfor, MACK(UID, R, phoneInfor)

The verification program assumes that the card and the server commu-
nicate with each other in a hostile environment. These two communicating
parties share a secret key which is calculated from the card’s UID and the
server’s master key by using a one-way key generator function.

The security goal that we aim to verify in this protocol is the following
correspondence property [77]: if a server accepts a message which comprises
a random number R, some information about the phone, and the card’s UID
at time t1, then the card must have sent the same information at an earlier
time t0 < t1. The protocol model is shown below. In the model, the phone
is also modeled for clarity but it has no security and can be an attacker.
Verification of the model with proverif showed that no attack was found in
our model.

free c.

free phoneInfor.

private free masterKey.

fun mac/2.

fun keygen/2.

query evinj:acceptResponse(x1,x2,x3)

==> evinj:sendResponse(x1,x2,x3).

let card =

in (c, message);

let (R, phoneInfor) = message in

event sendResponse(uid, R, phoneInfor);

out(c, mac((uid, R, phoneInfor), k)).

let phone =

in (c, R);

out (c, (R, phoneInfor)).

let server =

new R;

out (c, R);

in (c, (cardUID, =R, phoneInfor, mac1));

let key = keygen(cardUID, masterKey) in

if mac1 = mac((cardUID, R, phoneInfor), key) then

event acceptResponse(cardUID, R, phoneInfor).
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process

(

!(

new uid;

let k = keygen(uid, masterKey) in

card )

| !(phone)

| !(server)

)

5.3 Summary of methodology

In this thesis, to gain a general picture about how NFC tags could be used,
we started by reviewing current NFC-enabled systems and found possible
problems in them. After that, we chose four specific use cases in which
problems were found, examined their security requirements and designed new
security protocols for them. By examining specific use cases, we gathered
detailed requirements and derived details on the interactions between the
system components and users as well as other external entities interacting
with it. In addition, to deeply understand each use case, we studied its state
of the art and security threats associated with it. From that, we gained a
clear idea of the current security objectives and security requirements of the
system. Based on these security goals and knowledge about properties of
NFC tags, we chose a suitable type of tag and designed security protocols
for the system. We also developed proof-of-concept implementations for
some of the proposed protocols in this thesis. In addition, we used the
proverif security verification tool to verify one of the proposed protocols.
In Section 5.1, we generalized the principles of using NFC tags based on
knowledge gained from the designs and implementations of the specific use
cases as well as on our understanding of the features of NFC tags. In addition,
we discussed the differences between the properties of different tags as well
as the threats associated with them.

5.4 Reflections

We have witnessed over the past years how NFC technology has rapidly
evolved with a number of proposed solutions and pilot trials. This technology
has been widely used in some of our everyday applications, such as access



CHAPTER 5. DISCUSSION 75

controls, and public transportation.
As pointed out by Ozdenizci et al. [78], the most popular NFC related

research subjects are on developing new NFC enabled applications. In this
thesis, we started by examining four specific use cases that have already been
proposed in the literature and pilot trials. Our contribution is to add security
and usability to these use cases. In addition, we generalize the principles of
using different NFC tags based on these specific use cases. With regards to
ethical and social aspects, our solutions aim to prevent or discourage fraud in
the examined systems and to provide good usability to users. Moreover, our
solutions bring clear business benefits and cost savings for organisation by
automating the work and making the organizational processes more reliable.

There are some improvements that can be added to this thesis. Firstly, in
all our implementations, instead of working on real Java cards, we emulated
functions of them by using an NFC reader connected to a computer. Besides
implementations on real Java cards, we can do performance measurements
on different types of tags over Internet connections with variable latency to
evaluate the performance of different designs.
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Conclusion

NFC technology is evolving rapidly with various use cases that have been
proposed in the literature and a large number of pilots. Applications of NFC
have shifted from its original drivers, i.e. contactless payment and ticketing
applications, to a surprisingly diverse range of other applications, such as
authentication, education, and healthcare applications. Juniper Research
[79] predicts that in 2013 there will be 700 million owners of NFC-enabled
phones, while in 2014 one mobile user out of six in the world will own a
mobile device equipped with this technology. This large number of potential
users means that NFC promises a great potential future although it is still
in its early development phase.

Although a variety of NFC-enabled systems have been proposed, they
have many problems, such as poor usability, potential security flaws, and
even unrealistic protocols as we explained in Chapter 3. One critical
challenge in NFC is to ensure security in NFC-enabled systems. However,
we have discussed in Chapter 1 that ensuring security in NFC applications
is non-trivial because different NFC applications have different security
requirements and rely on the security features as well as computational
capabilities of the NFC devices involved in them.

The thesis illustrated that NFC applications are distributed systems
which include three main components: NFC tags, NFC readers or NFC-
enabled phones, and online servers. These systems introduce a new
type of security protocol which involves the three components and the
communication channel between them in order to secure NFC applications.

In this thesis, we focused on exploiting different capabilities of NFC
tags for securing NFC applications. We move from specific use cases to
general principles. Our analysis has shown that among the three types of
NFC tags discussed in our work, including tags based on secure memory
cards, programmable contactless smart cards, and emulated cards, the
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secure memory tags have the least capability and flexibility but they can
nevertheless be used to build secure systems for many applications. Its
built-in three-pass mutual authentication not only benefits applications that
require settings on read and write permissions, but can also be used to
prove the freshness of the event that the tag is tapped, provided that the
dedicated application installed in the phone has an Internet connection at
the time the tap event occurs. The programmable contactless smart cards are
more intelligent and flexible than tags based on secure memory cards in that
they can keep track of a sequence number and perform computations. This
sequence number is helpful when the sequence of events can provide a certain
level of trust in the freshness of the tap event. However, compared to the
emulated cards, both types of tags are more vulnerable to tag replacement
attacks. Thus, they should be placed in such a way that it is difficult to be
replaced by another tag. The most powerful type of tags used in this thesis
is the emulated card. This card provides a clock for complete protection
against replay attacks even in offline settings as well as strong computational
capacity due to the computer connected to the reader.

Our implementations in this thesis are working prototypes providing the
essential core features which are usable as a solid base for future developments
and experiments. This was a challenging and interesting project since it
involved research and development in many different areas, including working
on Raspberry Pi, writing Android applications, C programming, Java
applications, PHP programming, websocket programming, and implementing
a RESTful web service interfacing with a database. In addition, we gained
experience in programming NFC tags, card emulation, and security protocol
verification tools.

To the best of our knowledge, this is the first work that presents how
to apply the different properties of NFC tags for securing NFC applications.
Possible future work after this thesis should consider the following:

• Discover and study other use cases where NFC can be applied.

• Implement the presented use cases using real Java cards.

• Improve the applications for real-world deployments. For example,
we can add more functions to the security guard application, such as
to enable a security guard to take pictures and report equipment or
property damage or unusual occurrences at checkpoints.
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Appendix A

Source code

A.1 Security guard monitoring system

A.1.1 Application Server

The implementation of the application server is at https://guard-application-
server.googlecode.com/svn/trunk/. It consists of the main class Sec-
Guard.java and its helper classes.

A.1.2 Guard application for the system using Java
cards

The implementation of the guard application is at https://guard-application-
jc.googlecode.com/svn/trunk/. It consists of the main class Guarding JC.java
and its helper classes. Specifically, four classes: DBEntry.java, Tosend-
DatabaseHelper.java, TosendDataSource.java, and TosendTable.java, deal
with the local SQLite database in the application to store pending reports
when the phone does not have Internet connectivity. The ConnectivityChan-
geReceiver.java class handles the changes in the Internet connectivity status
of the phone. The Utility.java class facilitates data processing.

A.1.3 Guard application for the system using DESFire
EV1 tags

The implementation of the guard application is at https://guard-application-
desfire.googlecode.com/svn/trunk/. It consists of the main class Guard-
ing.java and its helper class named Utility.java
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A.1.4 DESFire EV1 tag

To write an NDEF message with a our own MIME type (for example,
application/guardDESFire in this use case), we made use of the guard
application to write an array of bytes, that we manually calculated, to
the DESFire tag. The code for this task is the writeNdef function in the
SecGuard.java class in the guard application provided in Appendix A.1.3.

An implementation to write an URL or an SMS message to a DESFire
EV1 tag is at https://write-ndef-to-desfire.googlecode.com/svn/trunk/. The
implementation provides functions to format a DESFire EV1 tag as an
NFC type 4 tag, a function to write an URL or an SMS message to the
tag, and a function to read the content of the tag. The implementation
consists of the main class, named CardReader.java, and two helper classes:
NdefMessage.java and NdefRecord.java.

A.1.5 Java card

The code to emulate an NFC reader as a Java card in this use case is at
https://javacard-emulation-security-guard.googlecode.com/svn/trunk/. To
run the code, an NFC reader connected to a Linux computer which has
the libnfc library [57] version 1.4.2 installed are needed. The implementation
consists of the main file process.c and its helper classes.

A.2 NFC-enabled restaurant

A.2.1 Java card

The code to emulate an NFC reader as a Java card in this use case is at
https://javacard-emulation-restaurant.googlecode.com/svn/trunk/. To run
the code, an NFC reader connected to a Linux computer which has the libnfc
library [57] version 1.4.2 installed are needed. The implementation consists
of the main file process.c and its helper classes.

A.2.2 Web server

The implementation of the web page for the restaurant use case is at
https://webserver-restaurant.googlecode.com/svn/trunk/. The code was
written in PHP. To run the code, an Apache1 server is needed.

1http://httpd.apache.org/
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A.2.3 Websocket server

The implementation of the websocket server for the restaurant use case is at
https://websocket-restaurant.googlecode.com/svn/trunk/. To run the code,
a nodejs2 library need to be installed.

2http://nodejs.org/
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