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Abstract 
As companies fight for market share whoever is able to bring products to market faster 

has an advantage over their competitors. Therefore it is absolutely essential to constantly 
evaluate and optimize processes to achieve shorter time-to-market for products. 

These optimizations have to be carried out in all parts of a company. This thesis describes 
one such attempt made by a Swedish telecommunication vendor focused on enabling a 
resource management system to gain a greater understanding of the resources available 
during testing. This system manages all of the hardware utilized by the users, software 
testers, within one particular part of the organization and aids users by automatically 
converting the information stored in its database into a configuration file that will later be 
used in the testing framework’s execution environment. Unfortunately, the current version of 
this resource management system lacks semantic understanding of the information necessary 
to automatically generate the configuration file, leaving a rather large part of the 
configuration file to be manually entered by the testers, a rather time-consuming task. The 
inability to completely automate the process means that the testing process is slower, more 
error prone, and increases the work needed for a new engineer to become a productive 
software tester. 

In order for the resource management system to automatically generate the configuration 
file it needs to know not only which resources it is managing, but must also how these 
resources are interconnected, i.e. the topology of the resources. For this reason this thesis 
describes how to make the resource management system topologically aware, thus making 
verification of the System under Test (SUT) more efficient and mitigating the problems 
mentioned above. This thesis does not deal with the intricate details of how to automatically 
extract the topology, as this is inherently domain specific and thus difficult to generalize. 
Rather, this thesis focused on how to allow users to custom-build their desired topology by 
defining a set of rules that restrict how resources can be interconnected. 

The goal of providing functionality for storing and retrieving topological information 
from database has been successfully achieved, and the resulting code has been integrated into 
the existing resource management system. However, the functionality has not yet been 
delivered because of a limitation in our front controller that stops us from providing an 
efficient web interface to our tool. After delivery the implemented solution is expected to 
remove most manual work related to test configuration and therefore also reduce the learning 
curve for new engineers. 

Keywords: Topology, Resource Management System, SUT, Testing 
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Sammanfattning 
När företag slåss om marknadsandelar har de som kan leverera produkter till marknaden 

snabbare en fördel över sina konkurrenter. Det är därför av högsta vikt att kontinuerligt 
utvärdera och optimera processer för att produkten snabbare skall nå marknaden.. 

Dessa optimeringar måste utföras inom samtliga områden inom ett företag. Denna uppsats 
beskriver ett sådant försök av ett svenskt telekombolag att stärka ett resurshanteringssystem 
för att uppnå en högre förståelse för de resurser den hanterar. Detta system hanterar samtlig 
hårdvara för användare (mjukvarutestare) inom en del av organisationen. Det hjälper 
användarna att automatiskt konvertera informationen i sin databas till en konfigurationsfil 
som används i testramverkets exekveringsmiljö. Tyvärr saknar den nuvarande versionen den 
semantiska förståelsen av dess data för att kunna automatiskt generera konfigurationsfilen, 
vilket tvingar användaren att manuellt ägna sig åt denna tidskrävande uppgift. Oförmågan att 
inte kunna automatisera fullt ut innebär att den övergripande testprocessen är långsammare, 
mer felbenägen och ökar tiden det tar för en ny ingenjör att komma igång och bli en 
produktiv mjukvarutestare. 

För att resurshanteringssystemet ska kunna generera konfigurationsfilen automatiskt 
krävs inte bara kunskap om vilka resurser den hanterar utan också hur dessa är 
sammankopplade. Det vill säga hur de topologiskt relaterar till varandra. Den här uppsatsen 
beskriver därför hur ett resurshanteringssystem kan bli topologiskt medvetet och därigenom 
åstadkomma en mer effektiv testning av produkten och därmed överkomma de tidigare 
nämnda problemen. Denna uppsats inte gå in på detaljer om hur man extraherar den 
topologiska strukturen av resurser eftersom detta i sin natur är domänspecifikt och därigenom 
svårt att generalisera. Fokus istället ligga på hur man kan tillåta användare att bygga önskad 
topologi genom att definiera regler för hur olika resurser kan sammankopplas. 

Målet vi satte upp med att kunna lagra och inhämta topologisk information från en 
databas har med framgång integrerats i det existerande resurshanteringssystemet. Ändringen 
är dock ännu inte fullt ut levererad på grund av en begränsning i vår nuvarande front 
controller som hindrar oss från att på ett effektivt sätt koppla samman vårt nya verktyg med 
ett webbgränsnitt. Efter leverans förväntas den implementerade lösningen eliminera större 
delen av det manuella arbete som tidigare krävts i samband med konfiguration av testmiljön, 
och därigenom även minska inlärningskurvan för nya ingenjörer. 
Nyckelord: Topologi, Resurshanteringssystem, SUT, Testning 
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1 Introduction 
This chapter presents a general introduction and gives the basic background knowledge 

required to understand this Master’s thesis. Next it describes the motivation for this thesis 
project. Then, it summarizes the expected contributions in the field of testing that should 
result from this thesis project. Finally, the chapter concludes with a description of the 
structure of rest of thesis. 

1.1 Problem definition 
In the Maintenance and System Verification (MSV) - Radio Base Station (RBS) System 

verification department, each RBS is tested at the system level. During system verification, 
the RBS is tested both using regression testing (to ensure that it meets legacy requirements) 
and feature testing (to lead market trends by providing novel features). 

Testing of a lot of different types of Test Environment Configurations (TECs) in 
conjunction with different RBS nodes requires a large amount of effort and time. Time and 
effort are both critical attributes in the quality of testing of the system under test (SUT). If 
more time is spent testing, then better quality of testing can be ensured (assuming that the 
additional testing time is spent testing a larger number of test cases which cover more of the 
system’s functionality). However, the time required to input the TECs into a test environment 
is generally ignored. This leads to increased efforts on the part of the verification engineer, 
with time spent unnecessary on preparation/debugging of the testing environment which may 
even lead to an unreliable pass/failure verdict in the testing results. 

Another problem is that currently the focus on testing is from the laboratory (LAB) 
administration’s point of view. The LAB administration needs to keep track of the equipment 
which is owned and ensure effective utilization of this equipment (for power consumption 
saving and because this equipment is expensive). Bodega is the database providing the basis 
for the Resource Management System (RMS) used by the LAB administration. Although this 
RMS has addressed the problems of tracking and equipment utilization very adequately, there 
are still major opportunities for efficiency enhancements that this thesis project hopes to 
contribute to. Not all but many of the pieces of equipment need more structured and detailed 
information to assist not only the LAB administration to work effectively. Additionally, this 
data can also provide greater insight for the test teams enabling them to increase the 
automation of their test environment. 

1.2 Context of Study 
This thesis project is being carried out at Ericsson AB, Kista, Sweden in the MSV - RBS 

System verification department. In this Master’s thesis the word “department” always refers 
to the “MSV – RBS System verification department”. This department consists of two test 
teams: microCPP (Connectivity Packet Platform) and Node Common Infrastructure (NCI) 
system test (NCI-ST) team (NCI-1 and NCI-2). To be more specific this thesis project is 
carried out in the NCI I-2 test team. The NCI -test teams perform Black-Box testing of 
software (SW) (see section: 2.1.2 for details). The NCI team consists of a NCI function-test 
(NCI-FT) (see section: 2.1.1 for details) team and a NCI-Design team. Figure 1-1 shows a 
model of the interactions between these teams. 
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1.3 Motivation 
As discussed earlier the time and effort spent during the testing process plays a key role in 

determining the quality of testing of the SUT. The ability to perform testing using different 
test equipment depends on both the location & availability of the test equipment & SUT; and 
the topology of the interconnection of this equipment that is needed to perform the desired 
tests on the SUT. The motivation for this thesis project is to provide a hassle-free 
environment to the MSV – RBS System verification department. Also, the results should ease 
the LAB setup process, both from an administrative point of view and for verification 
purposes. 

The above discussion establishes the need for a topology aware RMS system which will 
contain comprehensive details about the SUT as administered by the LAB team. 

1.4 Objectives and Challenges 
The main goal of this Master’s Thesis project is to design, develop, and evaluate a 

topology aware RMS system that will provide efficient TECs and efficiently use & 
administer the LAB’s equipment. The specific goals of this Master’s thesis are: 

• Design and implement a topological RMS that outputs a TEC for the SUT in a textual 
format (in the scope of this Master’s thesis this format will be: JCT-config (Erlang) or 
JCAT-config (extensible markup language (XML)) and in a graphical format, such as 
portable network graphics (png);  

• To provide a detailed view of all of the relevant LAB equipment for administrative 
purposes ; and 

• To evaluate the tool that is produced. 

In order to achieve these goals, the biggest challenge is expected to be gathering the 
requirements from all of the departments using the existing PeppesBodega-RMS. The 
remaining challenges include collecting data about the LAB equipment and their 
interconnections in order to specify their topology. 

Figure 1-2 shows the current picture of devices booked in a System Test Plant (STP).  
The devices have two interfaces for performing action i.e. IP (referred to Ethernet in Figure 
1-2) and Serial connection (referred to RS232 in Figure 1-2) connection. An IP connection 
has an IP address associated to it and used for sending commands to the device. The serial 
connection is a TCP connections and physical realized over an Ethernet connection to a 
switch with multiple ports; this interface is used for debugging purposes. The STP 
information shown in Figure 1-2 lacks any information about how the four devices (identified 
by Device Identifiers - DIDs) are connected to each other. This topological information is 
critical for the verification engineers for their test oriented tasks. For example: “Checking the 
delay measurement” for the connection between device-A and device-B requires information 
such as (1) type of connection between them, (2) length of interconnection (cable connecting 
the devices), and other delay calculation information which depends on topological 
information. 
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(in the configuration created in Figure 1-3). 

 
Figure 1-4: Populating a topological configuration 

Figure 1-5 shows the formation of a configuration. The aim of this interface is to provide 
a user with the ability to define the interconnections between any two components. This 
basically involves the following five important items of information: 

1. DID of first device 
2. Port of first device that needs to be connected 
3. DID of second device 
4. Port of second device which is connected to first device 
5. Information about this interconnection 

It is also important to note that if device-1’s port-1 is connected to device-2’s port-1, then 
the information about this interconnection should be the same when seen from device-2’s 
perspective. For this purpose the functionality of undirected graphs will suffice for the 
objectives of this Master’s thesis (See details in Chapter 5). 

As mentioned in section1.2 there are two frameworks being used for test automation: JCT 
(written in Erlang*) and JCAT (written in Java). JCT requires input in Erlang (cfg) format, 
whereas JCAT needs input in XML format. To cater to the needs of all of the teams it is 
important to provide the user with the ability to generate either an XML or Erlang 
configuration file. 

                                                 
* For further information about the Erlang programming language see: http://www.erlang.org/ 

CONFIGURATION-1_ALICE Devices 

STP-1 A 
D 
D device-4 STP

Device

device-1                   

device-2 

device-3            

device-4                 

 See 
Figure 1-5 
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generate textual details or graphical visualizations. Unfortunately in many cases presenting 
information in only a textual format makes it quite difficult to digest the concept, while in 
other cases a graphical representation is insufficient for understanding the idea behind the 
concept. Moreover, having only a graphical representation may not provide the input 
necessary for other processes (in our case the need for a TEC). For these reasons this thesis 
project provided will utilize textual representation and emphasize the need for graphical 
representation. 

1.7 Outline 
The thesis is organized into six chapters. Following this introduction chapter, Chapter 2 

provides the basic concepts and terminology of testing (providing a foundation for rest of the 
thesis), then reviews some of the relevant literature within the domain of RMS in general and 
a topology based RMS in particular. Architectural details of the existing PeppesBodega-RMS 
are given in Chapter 3. Chapter 4 explains the methodology adopted to achieve the goals 
stated in Section 1.4. Chapter 5 explains the design and gives implementation details of the 
proposed topology based RMS (here after referred to as the PeppesBodega-TF (Topological 
Framework)). Chapter 6 describes the testing (functional and non-functional) and evaluation 
of a prototype of the PeppesBodega-TF. Chapter 7 concludes the thesis and suggests future 
work. 
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2 Basic Concepts and Background Study 
This chapter provides a comprehensive background concerning the two major subjects of 

this thesis: testing and resource management systems (RMSs). Testing has been further 
divided into two subsections, with Section 2.1 introducing the concepts that are critically 
important for readers who have no or limited background in testing; whereas section 2.2 
focuses on explaining the terminology of the testing domain. Section 2.3 provides 
information to give the reader a basic understanding of approaches to better utilize resources 
when testing as well as how to reduce the overhead in doing so. Section 2.5 introduces the 
basics of a network topology resource management system. Finally, section 2.6 introduces 
the basics of formal grammars. 

2.1 Basics of Testing 
If you ask ten different verification engineers, it is quite possible that all of them define 

and interpret “testing” in their own way. However, with respect to software all of the 
definitions will highlight the belief that testing is used to find bugs in the software in order to 
assure better software quality. A concise and one of the most accurate definitions is provided 
by B.B. Agarwal, et al.: 

“Testing is the major quality-control measure used during software development. 
Its basic function is to detect errors in the software. Thus, the goal of testing is to 
uncover requirement, design, and coding errors in the program” [1]. 

Testing is generally performed in two organizational structures[2]: 

1. An independent development team and a separate independent test team; or 
2. A team consisting of testers and developers, i.e., a cross functional team. 

The concept of cross-functional teams has been gaining attention within a large number 
of organizations over the past several decades[2]. We will not compare which organizational 
structure is better, as this is outside of the scope of this Master’s thesis. However, for the 
purposes of this thesis project we need to be able to support both organizational structures. 

2.1.1 Levels of Testing 
Software testing depends upon the scope (or levels [3, 4]) and the time plan usually 

follows the categorized order (see Figure 2-1): 

1. Unit Testing, 
2. Integration Testing, 
3. System Testing, and 
4. Acceptance Testing. 

Each of these levels of testing will be described further detail in the following paragraphs. 
These descriptions will follow the chronologic order generally used for testing; hence it will 
start with unit testing and end with acceptance testing. 
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Figure 2-1: Testing levels [5, 6] 

2.1.1.1 Unit Testing 
Unit testing (component testing or function testing) is used to test isolated parts of 

modules, units, or modules of software. This type of testing is usually performed by the 
developer of each particular software unit. 

2.1.1.2 Integration Testing 
After unit testing, the isolated units that are intended to work together are grouped 

together and verification is performed on these groups (as built from these units). This is done 
to verify that the communication within a particular group of units works as expected. 

2.1.1.3 System Testing 
System testing is done after integration of a complete system has been performed. A 

system test is the first stage in which the system is tested against specific system 
requirements. Verification performed in this stage that does not require knowledge of the 
software’s design is referred to as black box testing. This thesis project is mainly being 
carried out within a department which focuses on this level of testing. 

2.1.1.4 Acceptance testing 
Acceptance testing is an important test phase because this level of testing will analyze if 

the quality of the software of the whole system is sufficient to deliver the system to 
customers. 

2.1.2 Types of testing techniques 
Testing can be performed using either of following two techniques[5]: 

1. Black-box testing or 
2. White-box testing 

In black box testing input (as a stimulus) is given to a system, and then the result is 
matched with the expected (required) output. If the result matches the expected output, then 
the test is said to be passed – otherwise the test is said to be failed. In white-box testing we 
are concerned with both the test result and whether the software worked properly or not.  In 
the case of white-box testing we have access to the source code for the software and can 
analyze the test results in terms of execution paths through the code. In the target department, 
system testing is performed using black-box testing. 

Unit testing

Integration testing

System testing

Acceptance testing
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Figure 2-2: Black-box testing vs. White-box testing[5] 

2.2 Taxonomy of Test development  
This section will provide the reader with the testing terminologies generally used in 

automated test environments[6, 7]. We will describe desirable properties of the commonly 
used terminologies and their interpretation in the target department (if not explicitly specified 
otherwise). The most important terms are given along with a brief description in Table 2-1. 
Table 2-1: Testing Terminology 

Test Oracle The test oracle provides a verdict for the failure or passing of the 
software application under test[8]. In the target department this is 
referred to as a “Requirement specification” by the system-design team 
and as a “Test Specification” by the test team. 

Test case A test case is the basic unit of an automated test suite. A particular test 
case is designed to produce an output which will be checked by a test 
oracle (requirement specification). Some of the desirable properties of 
test cases are: 

• Must have a single test oracle, 
• Created using a modular approach, 
• Designed in a structured way to facilitate its easy maintenance, 

and 
• Be well documented. 

Test Suite Test cases are combined together into a test suite targeting a common 
area of interest. 

Test 
Specification 

See explanation of Test Oracle. 

Test Scope The test scope defines the amount of testing performed to reach a test 
verdict which satisfies the pass criteria. 

Test Coverage For a given test case or test suite the degree of test coverage specifies the 
fraction of the complete set of features of a given SUT that are tested. 

Legacy testing A “regression test” is performed in order to see if a newly added feature 
causes errors in previously working release(s). 

y = 4 ?    x = 2 

y = 4 y = 2x    x = 2 

Unknown Equation versus Known Equation 
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2.3 Resource Management System (RMS) 
Resource management has always been an important part of any large organization and 

even small groups of people working together may need to perform resource management in 
order to efficiently achieve a goal of common interest. A number of software packages have 
been developed to automate and assist in resource allocation (one of the main objectives for 
creating and using a RMS)[9]. Horikiri et al. provided a generalized definition of an RMS: 

“A resource management system, of the type wherein processes are applied to 
real resources, which are resources previously input into a computer system that 
performs information processing, to obtain new resources, includes a plurality of 
context maintaining units that respectively establish a correspondence with 
attributes”.[10] 

In Section 1.4 we noted that a focal point of this Master’s thesis project is the storage and 
retrieval of topological information concerning a SUT to or from a RMS. In terms of this 
topology formation RMSs can be categorized into two distinct classes: Self-forming 
(intelligent) systems and Lazy (unintelligent) systems. 

To the best of my knowledge after carrying out a detailed literature review, these two 
classes have not been classified using these specific terms in any scientific literature. 
However, from a research perspective these categories have been prevalent under different 
names (see the discussion in Sections 2.3.1 and 2.3.2). The reason for this categorization in 
the context of this Master’s thesis is provided in the following discussion of these systems. 

2.3.1 Self-forming systems 
Systems that consist entirely of intelligent* devices are called ‘self-forming systems’. A 

significant body of research has been devoted to gathering resource information via different 
communication methods within a network of such devices[11–15]. All of these methods have 
their own advantages and disadvantages in terms of performance, capacity, completeness, etc. 
For example, Migas et al. attempted to finding route information, topology information, etc. 
with the help of static and mobile agents that crawl the network to obtain the information 
necessary for reconfiguration of an ad hoc network [14]. Although this method automatically 
obtains information available within the network, it injects extra traffic within the network. 
This extra traffic may not be problematic when bandwidth is not a scarce resource, but the 
method still has capacity implications. 

As the devices registered in the PeppesBodega RMS are not intelligent, we will not 
further study this approach. However, in the future this approach might be relevant if the 
devices that are being registered are intelligent. 

2.3.2 Lazy systems 
Systems that consist of at least one non-intelligent device are called “Lazy systems”. The 

reason why they are called lazy is that they do not automatically provide any configuration 
information (for example, they do not provide any information concerning their 

                                                 
* Intelligent devices are devices that are able to sense their environment and can contribute to achieve a 

specific goal. For example, gathering information about the topology of a system. 
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2.4 Common Public Radio Interface (CPRI™) 
In order to facilitate the interconnection of radio equipment a number of vendors 

(including Ericsson, Huawei, NEC, NSN and Alcatel-Lucent) have defined a common 
scheme for specifying the internal interfaces associated with a radio base station. 

The CPRI specification is defined for the communication between Radio Equipment 
control (REC) and Radio Equipment (RE). The specification of CPRI covers layer 1 and 2 of 
OSI model. The layer 1 (physical layer) supports communication both over electrical (local 
radio units) and optical cable (remote radio units). Layer 2 (Data link layer) supports 
flexibility and scalability. This standardization has provided a platform to cross-use the 
products from different vendors. We will not provide details of this protocol as this is not 
intrinsic ally of interest for this Master’s thesis. The readers who are interested can find 
detailed information about its history, specification and ongoing activities at 
http://www.cpri.info/index.html. The CPRI specification is relevant in this thesis only 
because we will refer to CPRI ports (see for example section 5.2.1.3) 

2.5 Network topology management system 
The schematic description of a network of nodes and their interconnections is referred to 

as a “network topology”[17]. A network topology can be categorized into two sub-categories 
based on a geometrical view: a physical topology and a logical topology. 

A physical topology refers to the physical placement of nodes and their interconnections 
(via cables, fiber, etc.). In computer networks, physical topology refers to the physical layout, 
i.e., the locations of the computer and the cabling between the computers. 

In contrast, a logical (signaling) topology refers to the path followed by a signal from one 
node to another node in the network. The logical topology mostly is the same as the physical 
topology. However, in some cases software can introduce differences between the logical and 
physical topology. In other cases the hardware within the nodes are responsible for the 
mismatch between the logical and physical topologies. This (difference between the logical 
and physical topologies) should not be taken as a fault in the network because logical 
topologies are typically generated for a specific purpose. 

Figure 2-4 presents a scenario where the logical topology is different from physical 
topology. In the physical topology (shown on the left side of Figure 2-4) the computers are 
connected to a central hub. The physical topology only indicates that the data packet will be 
sent to all the other computers. However, if we want to know if “the data packet will be sent 
simultaneously out all of the ports” or “will travel around a ring and be consecutively sent to 
all the ports”, we have to look inside the hub (i.e., we must know how the input and output 
ports are interconnected). This information which tells us the signaling path, in this case the 
path a data packet will traverse, is referred as a logical topology. 
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2.5.2 Network topology management system through a 
database of managed network resources including 
logical topologies 

Kulkarni et al. [21] presented a RMS for computer networks along with specific methods 
for maintaining complex relationships in this network of computer elements. This 
architecture used a simple database to store node information, type information, and view 
data. The views are specific to the context of each node’s information. For example, adding 
or removing a parent of a child node will change the views of both nodes. 

This system was specifically designed for computer networks for management and 
control purposes. The system was designed to provide the capability for visualization of 
computer networks. As mentioned above, there are two types of topologies (logical and 
physical). This system was capable of meeting the needs for maintenance of both physical 
and logical topologies in the database by applying a new data model. Physical and logical 
databases were stored in separate Management Information Server (MIS) databases. Users of 
this system were restricted to accessing the data through the database containing the physical 
topology. Consistency is maintained via a consistency application that is present in both 
(physical and logical) databases. 

2.5.2.1 Salient Features of a Network RMS 
Over the past few decades there has been an enormous expansion in computer networks 

and at the same time these networks are becoming more and more complex. The invention by 
Kulkarni et al. still holds an important position as it was not specific to a particular computer 
network. Their invention is still applicable for most network domains because it generalizes 
the services that a RMS could provide. The following are the essential operations that 
network administrators (i.e., management users) usually require: 

Monitor Monitoring the network is important for calculating performance and capacity 
metrics. How efficiently resources within the system are utilized can be 
evaluated. Unusual behavior of resources can also be detected by statistical 
methods appropriate for the specific domain of the system under consideration. 

Manage Monitoring of resources creates an opportunity for administrators to find an 
alternative way to utilize these resources in order to increase the system’s 
efficiency. 

Control The control part of the RMS ensures that the managed resources follow a 
specified behavior. 

2.5.2.2 Components of a topological managed RMS 
The work of Kulkarni et al. introduced important components in the topological managed 

RMS: 

1. Plurality of nodes in the network 
2. Plurality of interconnection among these nodes 
3. A management system consisting of managed network resources stored in a database 
4. Database of managed network resources including: 

a. Definition of “Network nodes” 
b. “Node types” associated with network nodes 
c. “Node view” associated with network nodes 
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5. Plurality of network administrators 

2.5.2.3 Specifications of a topological managed RMS 
Apart from inheriting salient features of a network RMS (see section 2.5.2.1), the work of 

Kulkarni et al. also provided following features that result from cross-communication among 
the components (see section 2.5.2.2): 

1. Network administrators should have the option to modify the database with 
information about the managed network; 

2. Network administrators should be able to visualize the “Node view” as extracted from 
the database of the managed network; and 

3. The “Node view” should be updated when node attributes change. For example, if a 
parent is added to the attribute of a node, then this parent relationship can be used to 
create a new “Node view”. 

2.6 Grammar 
In any programming language, we have a set of rules to write expressions in the language, 

which will then be translated by the compiler into machine language instructions to perform 
the requested operations. 

The set of rules in formal language theory is known as a ‘grammar’. A grammar G can be 
defined as tuple of four items: G = {N, T, P, S} where N = Finite set of non-terminals, T = 
Finite set of terminals, P = Finite set of production rules, and S = a start symbol. 

Chomsky [22] described a hierarchy of grammars with four classes of formal grammars: 

1) Recursively enumerable grammar (Type-0), 
2) Context-sensitive grammar (Type-1), 
3) Context-free grammar (Type-2), and 
4) Regular grammar (Type-3). 

Type-1, Type-2, and Type-3 grammars are differentiated by the way the production rules 
are setup for them. An explanation of these production rules are provided in their respective 
subsections below. We will not go into the details of these grammars, as it requires quite a 
detailed explanation of all the concepts involved. However Chomsky[22] and Natarajan [23] 
explain automata theory and relevant topics in detailed.  

2.6.1 Recursively enumerable grammar (Type-0) 
In this grammar, there exists a Turing machine, for which production rules are defined 

such that the machine will enumerate all possible words from the alphabets of the language. 

2.6.2 Context-sensitive grammar (Type-1) 
A context-sensitive grammar or type-1 grammar has production rules of form: ߚܣߙ	 →  ߚߛߙ
Where A is a non-terminal and α, β, γ are the strings from the set of terminals and 

non-terminals. Also the following restrictions are made: 

α → empty or non-empty  

β → empty or non-empty 

γ → must be non-empty 
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2.6.3 Context-free grammar (Type-2) 
Context-free grammars form the theoretical foundation for most programming languages, 

even though the syntax is restricted to context-sensitive name resolution for declaration and 
scope of code. Type-2 grammars have production rules of form: ܣ	 →  ߛ

Where A is a non-terminal and γ is string from the set of terminal and non-terminals. γ 
can be empty or non-empty. A parser is often utilized for the subset of type-2 grammars for 
easy parsing. LL parser[24] is an example of a parser which utilizes the subset of context-free 
grammars. 

We have utilized this approach in the implementation of the solution proposed in this 
Master’s thesis. The reason for choosing this approach is that we needed a flexible approach 
that can be easy maintained in the future despite increase in the number and types of devices 
in the LAB. 

2.6.4 Regular grammar (Type-3) 
Regular grammar can be implemented in two ways: right-regular or left-regular 

grammars. 

Right-regular In this case the regular grammar is restricted to having a single 
non-terminal on left side and the right side consists only of a single 
terminal; which can be followed by single non-terminal in the case of a 
right-regular grammar. 

Left-regular In this case the regular grammar has a single terminal on right side and can 
possibility be preceded by a single non-terminal. 

This grammar classification is extensively applied to regular expressions. Regular 
expressions are frequently used for specifying searching patterns and defining the lexical 
structure of programming languages – both are applications of regular grammars. 
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3 Methodology 
The scientific research methodology used in this thesis project is based on a set of 

analytical techniques and perspectives (or logically formulated steps) to investigate a given 
phenomenon, to acquire new knowledge, and to correct & integrate existing knowledge. 

The goal of this Master’s thesis project is to design, develop, and evaluate a topology 
aware RMS system that will address the need to efficiently generate a TEC and enable 
efficient administration of the LAB’s equipment. Therefore, this thesis has adopted the 
Design Science Research (DSR) approach, because DSR involves designing novel artifacts to 
analyze and understand the behavior of given aspects of information systems[25]. 

In addition to positivist and interpretive perspectives, DSR is considered is yet another set 
of analytical techniques or perspectives for performing research in information systems[26]. 
Henver et al. describe the process of DSR as “Design science ... creates and evaluates IT 
artifacts intended to solve identified organizational problems”[27]. Wherein the artifacts are 
defined as “innovations that define the ideas, practices, technical capabilities, and products 
through which the analysis, design, implementation, management, and use of  information 
systems can be effectively and  efficiently accomplished”[27]. 

We will create new artifacts to extend the PeppesBodega RMS in order to achieve the 
goals stated in Section 1.4. The underlying process of this Master’sthesis is derived from the 
general methodology of DSR as shown in Figure 3-1. 

The process (shown in Figure 3-1) begins with an Awareness of problem. The knowledge 
about the problem space is acquired during this phase, and the scope of the problem area is 
delimited during this phase. The suggestion/solution phase follows immediately after the 
Proposal (i.e., an output of the Awareness of problem phase). A tentative design is 
formulated after building knowledge concerning the problem space. The tentative design is 
implemented during a development phase. However, the techniques for implementation vary 
depending on the design specification of the artifact(s) to be constructed. Once constructed, 
the artifact is evaluated during the Evaluation phase according to the Proposal; deviations 
from expectations (both quantitative/qualitative) are carefully noted and tentatively 
explained. The Conclusion phase is considered as the finale of a specific research effort. The 
results obtained, knowledge gained, and the facts learned during whole process are the 
outputs of this phase. 

In following subsections, we will give an overview of the methodology to be utilized in 
solving the problem stated earlier in this thesis (in the scope of design science research). 
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criteria: reliability and comparative analysis. Chapter 6 of this report provides the details of 
the evaluation of the artifacts constructed during this Master’s thesis project. 

3.5 Conclusion 
The conclusion phase is the finale of this (Master’s thesis project’s) research effort. 

Chapter 6 and Chapter 7 presents the results obtained, the knowledge acquired, and the facts 
learned during this Master’s thesis project. 
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4  “PeppesBodega” RMS 
As discussed in Section 2.3, a RMS has an important position in the effective utilization 

of resources in terms of both cost and time. When it comes to system level testing, it is nearly 
impossible to avoid using a RMS to track information for the different SUTs used by 
different verification engineers. 

The target department felt there was a need for a new RMS system, but planned the 
transition to this new RMS in two distinct phases: 

“Old-PB-System” This RMS was developed as a result of the initial needs of the LAB 
team to manage device information, which was previously done 
using a piece of paper or a simple text file (containing device 
information). This manual method resulted in a non-trivial task to 
perform on a daily basis.  

“PeppesBodega” This new RMS replaced the “Old-PB-System” and was introduced 
as a requirement by Micheal Thomsson*. He provided a detailed 
description of the requirements for the PeppesBodega RMS. 

4.1 Old-PB-System 
The “Old-PB-System” was a simple RMS system that consisted of: 

• a single HTML file that realized a graphical interface for its users, 
• a text file that served as a database, and 
• two Linux commands (sed† and awk‡) were used to perform data manipulation of the 

information about devices in database. 

Figure 4-1 shows the architecture of the Old-PB-System. 

                                                 
* Micheal D. Thomsson, Project Manager for DU I&V Department at Ericsson AB 
† sed, a stream editor,  http://www.gnu.org/software/sed/manual/sed.html  
‡ awk, pattern scanner/processor, http://www.gnu.org/software/gawk/manual/gawk.html  
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Figure 4-1: Old-PB-System Architecture 

4.1.1 Information Bank 
In this design a single HTML file was used to store the device data. The device data was 

limited to the following information: Name of the device, IP address of the device, and Serial 
number of the device. 

To load the data into the HTML page the standard Linux sed and awk commands were 
used. This design supported only two needs of the LAB team: (1) tracking all the devices in 
the lab and (2) manual allocation of IP address to each device from an IP address pool. 

4.1.2 Limitations 
The design of the Old-PB-System had quite a lot of problems and included the following 

limitations: 

• Insufficient information for design and test teams 
Verification engineers and software developers were unable to see the detailed 
information about the devices in order to see if they suited task specific requirements. 

• No time-limitation for booking 

Once a device was booked, it was booked forever. Even if the person who made the 
booking would be away for a long period of time, no-one else could utilize this 
device. Due to this a series of problem occurred. Initially there was an increase in the 
number of unusable devices, and then new devices were ordered even though an 
existing device could have been reused. From the LAB’s team point of view, this was 
a complete disaster from both space and cost perspectives. 

Text file 

Presentation Application service Database 

Linux sed/awk 
HTML Document 

(Web UI) 
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• Slow response time 
The load time for several hundred devices on the webpage took approximately 40 
seconds. According to Jakob Nielsen *, a web usability consultant, no more than 10 
seconds is acceptable for a website’s visitor to retain his/her interest[30]. 

4.2 PeppesBodega-RMS 
PeppesBodega-RMS is the current RMS. It is used extensively by both the design and test 

teams at the target department. It is a robust, scalable, and easily maintainable solution which 
addressed the limitations of the previous system (details of how it did this will be explained 
in subsequent subsections). Currently this RMS is being extensively used by the LAB team 
(see section 1.2) for administrative purposes and also by the design and test teams for task 
oriented purposes. 

4.2.1 Development 
PeppesBodega-RMS was developed in Erlang†.  OTP‡ was generally used in development 

of its web-framework. beard[32] is one of the essential components that was created in order 
to provide dynamic content selection via the web-interfaces. 

4.2.2 Stake-holders 
PeppesBodega-RMS provides services to three different graphical regions: Sweden, 

China, and Croatia. All three regions have their own local administrators and users. 

4.2.3 Access rights 
Users of PeppesBodega-RMS can be divided into two user groups based upon the actions 

performed on certain content in the database: 

• Administrator group 
This group is further divided into two subgroups 

Local Administrator A local administrator has the relevant permissions to 
modify the information concerning devices/STPs 
local to a particular region. For example, the local 
administrator for Sweden can only modify 
device/STP information for the LAB’s devices 
located in Sweden 

Super Administrator A super administrator has the relevant permissions to 
modify information about devices/STP globally (i.e., 
in any region). A super administrator can modify the 
view content for all devices/STPs. These changes 

                                                 
* Jakob Nielsen, http://www.nngroup.com/people/jakob-nielsen/  
† Erlang, http://www.erlang.org 
‡ OTP, “OTP is set of Erlang libraries and design principles providing middle-ware to develop these 

systems”.[31]  
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4.2.4.2 STP view 
One or more devices are grouped together to form an ‘STP’. The resulting STP is 

bookable by any user. The concept of a STP was introduced so that device(s) can be booked 
by a particular user for a specific purpose. An STP consists of the following four important 
components: 

• List of devices, 
• Booking purpose, 
• Booking time (period), and 
• Booking user. 

The ‘List of devices’ refers to a subset of all the devices that will be reserved for the 
‘Booking User’ who has booked the STP for a specific ‘Booking purpose’ for a specified 
‘Booking time’ (period). The default booking time (period) is two weeks. The ‘Booking time’ 
(period) ensures that the ‘Booking User’ has control of these devices for the specified time 
frame. After this time period expires the status of these devices automatically returns to the 
“Available” state. 

4.2.5 Salient Features of PeppesBodega-RMS 
PeppesBodega-RMS is being used extensively in the NCI and MSV-RBS-NCI 

departments (See section 1.2) for administration of the devices maintained by the LAB team. 
These departments have both common and domain specific tasks which need to be 
performed. For example, NCI uses the information about devices to perform function tests, 
whereas MSV-RBS-NCI utilizes the same information to perform system tests. However, the 
configuration files needed by NCI and MSV-RBS-NCI are different and contain domain 
specific information. The PeppesBodega-RMS serves as the backbone of the testing 
processes in these departments. 

The PeppesBodega-RMS has the following salient features (each of which will be 
described further in the following paragraphs): 

1. Device tracking, 
2. Concept of STP, 
3. Device booking, 
4. IP address pool management, 
5. Storage Inventory, 
6. Database backup, 
7. Email subscription, 
8. Naming Convention, 
9. Lab-Scan System, and 
10. Requirement-Request portal. 

4.2.5.1 Device tracking 
Within the PeppesBodega-RMS, each device is uniquely identified by a unique device 

identifier (DID). 

4.2.5.2 Concept of STP 
A STP is the smallest bookable unit for the PeppesBodega-RMS. A STP must contain at 

least one device. For a device to be bookable by a user it must be part of a STP and then this 
STP can be booked. It is important to note that the set of devices in a STP is typically very 
stable, since these devices are used together to conduct a specific type of test. 



28 

 

4.2.5.3 Device booking 
As mentioned above devices cannot be booked until the device is part of an STP. Device 

booking is done in terms of a STP for the following reasons: 

• The SUT for a specific purpose usually consists of more than one device, i.e. it is 
easier to book a single STP for testing a SUT rather than separately booking several 
devices. Consider a SUT which requires device1, device2, and device3, it is more 
convenient to book one STP rather than separately booking these three devices. 

• Managing a STP is far easier than managing individual devices. If you need another 
device to test the SUT, then you simply add the device to the STP. Once the testing 
task is finished, then all of the devices in the STP can be made available by simply 
unbooking the STP. For a similar test the STP can be rebooked by another person. 

• Each STP has associated with it a set of comments that can be used to identify the 
purpose for which this STP can be used. 

4.2.5.4 IP address pool management 
In a large network, such as Ericsson’s internal network, efficient utilization of IP address 

space* is important. Due to the consumption of a large number of IP addresses by the many 
devices within the LAB, it was very important to automatically track the IP addresses 
allocated to devices and free up unused IP addresses. 

Public IP address space is being used for the LAB’s devices rather utilizing a private IP 
address space because it is preferred to keep the LAB environment as close to the customers’ 
environment as possible; for example, for vulnerability tests. Additionally, when the SUT is 
installed it will generally be in an environment with statically assigned IP addresses, rather 
than a networked environment with a dynamic host configuration protocol server; hence it is 
better to test the devices with such a configuration. 

4.2.5.5 Storage Inventory 
Devices in a storage area are part of a reserved STP (specifically STP-003). This STP is 

non-bookable and it is not visible to members of the ‘User Group’, rather it is only visible to 
the ‘Administrator Group’. Within the ‘Administrator group’, the local administrators have 
their own reserved STPs and these STPs do not overlap with each other. 

4.2.5.6 Database backup 
A backup of the database is taken at regular intervals. Thus if the database is corrupted or 

unavailable for any reason, the database can be recovered from the backup. Additionally, 
there are cases when it is necessary to know what device information was available on a 
particular date in the past. 

The database backup is stored only on a single disk, at least from the moderator’s 
perspective. But internally within the network team, the separate replicas are maintained and 
data is safely preserved even in the case of a failure of a primary disk. 

The shortcoming of this database backup approach is that there is no mechanism which 
can cater for the scenario when information was entered in the database since the last backup 

                                                 
* Specifically addresses from the IPv4 address space. 



29 

 

and then the database is corrupted. In this case the information lost cannot be recovered by 
any known means in the currently implemented system, i.e., there is no journaling or log file 
to keep track of changes to the database. 

4.2.5.7 Email subscription 
An email subscription is available to a ‘Booking user’. This user will be sent email twice 

before a booking expires for a particular STP. The first email is sent three days prior to the 
expiration of the booking period and a second email is sent on the last day of booking period. 
In this way the booking user is notified that if no actions are performed, the booking will 
expire. Before the booking expires the user can rebook the STP for a new time period. 

4.2.5.8 Naming Convention 
For effective communication to take place among different departments concerning a 

particular product, the naming convention should be consistent. The PeppesBodega-RMS 
defines naming conventions for all the devices. This information is used during the process of 
selecting and installing software on a particular type of device. A department can search in 
the device view to find information about all of the devices of a specific type, and then if 
necessary a suitable non-booked device can be selected for inclusion in the STP. 

4.2.5.9 Lab-Scan System 
The PeppesBodega-RMS saves information in two phases. In the first phase information 

is saved in the database and in the second phase a text file (specifically the TEC) is generated. 
This text file is currently used for two purposes: 

• To create an installation script for a particular device and 
• In the test environment (JCT and JCAT) this file is used to automate the generation of 

test instructions for this particular device. 

4.2.5.10 Requirement-Request portal 
Change requests and new functionality requests are handled via a web portal. All the 

stakeholders (see section 4.2.2) can submit requirements. The impact of these potential 
changes analyzed by a moderator who considers the estimated implementation details 
(technical architecture needs and deliverable artifacts) to meet the requirements of the 
proposed change. Then an estimate of the time that will be required to make this change is 
calculated and provided to the department responsible for the RMS to prioritize their 
implementation of these requirements. 

4.2.6 Architectural design of PeppesBodega-RMS 
This section describes the overall architecture design of PeppesBodega-RMS that is 

relevant for the proposed extension of it in this Master’s thesis. The following are the main 
components of the PeppesBodega-RMS architecture (as shown in Figure 4-3): (1) Command 
line interface (CLI), (2) Web User Interface (UI), (3) Core Application, and (4) Database. 



30 

 

4.2.6.
The

via a co
modera
the fun
section 
user int
motivat

4.2.6.
Pep

As yaw
handle 
fact tha
perform
dynami
Templa

The
the web
function
isolated
indepen
templat

      
* For

CLI 

Erlang 
Shell 

.1 CLI 
e functionali
ommand lin
ator, no-one
nctionality i

4.2.6.3). A
terface (GU
tion behind 

.2 Web 
ppesBodega-
ws supports 

web reques
at this resu

mance, calle
ic-content s
ate file and (

e template fi
bpage and 
ns used in 
d via the tem
ndent of na
te in Englis

                  

r details about

WE

frontend

bear
Templa
Soluti

Figure 4-

ity impleme
ne interface 
e else can u
is available 

As the CLI i
UI) would b

users using

UI 
-RMS is cu
the dynam

sts. At first 
ulted in a 
ed beard [32
selection. T
(2) a View-

file is used t
does not c
the templat

mplate, whi
atural langu
sh, Swedish

                  

t YAWS see h

EB UI 

Yaws 

d 

V
a
l
i
d
a
t
e 

rd 
ate 
ion 

backend 

3: Archit

ented in the
(CLI) by th
se the CLI.
via the tw

is not easy 
be more con
g a WEB UI

urrently run
mic-content

mustache [
slow respo

2] was deve
The beard te

logic file. 

o provide th
contain any 
tes for data
ch has the a

uage bounda
h, Chinese,

       

http://hyber.or

bode
V

bode
-

adm

tectural Design

e PeppesBod
he moderato
. The CLI i

wo core app
to interact 

nvenient to 
I in PeppesB

nning on Ya
web applic

[33] was us
onse times,
eloped and 
emplate sol

he structure
y embedded
a input via 
advantage t
aries, i.e., t
, etc. The 

rg/ . 

Core 

ega 

ega 
    

m 

e

b

ca

n of PeppesBod

dega-RMS 
or for debug
is accessed 
plications: b
with; a too
use than a 

Bodega-RM

aws (Yet an
cation, we n
sed as a tem
, a similar
is now use

lution work

e of the cont
d logic. The

templates. 
hat the tem
the same vi
framework 

Applicatio

email 

Timeline

booking 

ancellation

. . . . . . . .

dega-RMS 

(see section
gging purpo
via an Erla

bodega and
l with an in
simple CL

MS rather tha

nother webs
needed a te

mplate solut
template s

ed for creat
ks with two

tent (in HTM
e view-logi
The result 
plate, if nee
iew logic c
under disc

n 

db_My

. 

db_M

n 4.2.5) can
oses. Other 
ang shell, w
d bodega-ad
nteractive g

LI; and that 
an using a C

server) web
emplate sol
tion, but du
solution wi
ting webpag
o input file

ML [34] for
ic file cont
is that the 

eded, can b
can be used
cussion has

D

ySQL 

Mnesia 

be used 
than the 

where all 
dm (See 
graphical 

was the 
CLI. 

bserver*. 
lution to 
ue to the 
ith high 
ges with 
es: (1) a 

rmat) on 
tains the 

logic is 
e reused 
d with a 
s used a 

Mnesia 

MySQL 

Database 



31 

 

separate directory structure for both view-logic and template files. Also the naming 
convention corresponding to view-logic and template is kept the same with two different 
extensions used in order to distinguish them from each other. 

As discussed above PeppesBodega-RMS is using beard for its dynamic content selection 
and as the requirements increased so did the pattern catalogues (see section 4.2.6.3). There 
was a need for a front-controller to make the design sufficiently efficient that we can shift 
between different patterns by changing only a single entry point. The front-controller has 
been further divided into front-end and back-end parts. The front-end and back-end parts 
together provide the interface for different functional and non-function requirements (see 
section 4.2.5); some of the most important requirements were listed in section 4.2.6.3. 

The input to the core application is firstly validated by the web UI module. This 
restriction of having the actual functionality and validation functionality in a separate place 
makes it easier to locate the bug in the event of a problem. 

4.2.6.3 Core Application 
As discussed in section 4.2.3, there are two access-rights groups, i.e. administrator group 

and user group. Based upon the functionality of both the groups and their ability to change 
the state of PeppesBodega-RMS, two APIs were developed: 

1. bodega.erl 
2. bodega_adm.erl 

In general, states are very important to consider when it comes to efficient design 
techniques. QuickCheck [35] is an efficient property-based testing tool, which provides the 
user with the state of the SUT when a fault occurs. This in-turn is only possible if the 
implementation and the structure the code design utilized as few side-effects as possible and 
where side-effects are used they should be limited to only a few specific areas; although the 
use of functional programming languages (such as Erlang) restricts the usage of side-effects. 
PeppesBodega-RMS was carefully designed such that the use of side-effects is limited to 
only certain specific places. 

The API ‘bodega.erl’ is responsible for the all of the actions performed by the user group, 
whereas the ‘bodega_adm.erl’ API provides the functionality for all actions that can be 
performed by the administrator group. The allowed state-changes available for members of 
the user group are the booking and unbooking of devices, while the allowed state-changes for 
the administrator group include all the possible state-changes in PeppesBodega-RMS (see 
section 4.2.5) 

4.2.6.4 Database 
A state-change in PeppesBodega-RMS is handled in two different ways (either state-

change-independent or state-change-dependent), depending upon what has been changed and 
where the changes have occurred. 

A state-change-independent state-change that is done locally is written directly to the 
database. This type of state-change is not an input to any test oriented task and is only used to 
administer the device usage information, such as booking and unbooking. Once this action 
has been performed, the new data is written to the database. 

A state-change-dependent state-change is also done locally on the system but is not 
written directly to the database. The state-change remains local to the system, until a ‘lab-
scan’ is performed and then the state-change is pushed to the database. This type of state-
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change is used in test oriented tasks, such as installation of devices, test case execution, etc. 
The reason for this dependency is to ensure that the contents of the database are readily 
available to the user when performing a test oriented task; this is achieved by storing the 
database in a user-readable format each time a lab-scan is performed. 

Initially the core application was developed to support MySQL; later it was decided to 
shift to Mnesia [36] as all the RMS development was in Erlang, hence it was logical to use an 
Erlang based database in order to be consistent with the development tools. Today there is 
still support for MySQL, but Mnesia is the only database (actively) used in this framework as 
it caters for all the needs for PeppesBodega-RMS. In Mnesia the backend database storage 
can be either Ets* or Dets†. Ets tables resides in Erlang runtime system where as Dets are 
stored on disk. This reflects lower read/write time of Ets as compared to Dets. The selection 
of usage of Ets and Dets is done as a property‡ provided during the creation of table in 
Mnesia database. In PeppesBodega-RMS Dets are being used. 

 

                                                 
* Ets, http://www.erlang.org/doc/man/ets.html, Last accessed : 2013-12-28 
† Dets, http://www.erlang.org/doc/man/dets.html, Last accessed : 2013-12-28 
‡ property,  {disc_only_copies, nodes()} refers to dets, {ram_copies, nodes()} refer to both ets whereas 

{disc_copies, nodes()} refers both to ets and dets. http://www.erlang.org/doc/man/mnesia.html, Last 
accessed : 2013-12-28 
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5 PeppesBodega Extended RMS’s 
Topological Framework 

PeppesBodega Extended RMS’s topological framework is the artifact constructed (in this 
Master’s thesis) to solve the problem stated in section1.1. DSR was adopted as a 
methodology throughout this Master’s thesis project to create PeppesBodega Extended RMS 
- topological framework (TF). To simplify the naming we will refer to this artifact as 
PeppesBodega-TF in the remainder of this thesis. 

5.1 Existing design 
Chapter 4 explained the design transitions (section 4.1 and section 4.2) of PeppesBodega-

RMS; it also stated different reasons for why a new solution was implemented to extend the 
existing PeppesBodega-RMS 

PeppesBodega-RMS has been catering very well to the needs of all the involved 
departments when it comes to the functions expected of an ordinary RMS system, e.g. device 
tracking, efficient use of IP-pool and storage inventory etc. But the requirements for a 
topological RMS emerged, not only to contribute to even more structured information being 
available about each of the devices, but also to increase the efficiency of test automation. 

5.2 Design Transition 
PeppesBodega-TF should facilitate the activities of the different teams (see section 1.2) 

by providing more and better structured information about the devices and hence provide 
greater control over test automation. PeppesBodega-TF is expected to successfully fulfill all 
the objectives (stated in section 1.4) and to solve all the problems described earlier in this 
thesis. 

The following subsections describe the step-by-step processes that this Master’s thesis 
project employed to implement the desired solution. 

5.2.1 Development tools and design 
The development of PeppesBodega-TF has utilized the same development tools and 

followed the same design principle as PeppesBodega-RMS (see section 4.2). The reason for 
these being the same is that the artifact created in this Master’s thesis project (PeppesBodega-
TF) is not a standalone web-framework; but rather it is an extension of the existing 
PeppesBodega-RMS. So we found it fairly logical and convenient to use the same 
development tools and design principles. However, there are some new concepts introduced. 
Each of these new concepts will be discussed in following subsections. 

5.2.1.1 Device Definition 
In order to explain the following subsection, first we need to define the devices in the 

LAB and how they can be connected to each other. As the system verification domain is very 
broad in the MSV-NCI department, it is difficult to explain all possible configurations in the 
context of this topological RMS. Before explanation of any configurations, the relevant 
background definitions are needed. The configuration explanation will be developed during 
the explanation in each relevant subsection (See section 4.2.6.3). 
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5.2.1.1.1 Devices 
As mentioned in section 4.2.5.1, each device is uniquely identified by a unique device 

identifier (DID) to keep track of the devices for LAB administration purposes. As of today 
these DIDs are not used inside a TEC; but there exists a plan for automating the device 
information for the convenience of verification engineers and to avoid conflicts with 
mismatches of information due to human error. 

The devices (identified by DIDs) are associated with product identifiers (PIDs). A device 
associated with a PID guarantees that the device has certain specific functional features. More 
than one device can have same PID. PIDs (in Ericsson AB) have the same meaning as models 
of a particular appliance (in real life). 

5.2.1.1.2 Interconnection 
Each device has some connection points* with which other devices can connect to it; 

these connection points are referred as interconnections. We have logically grouped together 
the devices that have some common functionality (although having different PIDs) and 
having common interconnections. This concept of logically combining different devices on a 
‘device type’ level will be discussed in section 5.2.1.4. 

5.2.1.2 Grammar selection 
PeppesBodega-RMS was built following quite good programming practices, of which the 

most noteworthy was avoiding hardcoded values in the source code. The Erlang config files 
are used as input to different processes in order to avoid hardcoded values being written in 
multiple places. 

For the PeppesBodega-TF it was decided not to use the Erlang config files; but rather we 
opted for a computer grammar based solution. The reason for selecting a computer grammar 
was that we needed a scalable solution for definition of devices and their possible 
interconnections; and some of the inherent features of the selected grammar (e.g. allowed 
structure, composition of expressions, etc.) were helpful during the implementation. 

To specify the definition of devices and their possible interconnections, we have selected 
a context-free grammar. As context-free grammars are extensively used for type definitions 
in programming languages, a similar approach was adopted to provide the foundation blocks 
used in the proposed solution. 

As the SUT being used in the target department is being tested internally (see section 1.2) 
the grammar is domain specific. This Master’s thesis proposes a special grammar translation 
that can also be used externally. 

5.2.1.3 Grammar definition 
After selecting the grammar, the definition of the grammar was done in BNF[37–39] (in 

Erlang format). The BNF in its standard format and its interpretation in Erlang format (as 
relevant to this Master’s thesis domain) can be found in Appendix A. 

                                                 
* These connection points include both physical connectors and logic connectors (for example, an IP 

address, protocol, and port number). 
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We will explain three grammar expressions (with different levels); the rest of the 
grammar also follows the same principle. See Equation 5-1, Equation 5-2, Equation 5-3, 
Equation 5-4, and Equation 5-5 as references that will be used in expression definitions. {݀ݑ,  {[′4/ܣ1ܴ	161/1	127	ܷܦܭ′]

Equation 5-1 : Erlang grammar - logical binding {݀ݑ, [′KDU	137	930/1	P1B′]} 
Equation 5-2 : Erlang grammar - logical binding {′ܷܦܭ	127	161/1	4/ܣ1ܴ′, ,ݐݎ݋݌݅ݎ݌ܿ] ,ݐݎ݋݌݅ݎ݌ܿ ,ݐݎ݋݌݅ݎ݌ܿ ,ݐݎ݋݌݅ݎ݌ܿ ,ݐݎ݋݌݈݀݅  {[݊݋݅ݐ݌݋ݏ݌݃

Equation 5-3 : Erlang grammar - Interconnections {′KDU	137	930/1	P1B′, ,ݐݎ݋݌݅ݎ݌ܿ] ,ݐݎ݋݌݅ݎ݌ܿ ,ݐݎ݋݌݅ݎ݌ܿ ,ݐݎ݋݌݅ݎ݌ܿ ,ݐݎ݋݌݈݀݅  {[݊݋݅ݐ݌݋ݏ݌݃
Equation 5-4 : Erlang grammar declaration {ܿݐݎ݋݌݅ݎ݌, ,ݑ݀] ,݋݅݀ܽݎ  {[ܿ݅ݎ݌ܿ

Equation 5-5: Erlang grammar – Valid Interconnection options 

 
Table 5-1: Levels of Grammar definition 

Logical binding As mentioned in section 5.2.1.1.2, we have logically 
grouped the devices with different PIDs. Referring to 
Equation 5-1 and Equation 5-2 both PIDs ‘KDU 127 
161/1 R1A/4’* and ‘'KDU 137 930/1 P1B’* have ‘du’ as 
their binding type†. The reason for this is that when we 
later define what interconnections can be connected to 
which device, i.e. ‘valid interconnection option’, it will 
be easier if we can just mention a binding type, in this 
case ‘du’, instead of giving each individual PID. 

Interconnections Equation 5-3 provides the details for connection points 
for a ‘ܷܦܭ 127 161/1  PID. To define a PID’s ’4/ܣ1ܴ
interconnection we can specify multiple ‘cpriport’ but to 
uniquely identify each connection port, we concatenate 
each of ‘cpriport’ ‡  with a letter from the English 
alphabet. (For details see section 5.2.1.4.) 

Valid Interconnection options This level of definition for our grammar indicates what 
‘logical binding’ a connection point can connect to. 
Equation 5-5 defines that a cpriport interconnection can 
only connect to a du, radio or cpriport (logical bindings). 

                                                 
* This is an Ericsson radio base station (RBS) 6000 Digital Unit example product. 
† “du” can be interpreted as “Device Unit”. 
‡ “cpriport” means Common Public Radio Interface (CPRI™) port - see Section 2.4. 
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5.2.1.4 Grammar translation 
After defining grammar, it was equally important to translate the grammar into such a 

format that can be structured into objects, i.e., Erlang records. In Erlang a type definition is 
very strict, so it was important to have getter and setter functions for all the objects created. 
The translation of the grammar was divided into two parts: 

1. Conversion of grammar into records and 
2. Interfaces for records. 

For the first part a parser was designed that performs the translation into records. This 
parser only translates PIDs with their interconnection into Erlang records (See Equation 5-3). 
As a device can have multiple ‘cpriport’ it is important to uniquely distinguish them, for this 
we concatenate a letter from the English alphabet (A-Z).  Equation 5-6 shows a conversion of 
the grammar (PID with its interconnections) defined in Equation 5-3 into a Erlang record. −ࢁࡰࡷ)܌ܚܗ܋܍ܚ	૚૛ૠ	૚૟૚/૚	ࡾ૚࡭/૝,{ۯܜܚܗܘܑܚܘ܋, ,۰ܜܚܗܘܑܚܘ܋ ,۱ܜܚܗܘܑܚܘ܋ ,۲ܜܚܗܘܑܚܘ܋ ,ܜܚܗܘܔ܌ܑ  .({ܖܗܑܜܘܗܛܘ܏

Equation 5-6: Erlang grammar - record definition of a PID 

Then second phase defines the getter and setter for interconnections that a specific PID 
can use to connect to other devices. The restriction for getting any field (interconnection) for 
a record (PID) is that records are atoms* which cannot be passed as a variable to get or set 
any field in record. So getters and setter functions for all interconnection were mandatory to 
define at compile time.  Equation 5-7 shows a getter function generated for interconnection 
‘cpriportA’ of PID ‘KDU 127 161/1 R1A/4’. Equation 5-8 shows the setter function 
generated for interconnection ‘cpriportA’ of PID ‘KDU 127 161/1 R1A/4’. The getter and 
setter functions are automatically generated for all the interconnections of all PIDs defined in 
the grammar. ′ࢁࡰࡷ	૚૛ૠ	૚૟૚/૚	ࡾ૚࡭/૝ᇱ(ࢊ࢘࢕ࢉࢋࡾ, →(࡭࢚࢘࢕࢖࢏࢘࢖ࢉ .′૝/࡭૚ࡾ	૚૟૚/૚	૚૛ૠ	ࢁࡰࡷ′#ࢊ࢘࢕ࢉࢋࡾ  ࡭࢚࢘࢕࢖࢏࢘࢖ࢉ

Equation 5-7: Erlang grammar – interconnection getter function ′۹۲܃	૚૛ૠ	૚૟૚/૚	܀૚ۯ/૝′(܌ܚܗ܋܍܀, ,ۯܜܚܗܘܑܚܘ܋ (܍ܝܔ܉܄ 	→ ۯܜܚܗܘܑܚܘ܋}′૝/ۯ૚܀	૚૟૚/૚	૚૛ૠ	܃۹۲′#܌ܚܗ܋܍܀ =  {܍ܝܔ܉܄
Equation 5-8: Erlang grammar – interconnection setter function 

Then the last phase defines the last level of a connection, i.e. what the interconnection can 
be connected to. For example ‘cpriport’ on device-A can be connected to device-B via a 
matching ‘cpriport’. 

The recursive definition of a device and its interconnection acts as an input to the records 
generation module. However, the definitions need to undergo a completeness test in order to 
generate the corresponding records (See section 6.3.1 for more details). For example, if the 
‘cpriport’ is not defined and it is being used in the interconnection of a PID, then the parser 
will exit generate an error. 

                                                 
* atoms, http://www.erlang.org/doc/reference_manual/data_types.html 
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• Grammar – A detail discussion was provided in section 5.2.1 
• Configuration - This component supports the creation of configuration (topological) 

information. As described earlier the resulting configuration is saved in two formats: 
erlang(cfg) and java(xml). These formats providing TEC input to the two different test 
environments (see section 1.2) and provides a textual display in both formats. 

Data structures are used extensively for organizing data in structured manner. Examples 
of data structures include trees, sets, hash tables, queues, stacks, etc. The primary reason for 
selection of a specific data structure for solving a complex problem is that a particular data 
structure guarantees certain features and we can build a solution on top of existing (solution) 
blocks. For examples, sets (implemented in different programming languages) implements 
union, intersection, subset, size, iterate, searching, … functionalities. Also some algorithms 
optimize the execution time required for set operations. We will not provide details of data 
structures and algorithms as this is a wide domain and each concept needs extensive 
discussion. The interested reader is referred to Aho et al. [40] which explains data structures, 
algorithms, and related topics with detailed discussions. 

The selection of a data structure for encoding the configuration information was not an 
easy decision because the selected data structure will serve as the foundation for the next 
steps in the implementation. After analysing our needs (see section 1.4 and 2.5.2) two data 
structures (trees and graphs) were selected. We implemented a directed tree based structure 
for organizing the configuration information, but later when we tried to retrieve the 
information the loading lead to an infinite recursion. We therefore concluded that since the 
topological information was undirected, it was impossible to add and delete the saved 
configuration information in a directed tree data structure using conventional tree grafting 
and pruning operations. Also as there are multiple connections originating/terminating at a 
single device (due to multiple interconnections – see section 5.2.1.1.2), a tree due to its 
acyclic property (there exists only one route from one point to another) was not an 
appropriate solution. Furthermore, a tree cannot have unconnected interconnections that 
would be a valid configuration in our domain as a device may or may not be connected to 
another device.  After learning these lessons, we re-analysed our needs for a topological RMS 
and found that an undirected graph better catered to all of our needs. The following are the 
main features with respect to interconnections that we obtained by encoding our 
configuration information in graphs: 

Cyclic More than one interconnection can originate from and terminate at all 
devices  

Connected A device can have interconnection(s) which are not connected to any 
other device’s interconnection 

Undirected Regardless of the order of connections being made by specifying the 
origin and destination interconnections, the outcome will remain same. 
Thus a connection originating from interconnection A and terminating at 
interconnection B is the same as a connection originating from 
interconnection A and terminating at interconnection B. 

This functional core application will be released for use within the company once it has 
been thoroughly tested (See section 6.3). 
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5.2.2.4 Database 
As mentioned in section 4.2.6, the Mnesia database is currently used by PeppesBodega-

RMS. In PeppesBodega-TF a new record ‘topology’ was added for structuring and a 
corresponding Mnesia table was introduced for storing topological information. The existing 
library for database transactions (addition/deletion and modification) to Mnesia tables was 
extended to incorporate the transactions for the ‘topology’ Mnesia table. 

5.2.3 Interfaces 
The CLI interfaces were developed first and then the beard structure was used to provide 

the web UI. As mentioned earlier the CLI only addresses the need for an administrator to 
invoke specific functionality, while the Web UI performs extensive validation before 
performing any actions. This means that the ‘User group’ should not have the full 
functionality of the CLI in order to avoid the risk of users performing operations that could 
result in a corrupted database or crash the server. For these reasons, the CLI functionality is 
only provided to the ‘Moderator’ for debugging and development purposes. 

All the interfaces mentioned in section 5.2.2.2 were only for ‘User groups’. The 
restriction of interconnections for an existing PID or a newly added PID need to be manually 
added to the grammar file, then PeppesBodega-TF is compiled to reflect the changes. These 
operations are only done by the ‘Moderator’. 
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6 Testing and Evaluation 
This chapter describes the testing and evaluation of PeppesBodega-TF (as presented in 

Chapter 5). We will evaluate to what extent the goals of the Master’s thesis project were 
fulfilled and we will identify and analyze any discrepancies between the implemented 
solution and desired solution (as was specified in Section 1.4). After this the implementation 
of PeppesBodega-TF will be evaluated in terms of the characteristics of an RMS defined by 
Kulkarni et al.[21]. Last but not least reliability testing and performance testing of the 
topological information will be carried out. 

6.1 Achievements and Discrepancies 
In this section we will analyze the fulfillment of the goals (as defined in section 1.4) of 

this Master’s thesis. Next we discuss the implementation that has been made in order to fulfill 
these goals. Finally, we will see if there are some discrepancies between the implementation 
and the proposed solution. 

6.1.1 Achievements 
The implementation and design of a topology aware RMS has been completed and details 

of each implemented feature were provided in Chapter 5. The implemented solution has been 
designed and implemented to flexible and it is easily expandable (see Section 5.2.1.2). The 
following enhancements were made to the existing RMS during the implementation of the 
proposed solution: 

1. Improved security, 
2. Restructured source code, 
3. Improved frontend and backend controller, and 
4. Removal of timeworn functionality. 

6.1.1.1 Security 
The credentials of administrators are now being processed using SHA-1 encryption. This 

means that plain text versions of the credentials are no longer being stored, thus increasing 
the security of the system. 

6.1.1.2 Restructure of the source code 
During the implementation phase, it was noticed that some of the parts of the source code 

were not using the beard structure, but rather used another method to do the same thing. 
Although this was not a problem in and of itself, in order to make the source code better 
aligned with the rest of the source, the source code was converted to consistently us the beard 
structure. This clearly increases the reusability of source code and allows direct 
communication between different parts of the code. 

6.1.1.3 Improved frontend and backend controllers 
In section 6.1.1.2, the restructuring of the source code also helped us to modify the 

frontend and backend controllers. This modification enabled us to remove unused code, 
directly reducing future efforts to maintain the source code and increasing the maintainability 
of the source code. 
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6.1.1.4 Removal of deprecated functionality 
Identification and removal of outdated functionality was also done as part of this Master’s 

thesis project. 

6.1.2 Discrepancies 
The implemented functionality is not yet completely available for all of the stake-holders 

(see section 4.2.2) because of the lack of a complete web UI. A detailed discussion of this 
was included in section 5.2.2.2. 

The goal for providing detailed information about all of the devices in the LAB was 
fulfilled to the desired extent. The major challenge that we faced and which caused us to 
deviate from the goal of providing detailed information was the decision to not increase the 
number of devices available for DIDs. An example of the problem is that we do not track all 
the power distribution units despite the fact that there are quite a lot of them, as they were not 
actually part of each STP. Because these devices do not have unique DIDs a decision was 
made to not to include these devices into the extended RMS. 

6.2 Analysis of the characteristics of 
PeppesBodega-TF 

In this section we will analyze the implemented PeppesBodega-TF according to the 
metrics defined by Kulkarni et al.[21]. During the implementation phase, along with the 
requirement fulfillment these metrics were kept in mind. It was observed that the existing 
PeppesBodega-RMS implemented some of these metrics, but as the topological framework 
was introduced the RMS’s functionality with respect to some of these metrics was also 
extended. The metrics defined by Kulkarni et al.[21] can be divided into three categories: 

1. Administrative operations, 

2. Components of a topological RMS, and 

3. Features of a topological RMS. 

6.2.1 Administrative operations 
As discussed in section 2.5.2.1, the RMS should be able to provide following three 

essential operations to administrator: Monitor, Manage, and Control the RMS. 

6.2.1.1 Monitor 
In PeppesBodega-RMS the devices are used for testing purposes, thus monitoring should 

not affect the ongoing tests using the devices. For this reason, monitoring of network 
connected components was implemented in PeppesBodega-RMS by sending a ‘ping’ request 
to those devices with one or more IP addresses. This monitoring technique only monitored if 
the device was reachable or not. This technique was unable to completely monitor all of the 
devices, as not all of the devices in the LAB had an Ethernet connection; hence monitoring 
all of the devices was impossible using only this technique. In PeppesBodega-TF, no 
additional monitoring technique was needed as the devices in each configuration were the 
same and we could not perform any action other than checking the ‘ping’ status of devices 
with Ethernet connections and that was already implemented. 
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6.2.1.2 Manage 
In PeppesBodega-RMS after getting information, the management of a reachable device 

required no changes for these devices, but for non-reachable devices the main reasons for a 
device not being reachable was due to the device being in faulty condition, a problem in the 
network, or because the device was powered off. In the case of a faulty device (due to a 
hardware fault) the non-reachable device should be replaced. In the case of a faulty device 
(due to a software fault) the device should have its software re-installed. A powered off 
devices should be manually removed from the testing LAB after at most one week, i.e., the 
device should be returned to the pool of available devices so that more effective use could be 
made of it. In the case of network problems the network issue needed to be manually 
identified and resolved. With the implementation of PeppesBodega-TF, the control of devices 
has improved as now the administrator simply has to check if the non-reachable devices are 
being used in any configuration that has other devices power-on in that configuration. 
Consider an example configuration, configuration-1, consisting of two devices: device-A and 
device-B. If device-A is non-reachable due to power-off then the administrator must look into 
the configuration containing device-As. In this case the administrator looks at 
configuration-1, if any of the devices in this configuration are powered-on then the 
administrator can assume that device-A is powered on, otherwise this device-A should be 
removed from the testing LAB, returning it to the pool of available devices. The overall 
management process for a powered off device is illustrated in Figure 6-1. 

As described above, PeppesBodega-TF does take advantage of the transitivity 
information from the topology information in the RMS. A potential future enhancement 
would be to monitor devices using the transitivity information in the topology database, i.e., 
if we have connectivity between two devices within a STP, then if we have network 
connectivity to one of them – we can assume that the other devices is present – since it is part 
of the STP. 
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Figure 6-1: Device management of a powered-off device 

6.2.1.3 Control 
PeppesBodega-RMS had a limited ability control the managed resources. Even though the 

devices were grouped into STPs having a label, such as “used for test purpose-x”, the RMS 
lacked control of the usage of these devices. Now that PeppesBodega-TF stores the 
topological information of the devices in one or more STPs. This information can be used to 
help the tester have greater controls over the devices because the system will generate an 
error if someone else, mistakenly, defines an interconnection to a device that already has a 
defined interconnection in another STP. For example, in configuration-X of Alice, if device-1 
has interconnection port-A connected to interconnection port-B of device-2, and then if Bob 
tries to define a connection for interconnection port-A of device-3 to interconnection port-A 
of device-1 an error will be generated. This is shown in Figure 6-2. 
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Figure 6-2: Control of devices 

6.2.2 Components of a topological RMS 
In this section we will analyse if PeppesBodega-TF has the basic components of a 

topological managed RMS according to the criteria described by Kulkarni et al. We will use 
the same approach as in section 6.2.1 due to some characteristics already being present in 
PeppesBodega-RMS. Kulkarni identified the following essential components of a topological 
RMS: 

1. Plurality of nodes in the network, 
2. Plurality of interconnections among these nodes, 
3. A management system consisting of managed network resources stored in a database, 
4. Database of managed network resources, and 
5. Plurality of network administrators. 

6.2.2.1 Plurality of nodes in the network 
As mentioned in section 4.2, all of the devices in PeppesBodega-RMS are uniquely 

identified by DIDs, i.e., their device identifiers. So this component already existed before the 
development of PeppesBodega-TF. No specific enhancements were made for this component. 

6.2.2.2 Plurality of interconnection among these nodes 
Improvements to this component comprise the main contribution of this Master’s thesis 

project. PeppesBodega-TF is implemented to provide the functionality for all (usually more 
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than one) interconnections between a device and another device. The detailed description of 
this functionality was provided in section 5.2. 

6.2.2.3 A management system consisting of managed network 
resources stored in a database 

This component refers to storing the data of each specific configuration. PeppesBodega-
RMS stored the data specific to device, STP, and booking information. A similar approach 
was used in PeppesBodega-TF to store this data into a Mnesia database. In PeppesBodega-TF 
this same database was also used for storing topological information (see Section 5.2.2.4 for 
details). 

6.2.2.4 Plurality of network administrators 
As mentioned in section 4.2.2, there are local administrators for three regions of 

stakeholders for PeppesBodega-RMS administration. The implementation of 
PeppesBodega-TF enables more administrative usage by the User group, rather than 
restricting these administrative functions to the Administrator group. This is because the 
‘Moderator’ can define the possible interconnections (see Section 5.2.1.3) for each new 
device PID (see Section 5.2.1.1.1) in PeppesBodega-TF database. Given these definitions 
most of the topological information about a given configuration will be done by a member of 
the User group in order to generate their desired TEC input. 

6.2.3 Features of a topological RMS 
In addition to administrative operations (see section 6.2.1) and components of the 

topological RMS (see section 6.2.2), we will analyze if the implemented solution has 
following essential features: 

1. Modification of configuration data, 

2. Visualization of “Node view”, and 

3. Auto-update of “Node view” with addition of a new parent node. 

6.2.3.1 Modification of configuration data 
This feature is implemented and was discussed in Section 6.2.2.4 during discussion of 

‘Plurality of network administrators’. 

6.2.3.2 Visualization of “Node view” 
This feature has not been implemented due to the limited duration of this Master’s thesis 

project. We have made a suggestion about its implementation as part of future work (see 
Section 7.2). However, the textual TEC (see Section 5.2.2.2 : Topology textual view) 
contributes a good conceptual picture to understand the topology of a configuration. 

6.2.3.3 Auto-update of “Node view” with addition of parent node 
PeppesBodega-TF strongly supports this important feature. The core application uses 

undirected graphs (as mentioned in section 5.2.2.3) as its primary data structure. This 
guarantees that the information is updated for both devices when their interconnections are 
connected. 
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creation of these devices. STPs are an integral part for the creation of a configuration for a 
STP (See section 5.2.2.2), so simulation of STPs was necessary. 

The computer used for the performance testing was a ‘ HP EliteBook 8560w’ with a ‘Intel 
2nd Gen Core i5 i5-2540M’ processor running at 2.6 GHz. This computer has 8 Gbytes of 
memory with a clock speed of 1033 MHz and 320 Gbyte disk (model WD3200BEKT at 
7200 RPM) connected via a SATA interface operating at 3 Gbps. The underlying operating 
system was ‘SUSE Linux Enterprise 11’ and Erlang and Yaws were the only tasks running, 
other than the OS internal services and tasks, during the time that the testing was taking 
place. 

6.3.2 Reliability testing 
Reliability of software refers to its ability to produce the same result under the same 

circumstances. In other words this software should have no side-effects[41]. However, in 
practice this is very difficult to achieve. Of course the fewer the side-effects, the more 
reliable the software can be. Another aspect of the reliability of software is its ability to 
handle all of the desired use-cases, thus the software should be able to handle all the possible 
correct and incorrect inputs and outputs the desired results (including errors) gracefully. 

Based upon the discussion above, we will evaluate PeppesBodega-TF with respect to 
following two criteria: 

1) Validity: To verify that the software under test correctly handles the range of input in 
accordance with the specification. To check this we will inspect the software if the 
software contains any side-effect, i.e. if it behaves differently depending upon the 
state of the software. This testing will be done to ensure that the implemented 
functionality generates exactly same results for a given input. 

2) Completeness: To verify that the software under test gracefully handles all possible 
inputs even in cases outside of the specification.  

6.3.2.1 Validity 
As mentioned earlier PeppesBodega-RMS was designed following good software design 

principles. One of those principles is the restriction of side-effects to a small number of 
functional modules. This way of structuring the code limits the software bugs to only those 
modules that have side-effects; hence it is easier to troubleshoot the resulting implementation 
when any problem is found. PeppesBodega-TF also follows the same design principle. 

As mentioned in section 4.2.6.1, the CLI mode is not available to the user group, so the 
only way to use functionality is via the web UI. Also as mentioned in section 4.2.6.2 the 
view-logic contains the functionality that is provided via the web UI; this logic also provides 
filters for input requests to the module’s functionality. So the validity of each input to the 
system is provided by the view-logic and restrictions on user group providing invalid input to 
functional module strengthens the software’s validity. 

Equation 6-1 shows the entry point of a web UI that provides the interface for adding a 
new configuration. We have two test criterions for the creation of a new configuration: 

1. Configuration name 
2. Signum 

Equation 6-2 and Equation 6-3 checks for configuration name to only have alpha-numeric 
characters [A..Z a…z 0...9] and signum only contains characters from the alphabet [A...Z]. If 
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either criterion is not met, then the interface should prompt the user with an error description 
and should not allow the user to proceed with the creation of a new configuration. {(࢓࢛࢔ࢍ࢏ࡿ)࢓࢛࢔ࢍ࢏࢙_ࢊ࢏࢒ࢇ࢜_࢙࢏,  {(ࢋ࢓ࢇࡺ)ࢋ࢓ࢇ࢔_ࢊ࢏࢒ࢇ࢜_࢙࢏

Equation 6-1: Web UI validation for configuration name and signum 		(࡯	 >= 	࡯	࢕࢙࢒ࢇࢊ࢔ࢇ	ࢇ$	 =< 	࡯)	ࢋ࢙࢒ࢋ࢘࢕(ࢠ$	 >= 	࡯	࢕࢙࢒ࢇࢊ࢔ࢇ	࡭$	 =< 	࡯)	ࢋ࢙࢒ࢋ࢘࢕	(ࢆ$	 >= 	$૙	࢕࢙࢒ࢇࢊ࢔ࢇ	࡯	 =< 	$ૢ) 
Equation 6-2: Validation for alpha-numeric characters (࡯	 >= 	࡯	࢕࢙࢒ࢇࢊ࢔ࢇ	ࢇ$	 =< 	࡯)	ࢋ࢙࢒ࢋ࢘࢕(ࢠ$	 >= 	࡯	࢕࢙࢒ࢇࢊ࢔ࢇ	࡭$	 =<  (ࢆ$	

Equation 6-3: Validation for alphabetic characters 

The validation checks are not only limited to above mentioned checks as they are 
apparently checking only the character input. The input of is_valid_signum (see Equation 
6-1) is validated against x500*; if and only if a signum exists in the x500 should the new 
configuration be created. This is the last step that in the current implementation is required as 
of now for signum validation to pass. Another aspect is that users have no restriction with 
regarding to adding new configurations to any signum, restricting the users from creating a 
new configuration for any signum other than their own remains as future work (See 
section7.2). 

 The configuration names can be same for two users since when we write to the database 
we concatenate the signum with the configuration name, thus making a unique name. This 
means that if the configuration name is already defined for a signum, the interface will 
prompt the user with an error message stating “Configuration already exists!!!” and will not 
create a new configuration in the database. 

6.3.2.2 Completeness 
In the previous section we described how we checked the validity of all the inputs that are 

provided to the core application. When it comes to proving that all the use cases are handled 
successfully, the core application must undergo a completeness test. The core application of 
PeppesBodega-TF revolves around the grammar for all provided functionality (see Section 
5.2 for more details) 

6.3.2.2.1 Integrated design test 
As stated above that grammar must undergo a completeness test for the core application 

to function properly, hence we have defined a recursive parser that checks for the definition 
of all the logical bindings of a PID, its interconnections, and interconnection options. 

Figure 6-4 shows the relationship between the different grammar definitions. The 
grammar definitions have been explained in the context of PeppesBodega-TF in Section 
5.2.1.3. The parser takes as input all the defined PIDs under a logical binding, and then 
checks the definitions of its interconnections, then continues to check for interconnections 
options. 

                                                 
* X500, http://www.x500standard.com/index.php?n=Main.HomePage, Last accessed : 2013-12-23 



54 

 

 

Figure 6-4: Recursive grammar parsing 

If at any phase of the recursive loop fails for any PID belonging to logical binding, the 
PeppesBodega-TF application is not started. In other words, the start-up of the 
PeppesBodega-TF is the proof that the system is able to parse the correct input. 

6.3.2.2.2 Fuzz testing with QuickCheck 
To further check the completeness of the grammar and analyse the parser, we have used 

QuickCheck to generate samples of the grammar to test two parts: 

1. Grammar 
2. Parser of the grammar 

As mentioned above the parser of the grammar is working fine with the current logical 
bindings, PIDs, interconnection, and interconnections options. However this is insufficient as 
a satisfactory test verdict for the parser of grammar to be working fine, nor does it confirm if 
the grammar produced is valid or not. To test this we have defined formal specifications of 
logical bindings, PIDs, interconnection, and interconnection options. The complete code for 
the QuickCheck module is provided in Appendix-C. We firstly define the rules for the 
grammar that confirms the validity of the grammar. This means that we have control over 
both the generation of valid and invalid grammars.  

The generation of a valid grammar will be used to test if the parser fails with the defined 
rules. The generation of an invalid grammar will be used to test the behaviour of the SUT. 
We performed an extensive testing for this using QuickCheck. We checked all the rules that 
could be defined for the input of the grammar in terms of logical bindings, PIDS, 
interconnection, and interconnection options.  These rules were then used multiple times to 
generate a large grammar that we testing for validity with and without injecting faults. 

QuickCheck has its own built-in APIs which provide certain functionalities, we will only 
provide an overview of the functionality being used for testing the grammar. The intricate 
details of using QuickCheck-APIs will not be discussed in detail, as this is a vast domain and 
lies outside the scope of this Master’s thesis. 

LOGICAL BINDING PID 
1 1..* 

PID INTERCONNECTION 
0..1 0..* 

INTERCONNECTION INTERCONNECTION 
OPTIONS 0..1 1..* 
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For generation of input for logical bindings, interconnections and PIDs, we completely 
randomized the input as shown in Equation 6-4. The QuickCheck testing failed for one input 
of a sentence in the grammar because the definition contained the level of grammar itself as 
shown in Equation 6-5. The QuickCheck test failed and our analysis shows that the parser 
entered a infinite recursive loop, hence it would never exit. The implementation of parser was 
then changed for it to handle the case where the same name is used for definition of levels of 
grammar (See Table 5-1 for details); an error “Error: Self-definition” is generated on console 
followed by graceful exit. 

 
Equation 6-4: Random generation of grammar levels 

 
Equation 6-5: Error grammar for same definition level 

After analysing the failure of input for same input in definition of levels of grammar the 
range of input for the number of logical bindings, interconnection, and PIDs was redefined as 
shown in Equation 6-6. All the inputs are enumerated from 1 to 10 and for them (logical 
bindings, interconnection, and PIDs) to be able to be distinguished them from each other we 
have appended the initials from their names, for example logical binding: LB_. As we are 
randomly generating the grammar, this naming convention ensures that later-on it will be 
easy to interpret the generated grammar.  

 

 

atom() -> 

  frequency( 

    [{0,?LET(Str, non_empty(list(char())), list_to_atom(Str))}, 

     {9,?LET({Lc,Str},  

      {lowercase(), list(alphanumeric())},  

      list_to_atom([Lc|Str]))}]). 

{a,[a,b,c]} 
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Equation 6-6: Random generation of input for grammar 

The inputs to the grammar have been defined in Equation 6-6. The next step is to define 
the rules for a valid grammar.  Equation 6-7 shows the rules for a valid grammar. Earlier we 
have explained in Table 5-1 (in conjunction with explanation of Equation 5-1, Equation 5-2, 
Equation 5-3, Equation 5-4, and Equation 5-5) that the logical binding holds a list of PIDs, 
with each PID is associated with a list of interconnections, and each interconnection 
associated to a list of logical bindings that it can be connected to. These specify the valid 
rules for the generation of a grammar. Also as mentioned in the explanation of Figure 6-4 all 
the definitions for PIDs, interconnections, and logical bindings must be defined. Any 
deviation from these rules will generate an invalid grammar. In Equation 6-7 grammar is 
generated from the rules mentioned above and then passed to the next step where again new 
set of grammar is generated from the same set of logical bindings, interconnection level, and 
product identifier. This provided an additional check for our analysis that “the parser is able 
to handle same sentences in the grammar file”. This is of course a valid grammar case but it 
should not add anything to the functional behaviour of parser. 

logical_binding() ->       oneof([ list_to_atom("LB_ " ++ integer_to_list(X)) 
|| X <- lists:seq(1,10)]). 

 

interconnection_level() -> oneof([ list_to_atom("ICL_ " ++ 
integer_to_list(X)) || X <- lists:seq(1,10)]). 

 

product_identifier() -> 

  ?LET({Prefix,Atom}, {oneof(["KDU ", "KRC "]), oneof([ 
list_to_atom("PID_ " ++ integer_to_list(X)) || X <- lists:seq(1,10)])}, 

       list_to_atom(lists:concat([Prefix, Atom]))). 
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Equation 6-7: Rules for valid grammar 

 We observe that the functional behaviour of parser is not affected by repetition of the 
same sentences in the grammar file. 

Equation 6-8 shows the generation of a grammar from a set of valid rules as defined in 
Equation 6-7. QuickCheck also provides the possibility to have a user defined size for 
grammar repetitive generation i.e. control of input size by macro function ‘?SIZED’ . If no 
input is specified, then by default 100 testscases are run; in our case this causes the 
generation of 100 different grammars.  

 

rules(LBs) -> 

  ?LET( 

     {LB, PIDs, ILs}, 

     {logical_binding(), 

      non_empty(list(product_identifier())), 

      non_empty(list(interconnection_level()))}, 

     begin 

       [{LB,PIDs}]++ 

  [pid(Pid,ILs) || Pid <- PIDs]++ 

  [il(IL,LBs++[LB]) || IL <- ILs] 

     end). 
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Equation 6-8: Grammar generation 

The test cases are executed against two properties 

1. Valid grammar 
2. Invalid grammar 

A valid grammar is then provided as input to the parser to check if the parser correctly 
outputs the record definitions and getter/setter functions (as mentioned in section 5.2.1.4), in 
the case of failure QuickCheck will abort the ongoing testing and will output the grammar 
used with the parser. This valid grammar check is shown in Equation 6-9. 

 
Equation 6-9: Valid grammar check 

The invalidity of grammar is introduced by adding an invalid sentence to the valid 
grammar in random pattern (start/middle and end of the generated grammar). In this way we 

grammar() -> 

  ?LET(G, ?SIZED(Size, grammar(Size)), 

       lists:flatten(G)). 

grammar(N) when N =< 0 -> 

  []; 

grammar(N) -> 

  ?LET( 

     Grammar, grammar(N - 2), 

     begin 

       LBs = logical_bindings(Grammar), 

       Grammar ++ rules(LBs) 

     end). 

prop_valid() -> 

  ?FORALL( 

     G, grammar(), 

     complete(G) == true). 
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simulate a fault due to any kind of corruption in an existing valid grammar. The invalid 
grammar check is shown in Equation 6-10. 

 
Equation 6-10: Invalid grammar check 

6.3.2.2.3 Analysis 
In section 6.3.2.2.1 we have integrated a simple test that confirms the well-formed 

grammar and checks if the grammar is complete or not. In section 6.3.2.2.2 we have 
developed a property based test bed for generating the grammar with all the inputs and tested 
it with two properties, i.e. valid and invalid, against the parser’s functionality. 

It was observed that even though we handled the subtle and obvious bugs some of 
following bugs still remained, specifically. 

• The definition of any level of the grammar was not handling the case where 
grammar level was part of the list containing a relationship to another level of the 
grammar. (See section 6.3.2.2.2) 

• Definitions for repeated sentences were not tested, and 
• An empty grammar, even though it does not make sense, was not included in the 

testing of parser. 

Currently in the LAB setup there exist 49 logical bindings for 397 PIDS. The biggest 
device configuration, in terms of interconnection, has 32 interconnections. We multiply all of 
the current values (number of logical bindings, PIDs and interconnections) by a factor of 2 to 
estimate future* state of the grammar. The size of the test cases was selected to be 500 and no 
errors were observed when testing both valid and invalid grammars. 

The results from the testing are satisfactory and no bugs were found. We do not claim that 
the currently implementation is completely free of bugs, but we have attempted to perform 
fuzzy testing in order to reach satisfactory level of testing for the implemented solution. 

6.3.3 Performance testing 
In the previous section, we evaluated the functional aspects of our implementation. 

Nonetheless, the non-functional (responsiveness and concurrency) quality testing is also very 
important. For example, Weng et al. [84] stated following a survey conducted by Microsoft’s 

                                                 
* Future, expectation for a year from now (See section 6.3.1). 

prop_invalid() -> 

  ?LET({{A1,A2},G}, {non_equal_atoms(),grammar()}, 

  ?FORALL( 

     G1, shuffle(G++[{A1,[A2]}]), 

       complete(G1) == [{A2,false}])). 
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Office development team that user complaints about what they perceived as bad performance 
were almost as frequent as complaints about crashes. Perceptible performance or 
responsiveness of an interactive tool can be described in terms of its latency of when 
handling events[42]. A tool with low responsiveness (i.e. high latency of handing events) is 
likely to induce anger, frustration, and annoyance of its user[43] and can also greatly 
negatively affect user productivity[44]. That is why Milan Jovic and Matthias Hauswirth[45] 
consider perceptible performance testing as an important part of the evaluation of an 
interactive application. 

We did not perform tests for the concurrency of our implemented solution, as tests have 
been performed which compared yaws and apache concurrency[46]. As the test results for 
concurrency of yaws indicate that yaws is able to handle 80,000 parallel sessions and that is 
much greater than the current number of users of PeppesBodega-TF. A second reason for not 
performing concurrency tests is that concurrency measurements takes a lot of time (and it was 
not a core focus of this Master’s thesis) as many factors are involved in its calculation (such 
as available processing power, latency, RAM, bandwidth, number of sockets etc). 

In this section we will examine perceptible performance (i.e. specifically the latency of 
handling events, such as the creation of a new configuration, loading, editing, etc.) of 
PeppesBodega-TF. Additionally, this evaluation will help us in identifying performance 
bottlenecks. The detection of performance bottlenecks is very important as it enables the 
developer(s) to identify the part(s) of the system that is critical for improving the overall 
performance (by modifying the identified part(s)) of the system to remove the bottleneck. 

As Shneiderman [44] found the threshold of responsiveness to be around 100 ms for a 
single event, therefore we are considering 100 ms as our threshold of responsiveness (i.e. if 
handling of an event takes more than 100 ms then the implementation fails with respect to the 
responsiveness criteria). 

For evaluation, we will use the fprof * module to dump Erlang function calls (as the 
implementation language is Erlang). The best feature of this profiling module is that it also 
calculates time taken by its own function call, thus giving accurate measurements. The fprof 
profiles any given function in three steps: 

1. The tracer provides information about all the called functions, execution time, 
processes scheduling, etc. 

2. The profiler reads the trace files, simulates the execution call stack and 
calculates raw profile data from this execution stack. 

3. The analyzer sorts and filters the raw profile and then converts the output into a 
readable text file. 

The output of the ‘fprof’ results in the three metrics: 

CNT CNT is the total number of function calls during the trace. 

ACC ACC is the accumulated time from the start of the trace to the end of 
the trace. 

                                                 
* fprof is a profiler module that collects and analyzes the statistics about the execution of an Erlang 

function. http://www.erlang.org/doc/man/fprof.html Last visited: 2013-12-10 
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OWN OWN is the sum of the execution time of the functions found in the 
trace excluding the called functions, i.e., the time spent doing the 
profiling.  

We are mainly interested in the difference between ACC and OWN because this indicates 
the total execution time of the actions performed by PeppesBodega-TF. We will first observe 
whether the execution time has a predictable or random pattern. If it has a predictable pattern, 
then we will only analyze the limits of the dataset in our analysis. 

Following are the frequent operations that are to be executed by the users of 
PeppesBodega-TF.  

1. Create new configuration 
2. Transactions of devices to configuration 
3. Remove configuration 

6.3.3.1 Create new configuration 
Today each STP has a configuration file associated to it which defines the STP 

interconnections. So we will analyze the implemented solution for the creating at least the 
same number of configuration as we have forecast for the number of STPs. We have executed 
the profile for 1000 configurations (more than the 750 STPs forecast for the next year). 

Table 6-1 shows the trend of CNT, ACC, and OWN for 5 executions of creation of 100, 
200, 300,… 1000 configurations. We observed that the time for creation of a configuration 
increase as the number of existing configurations in the Mnesia database is increased. This is 
normal behavior because the current implementation checks if the same key is used if so the 
record is updated rather than creating a new record. So increasing existing configurations 
increases the time required for creating next configuration. 

We do not consider the update function to be bottleneck for the creation of new 
configuration because it gives us a nice way to update the existing configuration when we 
want to add/delete a device to a configuration, update connections between devices, etc. 

Table 6-1 shows a calculation of the maximum, minimum, and deviation of CNT, ACC, 
and OWN for the 5 executions of creating the different numbers of configurations. The 
maximum time is the most relevant as the users are mostly concerned with the maximum 
time that they have to wait for the output of a result after they have entered a request. The 
minimum of each is used to calculate the expected deviation. We observe that for all three 
criteria CNT, ACC, and OWN the deviation is lower than 100ms, hence there is no indication 
of any performance bottle-neck. 

The fitting curves for Figure 6-6 and Figure 6-7 are linear so we will calculate the 
maximum time required for the creation of 901-1000 configurations that also includes the 
time to check at-least 900 configuration records for the same key as the requested key for 
901-1000 configurations. 
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6.3.3.2.1 Constant configuration with variable devices 
Table 6-2 shows a profile for dataset-1; first interval, where the total number of 

configurations (storing topological information) was constant and we made addition, 
modification, and deletion transactions of varying devices to these configurations. Table 6-3 
shows second interval for performing same operation as mentioned above for Table 6-2. 

The results from the ‘fprof’ for dataset-1, first interval, are plotted in Figure 6-8, Figure 
6-9 and Figure 6-10. The results from ‘fprof’ for dataset-1, second interval, are plotted in 
Figure 6-11, Figure 6-12 and Figure 6-13.  

As Table 6-2 and Table 6-3 show almost similar execution times for execution, but Table 
6-3 contains values for the execution for 5 times. As mentioned earlier in this performance 
testing the expected behavior is observed, thus we test the highest limits as users are most 
concerned about the maximum time for the output. So we will consider the maximum value 
for the largest configuration, i.e. last row of Table 6-3. 

Total time for calculations = ACC - OWN 

        = 203326 - 132665 
        =  70661 ms 

Number of calculations = Number of devices/configurations * Total configurations * 
number of transactions/configuration: 

     = 100*49*3 
     = 14 700 

Responsiveness of a single operation = Total time for calculation / number of calculations 

       = 70661 / 14 700 
       = 4.8068707 ms 

As the maximum responsiveness (4.8 ms) is less than 100 ms the implemented solution 
(with dataset-1 as input and future forecasted values of LAB equipment) is well below the 
threshold of perceptibility as found by Shneiderman in [44], hence we consider the system 
sufficiently responsive with regard to making changes to 49 different configurations. 
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Table 6-2:  fprof profile for ‘Transaction of devices to configuration (dataset-1)' 

 

 

 

 

Number of devices 
/ configuration

Total number of 
configurations

CNT ACC OWN

10 49 637995 21606 14166
20 49 1169233 42902 27666
30 49 1700776 62454 40876
40 49 2232170 79881 51721
50 49 2763557 99562 65276
60 49 3294941 117732 76104
70 49 3826412 137584 89952
80 49 4357728 156153 101684
90 49 4888647 171544 112029

100 49 53954128 195486 129061
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that the execution time of the application is increasing linearly; hence this sudden rise could 
be due to a high load on the processor by another running task. We have not observed this 
kind of observation for any other of the performance test results but this is quite normal 
behavior. The results from ‘fprof’ for dataset-2, second interval, are plotted in Figure 6-17, 
Figure 6-18 and Figure 6-19.  

Once again since the graphs are linear we will make our calculation based upon the last 
row of the Table 6-5. 

Total time for calculations = ACC - OWN 

        = 361046 - 252688 
        = 108358 ms 

Number of calculations = Number of devices/configurations * Total configurations * 
number of transactions/configuration: 

     = 100*100*3 
     = 30 000 

Responsiveness of single operation = Total time for calculation / number of calculations 

       = 108358 / 30 000 
       = 3.611933 ms 

As the responsiveness (3.6 ms) is less than 100 ms the implemented solution (with 
dataset-2 as input) falls below the threshold of perceptibility as found by Shneiderman in 
[44], hence we consider the system sufficiently responsive with regard to making changes to 
these different numbers of configurations with 100 devices. 

In Table 6-4 and Table 6-5 the deviation from maximum and minimum CNT,ACC and 
OWN is quite low so we do not consider it to indirect cause of any bottleneck (that might 
occur in future). 

Table 6-4:  fprof profile for ‘Transaction of devices to configuration (dataset-2)' 

 

Number of devices 
/ configuration

Total number of 
configurations

CNT ACC OWN

100 10 1062931 39449 25465
100 20 2125871 76837 50353
100 30 3188302 116134 76174
100 40 4251012 201747 128768
100 50 5313685 193112 127494
100 60 6376860 227639 148345
100 70 7439321 267706 201595
100 80 8502174 305522 222783
100 90 9565127 336117 235506
100 100 10587549 378754 244069
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request is performed the Mnesia database has to traverse all the keys of the 1000 
configurations; later-on the time will decrease as the size of database decreases. 

For maximum time of ACC and CNT, we will perform addition 

Total ACCmax   = 27460 ms 

Total OWNmax   = 11072 ms 

Total time for calculation = Total ACCmax - Total OWNmax 

   = 27460 – 11072 

   = 16388 ms 

Number of calculations = 1000 

Responsiveness of single operation   = Total time for calculation / number of calculations 

   = 16388 / 1000 

   = 16.388 ms 

This value is higher than that from creation and transaction of devices for the 
configuration, i.e. the calculations in sections 6.3.3.1 and 6.3.3.2 (respectively). The sole 
reason for this increased time for a single deletion of configuration is that we are traversing 
all the devices to delete the references to the deleted configuration. The responsiveness 
(16.388 ms) is still less than 100 ms, so the implemented solution (with dataset-2 as input) 
falls below the threshold of perceptibility as found by Shneiderman in [44]. Hence we 
consider the system sufficiently responsive with regard to deletion of configurations with 100 
(or more) devices.  



 

T
able 6-6: 

prof profiler for delete configurations 
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6.3.4 Test Coverage 
In section 6.3.2 and 6.3.3 we have performed several tests to confirm the validity and 

performance of the implemented solution. Yet another aspect of testing is to check the test 
coverage, i.e. to check how much of the SUT is tested with the test cases. TheInternational 
Software Testing Qualifications Board (ISTQB) has defined three basic levels of test 
coverage criteria 

1. Statement coverage To measure the percentage of statements being 
executed while performing tests 

2. Decision coverage To measure the percentage of decision outcomes (for 
example containing one or more conditions having 
entry and exit at-least once). 

3. Condition coverage To measure the percentage of each condition being 
evaluated to both true and false 

It is recommended to use combination of above mentioned basic levels of test coverage 
criterion to perform rigorous test coverage. Two combinations of the basic levels of test 
coverage that are being extensively used are: 

4. Decision-condition 
coverage 

Both the decision and condition coverage should be 
satisfied 

5. Modified 
Condition/Decision 
coverage (MC/DC) 

MC/DC is achieved with Decision-condition coverage 
but with following three condition also fulfilled: 

a) At least one test; if the atomic condition is 
TRUE will change the decision outcome 

b) At least one test; if the atomic condition is 
FALSE will change the decision outcome 

c) All the atomic condition have a) and b) 
requirements 

The author of this Master’s thesis has completed the ISTQB foundation level course[47]. 
Additionally, he has prepared for the technical test analyst and test manager 
certifications[48]. This Master’s thesis provided the basic domain knowledge needed for 
understanding of this section, however the interested reader is encouraged to see 
references[47-48]. 

The level of coverage differs for different software systems. We will provide an example 
to illustrate that test coverage for different software levels are defined separately. Airborne 
environments use the ED-12B[49] standard for its software test coverage. According to this 
standard the following five failure conditions are mapped to five software levels: 
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6.3.5 Testing of Web-UI 
In section 6.3.2 and section 6.3.3 the core application logic was tested both from 

reliability and performance perspective. Also stated in section 5.2.2.1 tests initially used the 
CLI, rather than the Web-UI; the reason was that we want to separate the crashes of the core 
logic from the beard template solution (if any). As section 6.3.2 and section 6.3.3 provided 
satisfactory test results for the core logic, we will test the Web-UI. 

The Web-UI was tested with the Selenium WebDriver [50] and WebClient in a Java 
application. Selenium is used to automatically navigate for transactions (See section 5.2.2.2) 
made on configurations and WebClient[51] is used to validate that the URL exists. We have 
performed several tests to test the interfaces (create a configuration and modify a 
configuration) described in section 5.2.2.2. The rest of the WEB-UI required some manual 
actions from the CLI so these part of the user interface are not part of this test, but we 
manually tested these interfaces and we experienced no problems whatsoever. The source 
code for testing of WEB-UI can be found in Appendix-D. 

We will not perform load testing because we feel satisfied with the performance* of yaws.  

  

                                                 
*performance, http://www.sics.se/~joe/apachevsyaws.html , Last accessed : 2013-12-15 
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7 Conclusions and Future work 
In this chapter, the core of work done in this thesis is concluded in section 7.1. General 

development experience during this thesis is also discussed in the same section. Section 7.2 
highlights areas for future work. Finally, section 7.3 provides some reflections relevant to 
domain of this Master’s thesis project. 

7.1 Conclusions 
This Master’s thesis was carried out at Ericsson AB. A topological RMS system is the 

major contribution of this Master’s thesis project. The use of an RMS has a clear advantage 
in terms of supporting the efficient utilization of resources and offers insights into the used 
and unused resources of the LAB. However, the RMS also provides input to the test 
environments. A topological RMS plays an important role by providing information about the 
utilization of resources and increases the visibility of the interconnections between these 
resources across the organization. In this way an alignment of TECs across different testing 
levels can be done, therefore interpretation of different TECs in different testing levels is not 
required, hence reducing the time it takes for a tester to be productive when switching 
between different testing levels. This can also potentially decrease the time required to setup 
a test environment by facilitating the reuse of a given test environment for testing on different 
levels by different testers. 

The goal of implementing a topological RMS system that delivers as an output the TEC 
for a test environment has been successfully completed. The major challenges that we 
encountered were the selection of a path towards the implementation. Initially we 
encountered a major problem when we selected the wrong data structure for the topology 
information (see Section 5.2.2.3). Erlang was previously used as the development language 
for PeppesBodega-RMS and the implementation done as part of this thesis project, i.e. 
PeppesBodega-TF, was also done in this language. Erlang was new to the author of this 
Master’s thesis and detailed features of this language were unknown. The implementation 
was modified from time to time as my knowledge of Erlang developed over time. The author 
of this Master’s thesis was also new to web application development. Once again I would like 
to thank my supervisor, Magnus Kronqvist, for helping me develop my technical skills. 

During the implementation of this Master’s thesis, the front-controller of PeppesBodega-
RMS was identified as a hindrance to the completion of the web UI for the management of 
PeppesBodega-TF. Although the author of this Master’s thesis worked on modifications to 
the front-controller for quite some time, a decision was made in conjunction with my 
supervisor not to continue this development because it was taking too much time. This 
resulted in only partially fulfilling the goal of a providing web UI for management of 
PeppesBodega-TF. In retrospect the time spent on the development of front-controller could 
have better been used for development of a tool for visualization of the topology. As a result 
these two parts are left as future work for the further development of PeppesBodega-TF. 

This Master’s thesis contributes to the general development of a topological resource 
management system. The author identified several choices that should not be adopted in the 
development of a topological resource management system, such as the usage of a tree data 
structure for encoding configuration data of the topology and the maintainability problem of 
conventional methods (XML and Erlang-config) to define the grammar of the configuration 
data of topologies. Furthermore, in this thesis, two classes of devices (self-forming and lazy: 
see sections 2.3.1 and 2.3.2) specific to discovery of the network topologies were introduced. 
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Logical and physical topologies are two major geometric views of network topology. The 
developers of a topological RMS should include support for both geometric views, even if 
both views seem the same (as this need not be the case in the future). 

As PeppesBodega-TF is extension to the PeppesBodega-RMS, the choices of tools were 
derived from PeppesBodega-RMS. We did not have a discuss the advantages and 
disadvantages of these choices because it would lead to a catch-22* situation. 

7.2 Future work 
This thesis was the first attempt towards integration of a topological RMS in 

PeppesBodega-RMS. Obviously we cannot claim this first attempt is the optimal or ultimate 
choice. Nor do we claim to have considered all the perspectives. Additionally, some of the 
goals were only partially fulfilled due to the limited duration of this Master’s thesis project. 
For all of these reasons there are areas to be explored where the existing design could be 
modified and enhancements can be developed. 

An essential future step is performing the delivery testing so that PeppesBodega-TF can 
be released to the target groups. This testing requirement was described in Section 6.3. 

The goal of providing a web UI for administration of configuration data of the topology 
was not completed due to lack of functionality in front-controller in conjunction with the 
beard library. The front-controller needs to be able to handle requests in more efficient way. 
Currently the data for the web UI is transferred in a URL and in a topological RMS a large 
data request is sent making this approach infeasible. As described in Section 5.2.2.2 the 
implementation of the front-controller should be changed to efficiently send the data between 
webpages. There are quite a number of different methods that could be used to do this, 
including sending data in form-post/get methods, saving and retrieving session data, using 
cookies, etc. We will not discuss in detail which method should be adopted and the reasons 
for such a choice, because this requires a detailed investigation which was not possible within 
the scope of this Master’s thesis project. 

Visualization in general and particularly in the scope of a topological RMS serves an 
important role for debugging purposes by expert users and reducing the learning curve of 
novice users. PeppesBodega-TF lacks a visualization scheme, so it would be of great benefit 
to implement such a visualization scheme. Although a visualization scheme was included in 
the goals of this Master’s thesis project, there was not sufficient time to implement any 
visualization scheme. However, we found several Erlang libraries for graphical visualization, 
including gtknode† , wxErlang‡, and Erlang-graphviz§ , that could be candidates for this 
visualization scheme. As we encode the configuration data of a topology as undirected 
graphs, the best suited library would seem to be Erlang-graphviz. 

                                                 
* Catch-22, http://en.wikipedia.org/wiki/Catch-22_(logic) , Last accessed : 2013-12-15 
† gtknode, https://code.google.com/p/gtknode/, Last accessed : 2013-12-15 
‡ wxErlang , http://www.erlang.org/doc/man/wx.html , Last accessed : 2013-12-15 
§ Erlang-graphviz, https://github.com/glejeune/erlang-graphviz, Last accessed : 2013-12-15 
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An interesting set of issues that should be addressed in future work is the migration of the 
devices to IPv6 and the use of names to access devices, rather than fixed addresses. This 
would address one of the limitations described in Section 4.2.5.4. 

Another future extension of the system would entail the assignment of unique DIDs to all 
devices that are maintained by the LAB. This would require the addition of these devices to 
the relevant STPs in the RMS. For further discussion of devices without unique DIDs see 
Section 6.1.2. 

A security aspect should also be considered when the users can create the configurations 
of other signum other than their own. One way of tracking what is being created of one’s 
signum is to initiate an email to corresponding user. Also secure login mechanism should be 
integrated via Ericsson corporate ID authentication and then one can only create 
configuration for its own signum.  

The choices of these programming paradigms were inherited from the design and 
implementation of the existing PeppesBodega-RMS. While these choices were straight 
forward, it was also important to understand the reasons why these programming paradigms 
had been chosen. The selection of Erlang was due to the fact that its performance is far 
superior to Java* (one of the most widely used programming language today) [52]. The 
selection of Yaws is also attributed to its better performance† as compared to Apache[46]. 

An important lesson learned is that knowledge of the development tools is important 
when devising a solution for a problem. During the implementation, the author frequently 
implemented certain functions which could have been done in an easier way if more time had 
been spent to acquire deeper knowledge of development tools. This was especially true for 
Erlang, Yaws, and computer grammars. For example, we implemented the grammar using 
our own format, but later we found out that the grammar could have been defined in yecc‡ 
with much less effort. However, the learning curve of yecc is relatively high, so the 
programmer has to make a conscious decision to learn how to use the proper tool rather than 
using the ad hoc approach used in this Master’s thesis. 

7.3 Reflections 
This Master’s thesis was encouraged and motivated by MSV department at Ericsson AB. 

During the course of this Master’s thesis project the author worked closely with the 
verification engineers and software developers from different departments to gather the needs 
for the topological resource management system that offers a scalable solution for all the 
departments involved.  

The social contribution of this Master’s thesis is the topological resource management 
system which will be used within Ericsson AB after its successful deployment at MSV 
department. Another social aspect of this Master’s thesis is that the grammar translation will 

                                                 
* Java, http://www.java.com/en/ , Last accessed : 2013-12-15 
† performance, http://www.sics.se/~joe/apachevsyaws.html , Last accessed : 2013-12-15 
‡ yecc, http://www.erlang.org/doc/man/yecc.html , Last accessed : 2013-12-15  
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be made publically available in GitHub* for projects with limited time, as yecc has a greater 
learning curve. The implemented solution (and proposed future work) in its complete form 
will make an economic contribution as the execution time required for testing will be reduced 
and also the learning curve reduction for fresh engineer - both of which will have an 
economic benefit to  Ericsson AB.  The social and economic contributions stated above will 
be benefitting Ericsson AB by this Master's thesis and will contribute to increasing 
competitiveness in Swedish industry. 

The ethical aspects were also considered pertaining to not a) disclose any kind of 
confidential information of the Ericsson’s LAB equipment b) manage any data of a personal 
nature whatsoever, and a generic model of topological resource management system is now 
available to the research community via this thesis report. The information collected by 
implemented topological resource management system contains only physical topologies 
which may, when in place and executing in the final live environment, contain confidential 
data (that will be managed by Ericsson’s confidential policy); but will not manage any data of 
a personal nature. 

 

                                                                                                                                                                        

                                                 
*  GitHub, “Powerful collaboration, code review, and code management for open source and private 

projects”, https://www.github.com/, Last accessed : 2013-12-29 
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       list_to_atom(lists:concat([Prefix, Atom]))). 

 

atom() -> 

  frequency( 

    [{0,?LET(Str, non_empty(list(char())), list_to_atom(Str))}, 

     {9,?LET({Lc,Str},  

      {lowercase(), list(alphanumeric())},  

      list_to_atom([Lc|Str]))}]). 

 

alphanumeric() -> oneof([digit(),uppercase(),lowercase()]).  

digit() -> oneof(lists:seq($0,$9)). 

uppercase() -> oneof(lists:seq($A,$Z)). 

lowercase() -> oneof(lists:seq($a,$z)). 

 

empty(L) -> 

  L == []. 

 

rules(LBs) -> 

  ?LET( 

     {LB, PIDs, ILs}, 

     {logical_binding(), 

      non_empty(list(product_identifier())), 

      non_empty(list(interconnection_level()))}, 

     begin 

       [{LB,PIDs}]++ 

  [pid(Pid,ILs) || Pid <- PIDs]++ 

  [il(IL,LBs++[LB]) || IL <- ILs] 

     end). 

 

 

pid(Pid,ILs) -> 

  [{Pid,nonempty_subset(ILs)}]. 

 

il(IL,LBs) -> 

  [{IL, nonempty_subset(LBs)}]. 

 

nonempty_subset(L) ->  

  ?SUCHTHAT(Subset, 

    ?LET(Bs, [oneof([true,false]) || _ <- lists:seq(1,length(L))], 

       [X || {X,B} <- lists:zip(L,Bs), B]), 

     Subset /= []). 
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grammar() -> 

  ?LET(G, ?SIZED(Size, grammar(Size)), 

       lists:flatten(G)). 

 

grammar(N) when N =< 0 -> 

  []; 

grammar(N) -> 

  ?LET( 

     Grammar, grammar(N - 2), 

     begin 

       LBs = logical_bindings(Grammar), 

       Grammar ++ rules(LBs) 

     end). 

 

logical_bindings(Grammar) -> 

  [L || {L,_} <- Grammar, is_lb(L)]. 

 

is_lb(X) -> 

  case atom_to_list(X) of 

    "lb"++_ -> true; 

    _ -> false 

  end. 

 

non_equal_atoms() -> 

  ?SUCHTHAT({A1,A2}, {atom(), atom()}, A1 /= A2). 

 

prop_invalid() -> 

  ?LET({{A1,A2},G}, {non_equal_atoms(),grammar()}, 

  ?FORALL( 

     G1, shuffle(G++[{A1,[A2]}]), 

       complete(G1) /= true)). 

 

prop_valid() -> 

  ?FORALL( 

     G, grammar(), 

     complete(G) == true). 
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